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Preface

This guide provides information regarding technical aspects of the Indian Health
Service RPMS Electronic Health Record (RPMS-EHR) v1.1 software. Its target
audience is local and regional information technology support personnel who may be
called upon to configure or troubleshoot the application. This guide has been broken
into four separate files of which this is the fourth.
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78.0 Super-Bills

78.1 Introduction

Super-bills are lists of CPT codes for billing and for documenting services performed.
Each super-bill is attached to a visit. The Super-Bills panel (Figure 78-1) shows the
super-bill items for the super-bill category below the Super-Bills button.

Super-Bill fhems
t?mwcumc —— I~ 01200 - Anasth Hip Joint Precedurs [~ 25705 - Cast. Remov. Applied Elsswh. Full Am Or Leg [~ L0500 - Support. Abdomen, 3 Panel Einder
Category by Discipline Cardiclogist ™ 11202 - Anessh Arthroscopy OF Hip ™ #5730 - Cast, Windowing, Applied Elsewh [T L1315 - Brace, Short Leg. Action Spans
E:m g Hosg Lacation - TEST CLINIC | [ 61210 - Anesth Hip Joint Surgery [~ 73500 - X-Ray Exam Of Hip I L1825 - Support, Knee. Neoprene Wwith Patella Pullover
Category by Provider. Tast ™ 10061 - Dranage Of Skin Abscess [~ 76886 - Us Exam Infant Hips Static ™ L1330 - immobiizer, Knee, Adj Straps
g;";'i‘:{ffz‘:f;ﬁ‘ml I 20936 - Sp Bone Agrit Local Add-On [ 50533 - Hep A Vace PediAdol 2 Dose I L1850 - Brace, Knee, With Straps
CZ Pulmonary function lzb I~ 23650 - Shoulder Dislocate. Trest [~ 50657 - Flu Vaceine 3 Yrs Im [~ L3001 - Foot Insrt Remv Mold Pt Spenco Ea
ks SHEALIES ] [~ 29055 - Cast. Applic. Shoulder Spica [~ 50700 - Dta Vaccine < 7 ¥rs Im [~ L3040 - Foot Arch Supp Premeld Lngtudnl Ea
MARY TEST I™ 29088 - Cast. Applic. Shoulder. Velpeau [~ 90740 - Hepb Vsce 18 Pat 3 Dose Im [~ L3100 - Splint, Hallus-Valgus Night
o s T™ 23065 - Cast. Applic. Shoulder T Hand ™ 24206 - 1 Cc Sterile Syringesheedle ™ L3170- Heel Cups
NURSE SUPERSILL ™ 29075 - Cast. Applic. Elbow To Finger I~ A4495 - Ted Hose, Thigh Length, Ea I~ L3265 - Plastazote Sandal Each
g‘iﬂg‘gmw‘ [~ 29085 - Cast. Applic, Hand & Wrist [~ 24500 - Ted Hose, Baiow Knee Lagth, Ea [~ L3850 - Immobiizer, Shouder, Strap & Sling
crthopedics [~ 29105 - Splint, Applic. Shoulder To Hand [~ 24585 - Sking. Arm, Strap [~ L3807 - Brace, Metacarpal, 2Nd-5Th
_I??ISNT I~ 29125 - Splint. Applic. Forearm To Hend [~ 24570 - Splint, Prefab. Finger. Metal [™ L3308 - Spint, Prefab. Wwirist. Cockup Or Foam 3 Strap
Ii%ﬂ;&&maom I~ 28130 - Splint. Applic. Finger I~ 24580 - Cast Supplies (E G. Plaster) [~ L3914 - Splint, Prefab. Thumb. Spica
27 Calegory I~ 29345 - Cast. Applic. Thigh To Toes I~ 44590 - Cast Supplies. Special (EG_ Fiberglass) [~ L3899 - Splnt, Prefab. Clavicle. Collar Bone Or Elbow
I~ 29365 - Caat, Appiic, Thigh To Ankle [~ 45500 - Shoe, Diab Only, Cstm Prep [~ L4350 - Spint, Prefab. Ankle, Aircast
[~ 29405 - Cast. Applic. Below Knee To Toes [~ 45503 - Shoe Insert, Dizb Only, Prafabr [~ L4360 - Boot, Walk, Preumic Prefab WiFitad
[™ 29425 - Cast. Applic. Wwialking, Below Knee To Toes [~ E0100 - Cane [™ Q4045 - Splint. Finger. Static
I 23505 - Splint. Applic. Thigh To Ankle I~ ED105 - Cane Quad Or Tr Prong
I~ 29515 - Splint. Applic. Ca¥f To Foat I~ EOT12 - Crutches, WWooden Pair
I 29540 - Swrapping Of Ankle AndiOr Ft [~ E0114 - Crutches, Metal Pair
[~ 29580 - Unna Soot, Application [~ ED191 - Heel Or Elbow Protector Each
I 29590 - Splint. Applic. Foot I~ L0120 - Coller. Cervical, Flexible Foam
I™ 29700 - Cest. Remov. Apphed Elsewh. GeuntietBootBody [~ L0210 - Rib Belt

Figure 78-1: Super-Bills panel

Selecting one or more check boxes above the panel determines which super-bill items
display in the right-hand panel.
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78.2  Architecture and Business Process Overview

POV/CVG
Library Used by
the Prenatal
Component

<q

SNOMED
AP

RPC Calls APELON
Server

RPMS EHR RPMS
SuperBills

FlleMan APl and/or MUMPS APIs

Store data

Preferences file holds
data from ather files

(HS000010.18)

Figure 78-2: Architecture and business process overview
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78.3 Implementation and Maintenance
This component has the following configuration:
Entity Value
Programmatic Identifier IHSBGOSUPERBILL.BGOSUPERBILL
Class Identifier {FCDDO0A6B-4DD9-4CF7-BAC5-BD1B5BFBACO0}
Image File ihsBgoSuperBill.dll
Property Initializations None
Serializable Properties None
Required Files IhsBgoSuperBill.chm
Security Keys None
Multiple Instances Allowed No
Internal Property Editor No
All Keys Required No
Hidden from Property Editor | No
Side-by-Side Versioning No
Service No
.Net Component Yes
Associated Build BGO*1.1*17
There are no specific implementation or maintenance tasks associated with this
component.
78.4  Routine Descriptions
This component has been assigned the namespace designation of “BGOCPTP.” The
following routines are distributed:
Routine Description
BGOCPTPR Routines used to manage the superbills
BGOCPTP2 Routines used to manage the superbills
BGOCPTP3 Store SNOMED association
78.5 File List
78.5.1 BGO CPT Preferences (# 90362.31)
The CPT preferences file allows the storage of CPT codes and their associations:
Field Field No | Description
NAME .01 Free Text

Technical Manual Volume 4
September 2020

Super-Bills



Electronic Health Record (EHR) Version 1.1
Field Field No | Description
HOSPITAL LOCATION .02 Pointer to hospital location (#44) file
CLINIC .03 Pointer to clinic stop (#40.7) file
PROVIDER .04 Pointer to file #200
OWNER .05 Pointer to file #200
DISCIPLINE .06 Pointer to file #7
TYPE .07 Set of codes
0:VISIT SERVICES
1:HISTORICAL SERVICES
CPT 1 Subfile of CPT codes
MANAGER 2 Subfile of managers
78.5.1.1 MANAGERS subfile (#90362.313)
Field Field No Description
MANAGERS | .01 Pointer to file 200
78.5.1.2 CPT subfile (#90362.312)
Field Field No | Description
CPT .01 Pointer to file #81
DISPLAY TEXT .02 Free Text
FREQUENCY .03 Numeric
MODIFIER FIRST .04 Pointer to file 9002274.07
MODIFIER SECOND .05 Pointer to file 9002274.07
TRANSACTION CODE | .06 Pointer to file 90092.02
ASSOCIATION 1 Subfile of associations
Technical Manual Volume 4 Super-Bills
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78.5.1.3 ASSOCIATIONS subfile (#90362.3121)

Field Field No | Description
ASSOCIATION .01 Variable pointer to
81 CPT

9999999.88CPT MODIFIER

80 ICD DIAGNOSIS
9999999.64HEALTH FACTOR
9999999.09EDUCATION TOPIC
9999999.15EXAM
9999999.14IMMUNIZATION
9999999.28SKIN TEST
90092.02TRANSACTION

80.1 ICD PROCEDURE

81.3 CSV CPT MODIFIER

AUTOMATICALLY ADD .02 Set of codes, No/Yes
DEFAULT TO ADD .03 Set of codes, No/Yes
PROHIBIT DUPLICATION .04 Set of codes, No/Yes
ASK CHARGE AMOUNT .05 Set of codes, No/Yes
ASK QUANTITY .06 Set of codes, No/Yes
DEFAULT QUANTITY AMOUNT .07 Numeric
SNOMED CT CONCEPT CODE 1 Free text
SNOMED CT DESCRIPTIVE CODE | 1.1 Free text

78.6 Cross References
File: BGO CPT PREFERENCES (#90362.31)

X-ref Field No Name Desc
AC .03 Clinic Regular
ACP .03 Clinic Mumps
ACPTOO .04 Provider Mumps
AD .07 Discipline Regular
AH .02 Hospital Location | Regular
AHP .02 Hospital Location Mumps
AHPTOO .04 Provider Mumps
AP .04 Provider Regular
B .01 Name Regular
Technical Manual Volume 4 Super-Bills
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78.7  Exported Options
None.
78.8  Exported Security Keys
None.
78.9 Exported Protocols
None.
78.10 Exported Parameters
None.
78.11 Exported Mail Groups
None.
78.12 Callable Routines
This section describes supported entry points for routines exported with this
component.
78.12.1 RPC: BGOCPTP3 STORE
Scope: Private
Parameter Datatype | Description
INP String Specified as:
DFN |1] ~ VIEN |2| » SNOMED CT |3| A ICD |4|* LOCATION |5/
PROVIDER 6|
<return value> | Boolean Success: True

Stores SNOMED association DXs for a superbill entry. If SNOMED code does not

exist on patient’s problem list, add it and then add the item as a POV.

78.12.2 RPC: BGOCPTPR CLONE

Scope: Private

Parameter Datatype | Description

INP

String Specified as:

Pref IEN (from) |1|* Pref IEN (to) |2|

<return value> | String Success: True
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Clones a pick list.

78.12.3 RPC: BGOCPTPR CLONEOTH

Scope: Private

Parameter Datatype | Description
INP String Specified as:

CPT Category IEN |1| * Preference Category IEN |2|
<return value> | Boolean Success: True

Convert a CPT category into a pick list.

78.12.4 RPC: BGOCPTPR DELASSOC

Scope: Private

Parameter Datatype | Description
INP String Specified as:

Category IEN |1| * Item IEN |2| * Element IEN |3|
<return value> | String Success: True

Delete an association.

78.12.5 RPC: BGOCPTPR GETASSOC

Scope: Private

Parameter Datatype | Description

INP String Specified as:

Category IEN |[1]* Item IEN |2]

<return value> | String List Returned as a list of records in the format:

Item IEN [1] » Item Name [2] * Type [3] * Auto Add [4] *

Auto Default [5] * No Dups [6] * Amount [7] * Association IEN [8] #
Quantity [9] » Code [10] » Type ID [11]

Returns a list of associations for the specified pick list and item.
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78.12.6 RPC: BGOCPTPR GETCATS

Scope: Private

Parameter Datatype | Description

INP String Specified as:

Category IEN [1] » Hospital Location IEN [2] » Provider IEN [3] #
Manager IEN [4] » Show All [5] » Historical Flag [6]

<return value> | String List Returns a list of records in the format:

Category Name [1] » Category IEN [2] » Hosp Loc Name [3] *

Hosp Loc IEN [4] # Clinic Stop Name [5] # Clinic Stop IEN [6] #
Provider Name [7] * Provider IEN [8] » Owner Name [9] #

Owner IEN [10] * Provider Class Name [11] * Provider Class IEN [12]

Returns a list of categories matching the specified criteria.

78.12.7 RPC: BGOCPTPR GETITEMS

Scope: Private

Parameter Datatype | Description

INP String Specified as:
Category IEN [1] » Group [2] * Visit IEN [3] » Display Freq Order [4]

<return value> | String List Failure: -n"error text

Success: List of records in the format

CPT IEN [1] » CPT Code [2] » CPT Text [3] * Short Text [4]
Freq [5] » VCPT IEN [6] » Fee [7] » Rank [8] * Pref IEN [9] A
Association [10] » Long Text [11]

Returns a list of categories matching the specified criteria.

78.12.8 RPC: BGOCPTPR GETLNAME

Scope: Private

Parameter Datatype Description
IEN Pointer (#81) | IEN of CPT code
<return value> | String Long narrative text.

Return the long name for the specified CPT code.

78.12.9 RPC: BGOCPTPR GETMGRS

Scope: Private

Parameter Datatype Description

CAT Pointer (#90362.31) IEN of pick list
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Parameter Datatype Description

<return value> | String List List of records in the format:
Provider Name # Provider IEN

Returns a list of managers associated with the specified pick list.

78.12.10 RPC: BGOCPTPR OTHCATS

Scope: Private

Parameter Datatype Description

<return value> | String List List of records in the format:
Category Name [1] * Category IEN [2] * Class [3]
where Class is one of: Med, Surg, Anesth, Rad, Lab

Returns a list of categories from the CPT file.

78.12.11 RPC: BGOCPTPR QUERY

Scope: Private

Parameter Datatype | Description

INP String Specified as:

Category IEN [1] » Provider IEN [2] * Clinic IEN [3] #

Provider Class [4] » Hospital Location [5] # Start Date [6] *
End Date [7] » Max Hits [8] * Med [9] * Surg [10] » Anest [11]
Lab [9] * Rad [12] » Supply [13] » 3rd Party Billing [14] »

V CPT [15] » CHS [16]

<return value> | Boolean Success: True

Execute a query to update frequencies of use.

78.12.12 RPC: BGOCPTPR SETACHK

Scope: Private

Parameter Datatype Description

INP String Specified as:

CPT Preference IEN [1] » CPT Subfile IEN [2] * Associations Subfile
IEN [3] » Column Index [4] * Value [5]

<return value> | String Failure: -n“error text
Success: |IEN

Modify an association of a CPT in a superbill.

Technical Manual Volume 4 Super-Bills
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78.12.13 RPC: BGOCPTPR SETASSOC

Scope: Private

Parameter Datatype | Description

INP String Specified as:

CPT Preference IEN [1] » CPT Subfile IEN [2] # Type [3] #
Value [4] * Association [5] » Auto Add [6] # Default to Add [7] *
No Dups [8] » Amount [9] * Quantity [10]

<return value> | String Failure: -n"error text
Success: |IEN of association

Set an association of a CPT in a superbill and returns the IEN of the subfile entry.

78.12.14 RPC: BGOCPTPR SETCAT

Scope: Private

Parameter Datatype | Description

INP String Specified as:
Name [1] * Hosp Loc [2] * Clinic [3] * Provider [4] » User [5] *
Category IEN [6] * Delete [7] * Discipline [8]

<return value> | String Failure: -n*error text
Success: IEN of pick list

Set field values for a pick list.

78.12.15 RPC: BGOCPTPR SETFREQ

Scope: Private

Parameter Datatype | Description

INP String Specified as:
Category IEN [1] * Item Value (defaults to all) [2] # Increment [3] #
Frequency [4]

<return value> | String Failure: 0”error text
Success: True

Set frequency for a pick list item.

78.12.16 RPC: BGOCPTPR SETITEM
Update the frequency of a CPT code in a category.
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Scope: Private

Success: IEN

Parameter Datatype | Description

INP String Specified as:
Category IEN [1] A CPT IEN [2] # Display Text [3] * Delete [4] * CPT
Code [5] * Frequency [6] * Allow Dups [7] * ltem IEN [8]

<return value> | String Failure: -n"error text

Returns the new IEN of the CPT code added to the category.

78.12.17 RPC: BGOCPTPR SETMGR
Add a manager to a CPT preferences category.

Scope: Private

Parameter Datatype | Description
INP String Specified as:

Category IEN [1] » Manager IEN (#200) [2] * Add [3]
<return value> | String Failure: -n"error text

Success: null

Add or remove a manager from a pick list.

78.12.18 RPC: BGOCPTPR SETNAME

Scope: Private

Parameter Datatype | Description
INP String Specified as:

Category IEN [1] * Item IEN [2] * Display Name [3]
<return value> | String Failure: -n"error text

Success: null

Set display name for a pick list item.

78.12.19 RPC: BGOCPTPR VSTASSOC

Scope: Private

Parameter Datatype | Description
INP String Specified as:

Category IEN # Item IEN * Visit IEN
<return value> String List Returns a list of records in the format:

Type ID [1] » Type Name [2] * Item IEN [3] # Item Text [4] *

V File IEN [5] * V File # [6]

Technical Manual Volume 4
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Returns all V file entries for a given visit that correspond to all associated entries for

the given superbill.

78.13 External Relations

Entity Name Description

Component | VCPT Calls supported APIs
Component | Visit Diagnosis Calls supported APIs
Component | Health Factors Calls supported APls
Component | Patient Education | Calls supported APIs
Component | Exams Calls supported APIs
Component | Immunization Calls supported APIs
Component | Skin Test Calls supported APIs

78.14 Internal Relations

Entity

Name

Description

Package

BGO

Calls supported APls

78.15 Archiving and Purging

There are no archiving or purging requirements within this software.

78.16 Components

This component supports the following properties and methods:

78.17 Properties

Property

Datatype

Access

Description

ALIGN

Enum

RW

Sets the alignment of the component relative to its parent.
One of:

0 = None — no alignment occurs

1 = Top — aligns to the top boundary of the parent

2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent

4 = Right — aligns to the right boundary of the parent

5 = All — expands to the dimensions of the parent

6 = Center — centers itself within the parent
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Property Datatype | Access | Description

ANCHORS Flag RW Anchors the component’s position relative to its parent. Zero
or more of:
1=Top
2 = Left
4 = Right
8 = Bottom

HEIGHT Integer RwW Sets the height (in pixels) of the component.

LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.

TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.

WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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79.0 Family History

79.1 Introduction

The Family History component (Figure 79-1) displays any information about the

patient

Family Histary \k Asthma Zone

Eamily Histary List ()| Use Edit Relation to delete, add. or edit a relative’s condiion

* Requires update to SMOMED CT

GetSCT | AddRelation | EditRelation | Delete Relaton |

8]

Relation Mame ‘ Status "Bgeatﬁt Cause of Death ‘ Multiple Birth ?;;l;p‘e Birth Provider Marrative é%:gztosis ‘ E'Iil;ified ‘ICD b ‘
BROTHER Danry LIVING 07/24/2013

COUSIN [MALE] Mike LIVING NO 08/09/2013

COUSIN LIVIHG 0B/07/2013 W1ED
BROTHER LIVING

MATURAL MOTHER DECEASED EBO0and cancer NO FH: piemature coronary heart disease | 07/31/2013
BROTHER LIVIMG Family histary of myocardial infarction | [397701010 07 A7/203
GRAMDFATHER DECEASED B0 and FH: Congenital heart disease | testing 07A12/203
GRAMDFATHER LIVING FH: Cardiac disorder | 0727203
GRAMDFATHER Charles LIVIMG FH: Diabetes mellitus in first dearee relative | this is the provider orA2/2m3
SISTER Jessica LIVING FH: Diabetes mellitus | this iz the testi2666212071 (0E/12/2013

05/14/2013 Y163

Figure 79-1: Family History component
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Architecture and Business Process Overview

B

RPMS EHR RPMS

FlleMan APl and/or MUMPS APIs

Fetch data

f Apelon DTS
Family History | Snomed Service Family History |

Family Members| Family Members
(#o000014.1) | (#9000014.1) |

\
\

Family History [

Family History |'
(#o000014) | (H9000014)

Relationship |
(#9999999.36) |

Figure 79-2: Architecture and business process overview

79.3 Implementation and Maintenance

This component has the following configuration:

Entity Value
Programmatic Identifier IHSBGOFAMHX.BGOFAMHX
Class Identifier {F275DE03-BF24-4759-B34C-2DA9F792754E}
Image File bgoFamHx.ocx
Property Initializations RUNASYNC=FALSE
HIDEBUTTONS=FALSE

Technical Manual Volume 4 Family History
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Entity Value

Serializable Properties HIDEBUTTONS — BOOL
USELEXICON - BOOL

Required Files IhsBgoFamHX.chm

Security Keys PROVIDER

Multiple Instances Allowed Yes

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | No

Side-by-Side Versioning Yes

Service No

.Net Component No

Associated Build BGO*1.1*17

There are no specific implementation or maintenance tasks associated with this

component.
79.4  Routine Descriptions
This component has been assigned the namespace designation of “BGOFHX.” The
following routines are distributed:
Routine Description
BGOFHX Family History component support
BGOREL Family History relationship support
79.5 File List
None.
79.6  Cross References
None.
79.7 Exported Options
None.
79.8  Exported Security Keys

None.

Technical Manual Volume 4

September 2020

Family History

16




Electronic Health Record (EHR)

Version 1.1

79.9 Exported Protocols

None.

79.10 Exported Parameters

None.

79.11 Exported Mail Groups

None.

79.12 Callable Routines

79.12.1 RPC: BGOFHX DEL

Scope: Private

Parameter Datatype | Description

INP String INP= Relationship IEN [1] # Family HX ien [2]
(#9000014.1) (#9000014)

<return value> Boolean 1 for success or 0*error text

If no family history IEN is included, the entire relationship will be deleted else just
delete the family history dx. This is a physical deletion.

79.12.2 RPC: BGOFHX GET

Scope: Private

Parameter Datatype

Description

DFN Pointer (#2)

Patient IEN

<return value> | Array

;.RET returned as a list of records in the format

; Relationship IEN [1] Relationship [2] * Status [3] * Age at Death [4
A Cause of Death [5] #; Multiple Birth [6] * Multiple Birth Type [7] *
Condition [8]

A Narrative [9] » [10] » Date Modified [11] “Description [12] *Family
hx IEN [13]* Age at DX [14] *Age at DX Approximate [15] * Snomed
CT [16] » Snomed Desc ID [17] *

List of Additional ICD codes - ";" delimited [18]

Returns an array of each family history entry with the relationship. A relative who has
multiple DXs will have multiple lines in the array.

Technical Manual Volume 4
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79.12.3 RPC: BGOFHX ICDLKUP

Scope: Private

Parameter Datatype Description
INP String Formatted as:

Lookup Value?Visit Date*Patient Gender*From”To
<return value> | Array List formatted as:

Descriptive Text*|CD IEN*Narrative Text

ICD Codes used for family history.

79.12.4 RPC: BGOFHX SET

Scope: Private

Parameter Datatype Description
DFN Pointer (#2) Patient IEN
LIST(1) Array (1) Relationship Data
REL” Relationship ien [2] * Relationship [3]
A Relationship Desc [4] * Status [5] » Age at Death [6]
Cause of Death [7] * Multiple Birth [8] » Multiple Birth Type [9]
LIST(n) Array Family Hx DX data
FHX* Family HS ien [2]* DX [3]  Text [4] * DX Age [5]
A DX Age Approximate [6]  concept ct [7] » DESC CT [8] * MULT
ICD [9]
<return value> | String Each item stored in the call with a flag if it's the R(elationship) or
F(amily history dx)

Version 1.1

Returns an array of each family history entry with the relationship. A relative who has
multiple DXs will have multiple lines in the array.

79.13 External Relations
Entity Name Description
Package | IHS STANDARD Uses Standard API calls to look up SNOMED
TERMINOLOGY codes
Package | IHS ICD/CPT LOOKUP | Uses standard API calls to lookup ICD codes
& GROUPER
79.14 Internal Relations

None.
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79.15 Archiving and Purging

There are no archiving or purging requirements within this software.

79.16 Components

This component supports the following properties and methods:

79.17 Properties

Property Datatype | Access | Description

ALIGN Enum RwW Sets the alignment of the component relative to its parent.
One of:

0 = None — no alignment occurs

1 = Top — aligns to the top boundary of the parent

2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent

4 = Right — aligns to the right boundary of the parent

5 = All — expands to the dimensions of the parent

6 = Center — centers itself within the parent

ANCHORS Flag RwW Anchors the component’s position relative to its parent.
Zero or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
HEIGHT Integer RwW Sets the height (in pixels) of the component.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.
WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
Technical Manual Volume 4 Family History
September 2020
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80.0

80.1

Eye Exam

Introduction

The Eyeglass Prescription component is designed for optometrists to enter the
prescription for eyeglasses. The prescription can then be printed and filled at another

establishment, or filled locally.

Select a patient and encounter, and then select the Eyeglass Prescription module. If
the patient has an eyeglass prescription, the most recent one appears in the dialog.

d@ Eyoglass Prescriphion

New RX | Edit Current | ml Print |

Prism

wltﬂml Bxis

H IHDirI " V' Die mm|

Fsght (D1}

-26.00 | +4.00 | 120

13 | BU |125 | BD | 125

tek (05) [ -1400 [ +350 [ 100 | 12 | & | 4 [ D | 3s0

Full Time Lize
Pupil Distance (PD)
Distance |  Mear Raght et |
=0 40 32 k]

Ingiructions

This b9 & sl commeni Tor S patisniy El
jorescripton

Figure 80-1: Eyeglass Prescription dialog

Technical Manual Volume 4

September 2020

Eye Exam

20



Electronic Health Record (EHR) Version 1.1

80.2 Architecture and Business Process Overview

RPC Calls

RPMS EHR RPMS
Eve Glass

FlleMan APl and/or MUMPS APls

Fetch data Store data

V Eye Glass VEye Glass
(#9000010.04) (#3000010.04)

Figure 80-2: Architecture and business process overview

80.3 Implementation and Maintenance

This component has the following configuration:

Entity Value

Programmatic Identifier IHSBGOEYEEXAM.BGOEYEEXAM

Class Identifier {D1C64A19-3DCC-4B4C-B2CA-68C8A5030176}

Image File IhsBgoEyeExam.dl|

Property Initializations none

Serializable Properties none

Required Files IhsBgoEyeExam.chm

Security Keys none

Multiple Instances Allowed no

Internal Property Editor no

All Keys Required no
Technical Manual Volume 4 Eye Exam
September 2020
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Entity Value
Hidden from Property Editor | no
Side-by-Side Versioning no

Service no

.Net Component yes
Associated Build BGO*1.1*17

There are no specific implementation or maintenance tasks associated with this
component.

80.4 Routine Descriptions

This component has been assigned the namespace designation of “BGOVEYE.” The
following routines are distributed:

Routine Description

BGOVEYE Used to Get and set eye prescriptions

BGOVEYE1 Used to print rxs and validate data

80.5 File List

None.

80.6 Cross References

None.

80.7 Exported Options

None.

80.8 Exported Security Keys

Key Description

BGOZ EYE EDIT | Used to Get and set eye prescriptions

80.9 Exported Protocols

None.

80.10 Exported Parameters

None.
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80.11 Exported Mail Groups

None.

80.12 Callable Routines

80.12.1 RPC: BGOVEYE DEL

Scope: Private

Parameter Datatype Description
IEN Pointer (#9000010.04) IEN of V EYE GLASS file
<return value> | Boolean 1 for success or O*error text

Physically deletes an item in the V EYE GLASS file.

80.12.2 RPC: BGOVEYE GET

Scope: Private

Parameter Datatype Description

DFB Pointer (#2) Patient IEN

VIEN Pointer Visit IEN
(#9000010)

<return value> | String List List formatted as:

; RET(1)=IEN [1] * Visit Date [2] *Facility Name [3] *Provider IEN
[4] A Location Name [5] * Entered Date [6] » Visit IEN [7]

A Visit Category [8] A Visit Locked [9]

; RET(2)=Left sphere [1] * left cyl [2] » left axis [3] » L prism H [4]
AL Prism HD [5] A L Prism V [6] L Prism VD [7] * L reading [8]

; RET(3)=Right sphere [1] * Right cyl [2] * Right axis [3] * R
prism H [4] * R Prism HD [5] * R Prism V [6] * R Prism VD [7] * R
reading [8]

; RET(4)=Reading [1] * PD Near [2] » PD Far [3] » LPD [4] * RPD
[5]

; RET(5)=Comment

Returns an array of data for the last eye exam or the visit eye exam.

80.12.3 RPC: BGOVEYE GETFLD

Scope: Private

Parameter Datatype | Description
None

<return value> | String List Array or help text for the fields in the eye exam file
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Returns an array of help text for the fields in the eye exam.

80.12.4 RPC: BGOVEYE SET

Scope: Private

Parameter Datatype | Description

INP

[7]
A Historical Flag [8]

L reading [8]

A R reading [8]

; DATA(4)=Comment

; DATA(1)=Left sphere [1] * left cyl [2] # left axis [3] *
L prism H [4] * L Prism HD [5] * L Prism V [6] * L Prism VD [7] *

Array ; DATA(0)=V File IEN (if edit) [1] * Patient ien [2] * visit ien [3]
A provider [4] *Event Date [5] * Location IEN [6] » Other Location

; DATA(2)=Right sphere [1] * Right cyl [2] * Right axis [3] #
R prism H [4] * R Prism HD [5] * R Prism V [6] * R Prism VD [7]

: DATA(3)=Reading [1] » PD Near [2] » PD Far [3] » LPD [4] » RPD [5]

<return value> | String IEN of entry or an error message

Creates a new entry in the V EYE GLASS file or edits an existing entry.

80.12.5 RPC: BGOVEYE1 VAL

80.13

80.14

80.15

Scope: Private

Parameter Datatype | Description
INP String Field name * value
<return value> | String Returns the value or an error message

Validates what is entered for a field against the field definition in PCC.

External Relations

Entity Name Description

Package IHS PCC DATA | Users standard PCC APIs and Files

Internal Relations

None.

Archiving and Purging

There are no archiving or purging requirements within this software.
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80.16 Components

This component supports the following properties and methods:

80.17 Properties

Property Datatype | Access | Description
ALIGN Enum RwW Sets the alignment of the component relative to its
parent. One of:
0 = None — no alignment occurs
1 = Top — aligns to the top boundary of the parent
2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent
4 = Right — aligns to the right boundary of the parent
5 = All — expands to the dimensions of the parent
6 = Center — centers itself within the parent
ANCHORS Flag RwW Anchors the component’s position relative to its parent.
Zero or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
HEIGHT Integer RwW Sets the height (in pixels) of the component.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.
WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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81.0 Anticoagulation Goal

81.1 Introduction

The Anticoagulation module enables clinicians to establish anticoagulation goals for
their patients. This sets and tracks the goals. The goals can be modified as needed,
based on anticoagulation results and current medication therapy.

.Anticoagulaﬁnn Add | Edit | Deletel

Entered

| Category | Camment | ProviderMame

Indication \E;EIJE | INA Goal ‘ Min | Max | Duration

8/29/2013 | Other 1 1 JMONTHS 8/30/2013 #30/ 2013 | & USER.DEMO
8/20/2013 | 20-3.0 USER.DEMO

Figure 81-1: Anticoagulation component

81.2 Architecture and Business Process Overview

RPC Calls

RPMS EHR RPMS

FlleMan APl and/or MUMPS APIs

Fetch data Store data

v
Anticoagulation
(#9000010.51)

v
Anticoagulation
(#9000010.51)

Figure 81-2: Architecture and business process overview
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81.3

81.4

81.5

81.6

81.7

Implementation and Maintenance

This component has the following configuration:

Entity

Value

Programmatic Identifier

BEHANTICOAG.BEHANTICOAG

Class Identifier

{0C8D9769-D849-4D5B-B495-17C9E11DB1B7}

Image File BEHANtiCoag.dll
Property Initializations None
Serializable Properties None

Required Files BEHAnNtiCoag.chm
Security Keys None

Multiple Instances Allowed No

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | No

Side-by-Side Versioning No

Service No

.Net Component Nes

Associated Build BGO*1.1*17

There are no specific implementation or maintenance tasks associated with this

component.

Routine Descriptions
This component has been assigned the namespace designation of “BGOVCOAG.”

The following routines are distributed:

Routine Description

BGOVCOAG | Used to Get and set anticoagulant data

File List

None.

Cross References

None.

Exported Options

None.
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81.8 Exported Security Keys
None.
81.9 Exported Protocols
None.
81.10 Exported Parameters
None.
81.11 Exported Mail Groups
None.
81.12 Callable Routines
81.12.1 RPC: BGOVCOAG DEL
Scope: Private
Parameter Datatype | Description
VFIEN String Delete reason is a set of codes
INP =V File IEN ~ DELETE REASON * OTHER
<return value> | Boolean 1 for success or 0*error text
Logically deletes an item in the V ANTICOAGULATION file. If the delete reason is
OTHER, a text comment must be sent.
81.12.2 BGOVCOAG GET
Scope: Private
Parameter Datatype | Description
INP String INP = Patient IEN » Number to return
<return value> | Array .RET = Returned as a list of records:

V IEN [1] # Indication [2] * Visit Date [3] * Goal [4] » min [5] » maXx [6]
A duration [7] AStrt Date [8] *Facility Name [9] #

Provider IEN [10] * Location IEN [11]  Entered Date [12] * Visit *
Visit Locked [15] * COMMENT[16] * Provider Name [17]

Returns an array of V ANTICOAGULATION for the selected patient.
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81.12.3 RPC: BGOVCOAG SET

Scope: Private

Parameter Datatype | Description
INP Array INP =V anticoag IEN (if edit) [1] AIndication [2] # Patient IEN [3]
A Visit IEN [4] » Provider IEN [5] » Goal [6] » MIN [7] » Max [8]
ADuration [9] A Strt date [10] *Event Date [11] * Location IEN [12]
A Other Location [13] ” Historical Flag [14] “comment [15]
<return value> | String IEN of entry or an error message

Creates a new entry in the V anticoagulation file or edits an existing entry.

81.13 External Relations

None.

81.14 Internal Relations

None.

81.15 Archiving and Purging

There are no archiving or purging requirements within this software.

81.16 Components

This component supports the following properties and methods:

81.17 Properties

Property

Datatype

Access

Description

ALIGN

Enum

RW

Sets the alignment of the component relative to its parent.
One of:

0 = None - no alignment occurs

1 = Top — aligns to the top boundary of the parent

2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent

4 = Right — aligns to the right boundary of the parent

5 = All — expands to the dimensions of the parent

6 = Center — centers itself within the parent
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Property Datatype | Access | Description

ANCHORS Flag RW Anchors the component’s position relative to its parent. Zero
or more of:
1=Top
2 = Left
4 = Right
8 = Bottom

HEIGHT Integer RwW Sets the height (in pixels) of the component.

LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.

TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.

WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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82.0

82.1

Infant Feeding

Introduction

The Infant Feeding component is only active for children less than five years old.
Otherwise, the Not Applicable message displays.

The Infant Feeding History grid displays the feeding choices, the event dates already
entered for the current (infant) patient, and any secondary fluids given to the infant.
The records are listed in date order, with the most recent on top. This component
requires that a visit is selected in order to update the data.

A red 1 in the column before the Feeding Choice column indicates the visit is locked
(and the record cannot be edited), and a zero indicates the visit is not locked and can
be edited.

This data is collected because it is used in conjunction with the Childhood Weight
Control Government Performance and Results Act (GPRA) measure. This is a long-
term measure to support the reduction of the incidence of childhood obesity.
Breastfeeding rates are used in the Program Assessment Rating Tool (PART) report
for congress and Office of Management and Budget (OMB). Additionally, facilities
can use this data to track infant feeding patterns and breastfeeding rates within their
own patient populations.

Infant Feeding add | Edt | Delete |

Infant Feeding Histan

| Feeding Choice |Entry Date | Secondary Fluids |

0 1/281/2BREAST AMD FORMUL: 02/07/2013 14:08

MOSTLY EREASTFEEDIMG 03072013 14:02  FMILK [22)

1/2 6 1/2BREAST aWD FORMUL: 07/28/201314:07  MILK [Mil twice a day), FRUIT JUICE [Juice Once a day)
MOSTLY BREASTFEEDING 071242013 07:51
FORMULA OMLY 05/28/201311:51

Figure 82-1: Infant Feeding component
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82.2 Architecture and Business Process Overview

RPC Calls

RPMS EHR RPMS

FlleMan APl and/or MUMPS APIs

Fetch data

Vinfant
Feeding Choices
{#9000010.44)

Store data

Vinfant
Feeding Choices
(#5000010.44)

Figure 82-2: Architecture and business process overview

82.3 Implementation and Maintenance

This component has the following configuration:

Entity Value

Programmatic Identifier IHSBGOINFANTFEED.IHSBGOINFANTFEEDCTRL
Class Identifier {DAD1EB63-400C-4AB1-834A-DA36E56FB96C}
Image File IhsbgolnfantFeed.ocx

Property Initializations None

Serializable Properties None

Required Files IhsBgolnfantFeed.chm

Security Keys None
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82.4

82.5

82.6

82.7

82.8

82.9

Entity Value
Multiple Instances Allowed No

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | No
Side-by-Side Versioning Yes

Service No

.Net Component No
Associated Build BGO*1.1*17

There are no specific implementation or maintenance tasks associated with this

component.

Routine Descriptions

This component has been assigned the namespace designation of “BGOVIF.” The

following routines are distributed:

Routine | Description

BGOVIF Used to Get and set infant feeding data

File List

None.

Cross References

None.

Exported Options

None.

Exported Security Keys

None.

Exported Protocols

None.
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82.10 Exported Parameters

None.

82.11 Exported Mail Groups

None.

82.12 Callable Routines

82.12.1 RPC: BGOVIF DEL

Scope: Private

Parameter Datatype Description
VFIEN Pointer (#9000010.44) | IEN of Infant Feeding to be deleted
<return value> Boolean 1 for success or O*error text

Physically deletes an item in the infant feeding file.

82.12.2 RPC: BGOVIF GET

Scope: Private

Parameter Datatype

Description

IMP String

patient

If only the first piece is sent in, it returns all infant feeding data for this

INP = Patient IEN [1] * V File IEN [2] * Visit IEN [3]

<return value> | Array

List of records in the format:

IEN [1] * Visit Locked [2] # Visit [3] * Feeding Choice [4] *"Event Date
[5] » Encounter Provider [6]

Where each field except IEN and Visit Locked has the form:
External Value | Internal Value

Returns an array of infant feeding data for the selected patient.

82.12.3 RPC: BGOVIF SET

Scope: Private

Parameter Datatype

Description

INP String

If the IEN is sent, it is an edit, otherwise it makes a new entry
INP =V File IEN * Visit IEN * Feeding Choice * EXTRA
EXTRA can be more than one separated by ~

<return value> | String

IEN OF entry or an error message
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Creates a new entry in the infant feeding file or edits an existing entry.

82.13 External Relations
None.
82.14 Internal Relations
None.
82.15 Archiving and Purging
There are no archiving or purging requirements within this software.
82.16 Components
This component supports the following properties and methods:
82.17 Properties
Property Datatype | Access | Description
ALIGN Enum RwW Sets the alignment of the component relative to its parent.
One of:
0 = None — no alignment occurs
1 = Top — aligns to the top boundary of the parent
2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent
4 = Right — aligns to the right boundary of the parent
5 = All — expands to the dimensions of the parent
6 = Center — centers itself within the parent
ANCHORS Flag RW Anchors the component’s position relative to its parent. Zero
or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
HEIGHT Integer RwW Sets the height (in pixels) of the component.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.
WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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83.0

83.1 Introduction

Reproductive Factors

The Reproductive Factors application is available for female patients only. After
selecting a female patient, the application displays the most recent reproductive
factors information, if available. A visit does not need to be selected. The
Reproductive Factors application is used for populating PCC data in RPMS.

Perzonal Health \k

|nfant Feeding \| Reproductive Factors

J Reproductive Factors

— Menstrual Period

Last IEIB;"I 142010

— Lactation

Status [NOT LACTATI

NG

— Family Planning

OTHER-ORAL COMTRACEFTIVES

08/31/2006

=1 Review
—1  Update

=]

— Hiztary

Total # of pregnancies IT
Full Term IT

Fremature IT

builtiple: Birth IT

Living Childien [ 0

Spontaneous Abortions [Mizcariages) I 1]

Induu:ed.-‘l'-.l:u:urticunsl i
E ctopic F'regnanu:iesl 0

Menarche.-’-‘-.gel 12 years
Enitarche.-’-‘-.gel 13 years

DES Daughter [UNKNOWN

Menopauze Onzet Age I NEars

— Pregnancy

Currently Pregnant |YE5

Drefinitive |1 0M19/2M13

bylMP [

by Ultrazound I—

by Clinical Farameters I—
Method Unknown I—

EDD [Estimated Due Date]

Comments

|Ty|:ue cornrments here.,

<

Ldd | Edit |

Figure 83-1: Reproductive Fact

ors
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83.2 Architecture and Business Process Overview

RPC Calls

RPMS EHR Client RPMS
Reproductive Factors

FlleMan APl and/or MUMPS APIs

Retrieves
Reproductive
related datafor the related;?;:tfor the
patient. P '

Stores Reproductive

|
Reproductive Factors I| Reproductive Factors
(#9000017) {#9000017 )

Conraceptive /
Methods | Methods
{#9000017 02101) | {#9000017.02101) |
\

\

Contracep tive

Figure 83-2: Architecture and business process overview

83.3 Implementation and Maintenance

This component has the following configuration:

Entity Value

Programmatic Identifier IHSBGOREPFACTORS.IHSBGOREPFACTORSCTRL

Class Identifier {BCDD2780-00A6-40D5-B5DD-07DEFC1A78E5}

Image File IHSbgoRepFactors.ocx

Property Initializations None

Serializable Properties None
Technical Manual Volume 4 Reproductive Factors
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Entity Value
Required Files IhsBgoRepFactors.chm
Security Keys None
Multiple Instances Allowed No

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | No
Side-by-Side Versioning Yes

Service No

.Net Component Yes
Associated Build BGO*1.1*17

There are no specific implementation or maintenance tasks associated with this

component.

83.4 Routine Descriptions

This component has been assigned the namespace designation of “BGOREP.” The

following routines are distributed:

Routine Description

BGOREP Used to Get reproductive history data

BGOREP1 Utility calls for Reproductive factors and calls for contraceptive data

83.5 File List

None.

83.6 Cross References

None.

83.7 Exported Options

None.

83.8 Exported Security Keys

None.

83.9 Exported Protocols

None.
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83.10 Exported Parameters

None.

83.11 Exported Mail Groups

None.

83.12 Callable Routines

83.12.1 RPC: BGOREP DEL

Scope: Private

Parameter Datatype | Description

DFN String Patient’s IEN

<return value> | String Failure: -n“error text
Success: null

Delete reproductive factors for a patient.

83.12.2 RPC: BGOREP GET

Scope: Private

Parameter Datatype

Description

INP String

Specified as:
Patient IEN |1]| # Date Obtained |2| » Expand History (opt) [3| #

<return value> | String List

Formatted as:

“L” A LMP Date |2]|

“C” A Contraception Method |2| » Contraception Begun |3|

“P” A How EDC Determined |2| » EDC Date |3| » Pregnant |4|

“‘R” » Gravida |2| » Date |3| » Multiple Births |4| » Date |5| * Full term [6]
A Date |7| » Premature |8| » Date |9] * Ectopics |10] # Date |11] * Living
Children [12]| A Date |13| » Spontaneous abortions |14| » Date |15| #
Therapeutic abortions |16| * Date [17|

Returns reproductive factor information for a patient.
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83.12.3 RPC: BGOREP SET

Scope: Private

Parameter Datatype | Description

INP String Specified as:

Patient IEN [1] # LMP Date [2] * Contraceptive Method [3] #
Contraception Begun [4] » EDC Date [5] » EDC Determined [6] #
Gravida [7] » Date Updated [8]

A Multiple Births [9] A Date Updated [10] * Full term[11] » Date
Updated [12] *Premature[13] * Date Updated [14] *Ectopics[15] *
Date Updated [16]

ALiving Children [17] » Date Updated [18] * Spontaneous
abortions[19] * Date Updated [20] ATherapeutic abortions[21]*Date
Updated[22] ACurrently pregnant [23]

<return value> | String Failure: -n"error text
Success: null

Supports add/edit reproductive factors for a patient.

83.12.4 RPC: BGOREP1 CONTALL

Scope: Private

Parameter Datatype | Description

DFN String Patient’s IEN

<return value> | String List Formatted as:

IEN of subfile [1]*method [2]*date started [3]*date ended [4]*reason
DC[5]*

comment[6]

Returns a list of all contraceptive entries for a patient.

83.12.5 RPC: BGOREP1 DELCONT

Scope: Private

Parameter Datatype | Description

DFN String Patient’s IEN

IEN String Contraceptive Subfile IEN

<return value> | String Failure: -n"error text
Success: null

Removes a contraceptive for a patient.
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83.12.6 RPC: BGOREP1 SETCONT

Scope: Private

Parameter Datatype | Description

DFN String Patient’s IEN

DATA String List Formatted as:
IEN of subfile (if edit) |1]| » Type of contraception |2| » Date start |3| *
Date end |4| » reason DC |5| # comment |6|

<return value> | String Failure: -n“error text
Success: DFN

Stores contraceptives for a patient.

83.13 External Relations

None.

83.14 Internal Relations

None.

83.15 Archiving and Purging

There are no archiving or purging requirements within this software.

83.16 Components

This component supports the following properties and methods:

83.17 Properties

Property

Datatype

Access

Description

ALIGN

Enum

RW

Sets the alignment of the component relative to its parent.
One of:

0 = None — no alignment occurs

1 = Top — aligns to the top boundary of the parent

2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent

4 = Right — aligns to the right boundary of the parent

5 = All — expands to the dimensions of the parent

6 = Center — centers itself within the parent
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Property Datatype | Access | Description

ANCHORS Flag RW Anchors the component’s position relative to its parent. Zero
or more of:
1=Top
2 = Left
4 = Right
8 = Bottom

HEIGHT Integer RwW Sets the height (in pixels) of the component.

LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.

TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.

WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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84.0

84.1

Suicide Form

Introduction

Use the Suicide Form component to record suicide incidents for the patient on the

Suicide Reporting Form.

Suicide Entry

I|H--l!r9 e Eirwten | ovimr syl “m 6 b e g
0w

420 12/8/20 ATTEMPT
HEr201 56201 ATTEMPT

New Form

Figure 84-1: Suicide Form (Patient Centric)

Suicide El'“ry Data View —
(All entries by date) Starting Date |12/ 1/2009 * Ending Date
——

122072 ATTEMPT

) ATTD SUICIDE WIATTD HOMICIDE

2 IDEATION W/ PLAN AND INTENT
Q2 ATTEMPT
12412 IDEATION W/ PLAN AND INTENT

DEATION W/ PLAN AND INTENT
0 COMPLETED SUICIDE

[ 1/ 42011

EditView

New Form

Figure 84-2: Suicide Form (non-Patient Centric)
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84.2 Architecture and Business Process Overview

RPMS EHR Client
Suicide Forms

f

RPC Calls

FlleMan APl and/or MUMPS APIs

Store data

Community

Forms

MHSS Suici de (
(#9002011.65) \

Location
(#9999999.06)

y
f
MHSS Suid de (
Forms |
(#9002011.65) |
\

\u

(1#9999999.05) |
\

MHSS

Disposition
Types
(#9002012.8) |\
\

MHSS Suicide |
Drug Types
(#9002014.7) |

f"l

\
\

Figure 84-3: Architecture and business process overview

84.3 Implementation and Maintenance

This component has the following configuration:

Entity

Value

Programmatic Identifier

INDIANHEALTHSERVICE.BEH.IBH.SUICIDE.CONTROLS.CTLSUICIDE_
FORM

Class ldentifier

{A47DFD65-4878-4635-A4F3-E9122CFCC453}

Image File SuicideForm.dlI
Property Initializations None
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Entity Value

Serializable Properties PatientCentric — BOOL
Required Files Suicide_Form.chm
Security Keys APCDZ SUICIDE FORMS
Multiple Instances Yes

Allowed

Internal Property Editor No

All Keys Required No

Hidden from Property No

Editor

Side-by-Side Versioning | No

Service No

.Net Component Yes

Associated Build BEHO*1.1*013004

84.4

84.5

84.6

84.7

84.8

There are no specific implementation or maintenance tasks associated with this

component.

Routine Descriptions

This component has been assigned the namespace designation of “BEHOAMH.” The

following routines are distributed:

Routine Description

BEHOAMH | Support for Suicide Form

File List

None.

Cross References

None.

Exported Options

None.

Exported Security Keys

None.
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84.9 Exported Protocols

None.

84.10 Exported Parameters

None.

84.11 Exported Mail Groups

None.

84.12 Callable Routines

84.12.1 RPC: AMHBH SUICIDE FORM DSP

Scope: Private

Parameter Datatype | Description
AMHIEN String Suicide Form IEN
<return value> | String List Suicide Form Display content

Returns Suicide Form display content.

84.12.2 RPC: BEHOAMH FORMIENS

Scope: Private

Parameter Datatype | Description
IEN String MHSS SUICIDE FORMS IEN
<return value> | String Formatted as:

Fid #: IEN; FId #:1EN; FId #:1EN
Sample:
.03:11.07:24297.25:2

Returns the pointed to IENSs for field data in the MHSS SUICIDE FORM file.

84.13 External Relations

Entity | Name

Description

Library IHS RPC Broker (BGU) General Utilities to support calls to RPMS using

the CIA Listener

File MHSS SUICIDE FORMS Contains content related to an attempt.
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84.14 Internal Relations
None.
84.15 Archiving and Purging
There are no archiving or purging requirements within this software.
84.16 Components
This component supports the following properties and methods:
84.17 Properties
Property Datatype | Access | Description
ALIGN Enum RwW Sets the alignment of the component relative to its parent.
One of:
0 = None — no alignment occurs
1 = Top — aligns to the top boundary of the parent
2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent
4 = Right — aligns to the right boundary of the parent
5 = All — expands to the dimensions of the parent
6 = Center — centers itself within the parent
ANCHORS Flag RwW Anchors the component’s position relative to its parent. Zero
or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
HEIGHT Integer RwW Sets the height (in pixels) of the component.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.
WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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85.0 SNOMED Service

85.1 Introduction

The SNOMED Service provides access to the SNOMED Search dialog used to select
a SNOMED Concept ID.

85.2 Architecture and Business Process Overview

SNOMED Service

RPMS EHR Client SNOMED Search
SNOMED Service Ubrary

RPC Communication .

BSTS API Library |

RPMS Server

« ol
P

APELON
Server

Figure 85-1: Architecture and business process overview
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85.3 Implementation and Maintenance
This component has the following configuration:
Entity Value
Programmatic Identifier BEHSNMDSVC.SNMDSVC
Class Identifier {78BA9201-1BAE-4341-B8F5-54762E12825F}
Image File BEHSNMDSvc.dll
Property Initializations None
Serializable Properties None
Required Files None
Security Keys None
Multiple Instances Allowed N/A
Internal Property Editor No
All Keys Required No
Hidden from Property Editor | No
Side-by-Side Versioning Yes
Service Yes
.Net Component Yes
Associated Build BEHO*1.1*013004
There are no specific implementation or maintenance tasks associated with this
component.
85.4 Routine Descriptions
None.
85.5 File List
None.
85.6 Cross References
None.
85.7 Exported Options
None.
85.8 Exported Security Keys

None.
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85.9 Exported Protocols

None.

85.10 Exported Parameters

None.

85.11 Exported Remote Procedures

None.

85.12 Exported Mail Groups

None.

85.13 Callable Routines

None.

85.14 External Relations

Entity Name Description

Package IHS Standard Terminology Support APIs for SNOMED search
2.0

Dialog INDIANHEALTHSERVICE. External library that prompts the user for SNOMED
SNOMEDCTSEARCH.DLL | Concept ID selection.

85.15 Internal Relations

Entity Name Description
Library BEHCPRS20.bpl Finds and instantiates the service.

85.16 Archiving and Purging

There are no archiving or purging requirements within this software.

85.17 Components

This component supports the following properties and methods:

85.17.1 Execute
Scope: public
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Parameter Datatype | Description
<Return String SNOMED DescriptionID*ConceptID*Description*Associated ICD
value> codes delimited by *;’

Invokes the SNOMED Search dialog.

85.17.2 Execute_2
Scope: public

Parameter Datatype | Description

ValueToSearch | String Term to restrict list

<Return value> String SNOMED DescriptionID*ConceptlD*Description*Associated ICD
codes delimited by ‘;’

Invokes the SNOMED Search dialog with a term for lookup.

85.17.3 ExecuteSubList
Scope: public

Parameter Datatype Description

Defaults String List of subsets to be included on the left portion of the search dialog

Selected String List of subsets to be selected on the left portion of the search dialog

<Return value> String SNOMED DescriptionID*ConceptID*Description*Associated ICD
codes delimited by *;’

Invokes the SNOMED Search dialog.

85.17.4 ExecuteSubList 2
Scope: public

Parameter Datatype | Description

ValueToSearch | String Term to restrict list

Defaults String List of subsets to be included on the left portion of the search dialog

Selected String List of subsets to be selected on the left portion of the search dialog

<Return value> String SNOMED DescriptionID*ConceptID*Description*Associated ICD
codes delimited by *;’

Invokes the SNOMED Search dialog.

85.17.5 ExecutelCD9toSNMD
Scope: public
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Parameter Datatype | Description

ValueToSearch | String Term to restrict list

Defaults String List of subsets to be included on the left portion of the search dialog
Selected String List of subsets to be selected on the left portion of the search dialog
<Return value> String SNOMED DescriptionID*ConceptlD*Description*Associated ICD

codes delimited by *;’

Invokes the SNOMED Search dialog.

85.18 Properties

None.
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86.0

86.1

86.2

eRx Queue Service

Introduction

The eRx Queue Service provides access to the Surescripts refill request form in the

BEH EHR support library.

Architecture and Business Process Overview

RPMS EHR Client
eRx Queue Service

eRx Queue Service

Exposes the Surescripts Renewal Request
Queue Dialog and the Surescripts Mailbox
in the BEHCPRS20 Library

Figure 86-1: Architecture and business process overview

86.3

Implementation and Maintenance

This component has the following configuration:

Entity Value

Programmatic Identifier BEHERXQUEUE.QUEUE
Class Identifier {CF925F24-B500-4E89-B550-75BB84CB4CDB}
Image File BEHeRxQueue.dll
Property Initializations none

Serializable Properties none

Required Files none

Security Keys none

Multiple Instances Allowed No

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | No

Side-by-Side Versioning Yes

Service Yes

.Net Component No
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86.4

86.5

86.6

86.7

86.8

86.9

86.10

86.11

86.12

86.13

Entity Value

Associated Build BEHO*1.1*062001

There are no specific implementation or maintenance tasks associated with this

component.

Routine Descriptions

None.

File List

None.

Cross References

None.

Exported Options

None.

Exported Security Keys

None.

Exported Protocols

None.

Exported Parameters

None.

Exported Remote Procedures

None.

Exported Mail Groups

None.

Callable Routines

None.
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86.14 External Relations

Entity | Name Description
Library BEH EHR Support Library Main OE/RR support library

86.15 Internal Relations

None

86.16 Archiving and Purging

There are no archiving or purging requirements within this software.

86.17 Components

This component supports the following properties and methods:

86.17.1 Execute
Scope: public

Parameter | Datatype | Description
Report String OE/RR Report ID*Health Summary Type”Dialog Caption

Displays the eRx Refill Request form.

86.17.2 ViewMailbox
Scope: public

Parameter | Datatype | Description
Report String OE/RR Report ID*Health Summary Type”Dialog Caption

Displays the Surescripts Mailbox dialog.

86.18 Properties

None.
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87.0 eRx QueueView

87.1 Introduction
The eRx QueueView component is a button allowing the user access to the
Surescripts Renewal Request processing dialog.
87.2 Architecture and Business Process Overview
eRx Queue Service l
Exposes the Surescripts Renewal
RPMS EHR Client Reguest Queue Dialog in the
eRx Queue Viewer BEHCPRS20 Library
)
RPMS Server
APSP Refill
Requst
{¥9009033.91)
Figure 87-1: Architecture and business process overview
87.3 Implementation and Maintenance
This component has the following configuration:

Entity Value

Programmatic Identifier BEHERXQUEUEVIEW.VIEWQUEUE
Technical Manual Volume 4 eRx QueueView
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Entity Value

Class Identifier {9EABEODB-B058-4160-B19A-4CF81490EE73}
Image File BEHeRxQueueView.ocx

Property Initializations none

Serializable Properties CAPTIONCOLOR1=COLOR,

CAPTIONCOLOR2=COLOR, CAPTIONTEXT=TEXT,
DISPLAYCOUNT=BOOL, REPORT=TEXT

Required Files none

Security Keys none

Multiple Instances Allowed no

Internal Property Editor no

All Keys Required no

Hidden from Property Editor | no

Side-by-Side Versioning yes

Service no

.Net Component no

Associated Build BEHO*1.1*062001

There are no specific implementation or maintenance tasks associated with this
component.

87.4 Routine Descriptions

None.

87.5 File List

None.

87.6 Cross References

None.

87.7 Exported Options

None.

87.8 Exported Security Keys

None.
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87.9 Exported Protocols
None.
87.10 Exported Parameters
None.
87.11 Exported Mail Groups
None.
87.12 Callable Routines
None.
87.13 External Relations
Entity Name Description
Package Order Entry/Results Reporting v3.0 | Uses supported APIs for orders
Package IHS Pharmacy Modifications v7 Uses supported APIs for Surescripts renewal
requests
87.14 Internal Relations
Entity Name Description
Component | CPRS Support Library | Uses supported APls.
87.15 Archiving and Purging
There are no archiving or purging requirements within this software.
87.16 Components

This component supports the following properties and methods:
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87.16.1 Properties

Property Datatype | Access | Description

ALIGN Enum RwW Sets the alignment of the component relative to its
parent. One of:

0 = None — no alignment occurs
1 = Top — aligns to the top boundary of the parent

2 = Bottom — aligns to the bottom boundary of the
parent

3 = Left — aligns to the left boundary of the parent

4 = Right — aligns to the right boundary of the parent
5 = All — expands to the dimensions of the parent

6 = Center — centers itself within the parent

ANCHORS Flag RW Anchors the component’s position relative to its
parent. Zero or more of:

1=Top

2 = Left

4 = Right
8 = Bottom

AUTOSIZE Boolean RwW If true, the component automatically resizes itself to
accommodate its contents.

BORDERSTYLE Enum RwW Sets the style of the border surrounding the
component. May be one of:

0 = None
1 = Single
2 = Sunken
3 = Raised

CAPTION String RwW Sets the text displayed in the title bar. To justify
portions of the caption text, use the “\” character to
delimit the left-, center-, and right-justified portions of
the caption text.

CAPTIONCOLOR1 | Color RwW Colors to apply to the title bar. If the two colors differ
CAPTIONCOLOR2 and a gradient style is set, a gradient effect is
created. For a standard title bar style, only the first
color is applied.

CAPTIONSTYLE Enum RwW Sets the caption style. May be one of:

0 = None — No caption (hides title bar)

1 = Title — Standard title bar

2 = Frame — Framed title bar (group box style)
3 = Left — Left gradient title bar

4 = Right — Right gradient title bar

5 = Center — Center gradient title bar

CAPTIONTEXT String RwW Text that appears on button
COLOR Color RwW Sets the background color of the component.
DISPLAYCOUNT Bool RwW Enables/Disables queue counter
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Property Datatype | Access | Description
FONT Font RwW Set the default font used by the component. Some
elements of a component may override this setting.
HEIGHT Integer RwW Sets the height (in pixels) of the component.
HELPFILE String RwW Sets the name of the help file associated with the
component.
LAYOUT String RwW Property representing the internal layout of the form.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of
the component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of
the component.
WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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88.1 Introduction

The Designated Primary Provider component (Figure 88-1) allows users to view, add,
edit, and delete primary providers from several different categories for a patient.

Designated Primary Provider

:_R__ Designated Providers Add | Eait | Deleiel
— | Provides Datelpdated |
» | DESIGNATED PRIMARY PROVIDER USER.DEMO 172172010

WOMEN'S HEALTH CASE MANAGER /52006

Figure 88-1: Designated Primary Provider component

88.2

Architecture and Business Process Overview

RPMS EHR Client
Designated
Primary Provider

FlleMan APl and/or MUMPS APIs

Fetch data

BDP Desg

Specialty

Provider
{#90360.1)

Store data

BDP Desg
Specialty

Pravider

{#90360.1)

BDP Desg Spec
Prov Category
(#90360.3)

Figure 88-2: Architecture and business process overview
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88.3 Implementation and Maintenance
This component has the following configuration:
Entity Value
Programmatic Identifier BEHPCP.PCP
Class Identifier {666CC312-DE18-4D73-A283-3F5279FEF5D5}
Image File BEHPCP.dII

Property Initializations

Serializable Properties

Required Files BEHPCP.chm
Security Keys

Multiple Instances Allowed No

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | No

Side-by-Side Versioning Yes

Service No

.Net Component Yes

Associated Build BEHO*1.1*063001

There are no specific implementation or maintenance tasks associated with this

component.

88.4 Routine Descriptions

None.

88.5 File List

None.

88.6 Cross References

None.

88.7 Exported Options

None.

88.8 Exported Security Keys

None.
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88.9

88.10

88.11

88.12

88.12.1

88.12.2

88.12.3

Exported Protocols

None.

Exported Parameters

None.

Exported Mail Groups

None.

Callable Routines

RPC: BEHOPTPC GETBDP

Scope: Private

Parameter Datatype Description
DFN Pointer (#2) | Patient IEN
<return value> | String List BDPRET (category name)=name of provider*ien of

provider *provider class of provider*date updated

Returns a list of a patient’s designated providers.

RPC: BEHOPTPC GETCATS

Scope: Private

Parameter

Datatype

Description

<return value>

String List

Data from BDP DESG SPEC PROV CATEGORY file

Returns an array of categories for designated provider.

RPC: BEHOPTPC SETBDP

Scope: Private

Parameter Datatype Description

DFN Pointer (#2) Patient IEN

TYPE String Name of Category

Prov Pointer (#200) | Provider IEN

<return value> | Boolean 1 if successful 0*error code if not

Stores a new or edits an existing designated provider for a patient
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88.13 External Relations

Entity Name

Description

Package | DESIGNATED PROVIDER | Uses Standard API calls to get and store data in

MGT SYSTEM (BDP) this application.
88.14 Internal Relations
Entity | Name | Description
88.15 Archiving and Purging
There are no archiving or purging requirements within this software.
88.16 Components
This component supports the following properties and methods:
88.17 Properties
Property Datatype | Access | Description
ALIGN Enum RwW Sets the alignment of the component relative to its
parent. One of:
0 = None — no alignment occurs
1 = Top — aligns to the top boundary of the parent
2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent
4 = Right — aligns to the right boundary of the parent
5 = All — expands to the dimensions of the parent
6 = Center — centers itself within the parent
ANCHORS Flag RwW Anchors the component’s position relative to its parent.
Zero or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
HEIGHT Integer RwW Sets the height (in pixels) of the component.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.
WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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89.0 Level of Intervention (PHN)

89.1 Introduction

The level of intervention module enables nurses to document PHN visits for their
patients. They can document goals and nursing interventions and nursing diagnoses.

" P’

AL% Level of Intervention Add it Delete |
Level OF ) ) ) ong T

Visit =i | Type Decision Making ‘ Psycho/Secial/Enviren | NSG DX-1-200 | e

RAIGHTFORWARD test

Figure 89-1: Level of Intervention component
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89.2 Architecture and Business Process Overview

RPC Calls

RPMS EHR RPMS

FlleMan APl and/or MUMPS APIs

Fetch data Store data

VPHN
(#9000010.32)

V PHN
(#9000010.32)

Figure 89-2: Architecture and business process overview

89.3 Implementation and Maintenance

This component has the following configuration:

Entity Value

Programmatic Identifier BEHINTERVENTION.INTERVENTION

Class Identifier {03BB82FD-F7D4-4E08-84D7-754B4806CE21}

Image File BEHIntervention.dll

Property Initializations None

Serializable Properties None

Required Files BEHIntervention.chm
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89.4

89.5

89.6

89.7

89.8

89.9

Entity Value
Security Keys None
Multiple Instances Allowed No

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | No
Side-by-Side Versioning No

Service No

.Net Component Yes
Associated Build BGO*1.1*17

There are no specific implementation or maintenance tasks associated with this

component.

Routine Descriptions

This component has been assigned the namespace designation of “BGOVPHN.” The
following routines are distributed:

Routine Description

BGOVPHN Used to Get and set PHN data
File List
None.

Cross References

None.

Exported Options

None.

Exported Security Keys

None.

Exported Protocols

None.
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89.10 Exported Parameters

None.

89.11 Exported Mail Groups

None.

89.12 Callable Routines

89.12.1 RPC: BGOVPHN CHKPRV

Scope: Private

Parameter Datatype Description

IEN Pointer (#9000010.32) IEN of file entry

USER Pointer (#200) IEN of provider

<return value> | Boolean 1 for they can edit this entry or O*error text

Returns true if user is a CHIEF,MAS or the encounter provider.

89.12.2 RPC: BGOVPHN DEL

Scope: Private

Parameter Datatype Description
INP Pointer (#9000010.32) IEN of entry
<return value> | Boolean 1 for success or O*error text

Physically deletes an item in the V PHN file.

89.12.3 RPC: BGOVPHN GET

Scope: Private

Parameter Datatype | Description
INP String INP = Patient IEN » Number to return
<return value> | String List ; .RET = Returned as a list of records:

; RET(1)="D"*IEN [2] * Visit Date [3] * Date Done [4]" level of
intervention [5] AType Decision [6]*Facility Name [7] *Provider IEN [8]
A Location IEN [9] # Visit IEN [10] » Visit Category [11] * Visit Locked
[12]

: RET(2)="P"* IEN [2] » PSYCH [3]
; RET(3)="N" A IEN[2] A NSG DX [3]
; RET(4)="S"*IEN[2] * SHORT TERM GOAL [3]
; RET(5)="L" " IEN[2] * LONG TERM GOAL [3]
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Returns an array of V PHN for the selected patient.

89.12.4 RPC: BGOVPHN SET

Scope: Private

Parameter Datatype | Description

INP Array ; INP(1) ="D" * V IEN (if edit) [2] “Level [3] * Type [4] * Patient IEN
[5] A Visit IEN [6] * Provider IEN [7] “Event Date [8] * Location IEN [9]
A Other Location [10]* Historical Flag [11]

. INP(2)=""P" » PSYCH

- INP(3)= "N" A NSG DX

: INP(4)="S" * SHORT TERM GOAL
. INP(5)="L" * LONG TERM GOAL

<return value> | String IEN of entry or an error message

Creates a new entry in the V PHN or edits an existing entry.

89.13 External Relations

None.

89.14 Internal Relations

None.

89.15 Archiving and Purging

There are no archiving or purging requirements within this software.

89.16 Components

This component supports the following properties and methods:
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89.17 Properties

Property Datatype | Access | Description

ALIGN Enum RwW Sets the alignment of the component relative to its parent.
One of:

0 = None — no alignment occurs

1 = Top — aligns to the top boundary of the parent

2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent

4 = Right — aligns to the right boundary of the parent

5 = All — expands to the dimensions of the parent

6 = Center — centers itself within the parent

ANCHORS Flag RwW Anchors the component’s position relative to its parent.
Zero or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
HEIGHT Integer RwW Sets the height (in pixels) of the component.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.
WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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90.0 Direct Mail Button

90.1 Introduction

The Direct Mail button exposes the user dialog and communication layer for sending
secure emails.

90.2 Architecture and Business Process Overview

DIRECT Mail Service

Exposes the DIRECT Mail User
PMS EHR Client Interface dialog for capturing email

DIRECT Mail Bufton component information

RPC Communication .

Fetch Data

RPMS Server

Obtain Patient
DIRECT Email
address |

Retrieve XPAR
settings

Figure 90-1: Architecture and business process overview
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90.3

90.4

90.5

90.6

Implementation and Maintenance

This component has the following configuration:

Entity

Value

Programmatic Identifier

BEHDIRECT.MAILBUTTON

Class Identifier

{2DFDE9CB-0D04-4C94-A368-CE6D511FF331}

Image File BEHDirectButton.dll
Property Initializations none

Serializable Properties none

Required Files BEHDirectButton.chm
Security Keys none

Multiple Instances Allowed No

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | No

Side-by-Side Versioning No

Service No

.Net Component Yes

Associated Build

BEHO*1.1*069001

There are no specific implementation or maintenance tasks associated with this

component.

Routine Descriptions

This component has been assigned the namespace designation of “BEHODMA.” The
following routines are distributed:

Routine Description

BEHODMA | Support routine — Calls the PHR APl of BPHRMUPM

File List

None.

Cross References

None.
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90.7 Exported Options

None.

90.8 Exported Security Keys

None.

90.9 Exported Protocols

None.

90.10 Exported Parameters

Parameter Instance | Value Precedence Description

Type Type
BEHODMA Numeric System, Division, The balloon display time in
BALLOON TIME User seconds (0—60)
BEHODMA SILENT Yes/No System, Division, | Disable the sent message
MODE User sound
BEHODMA Text System, Division, | The Default subject text (1—
SUBJECT TEXT User 100)

90.11 Exported Mail Groups

None.

90.12 Callable Routines

This section describes supported entry points for routines exported with this
component.

90.12.1 RPC: BEHODMA PTEMADR
Scope: public

Parameter | Datatype Description

DFN Pointer (#2) | IEN of file entry

90.13 External Relations

Entity | Name Description

Library | BEHDirectService.dll | DIRECT mail service library. Contains Ul and
communication layers.
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90.14 Internal Relations
None
90.15 Archiving and Purging
There are no archiving or purging requirements within this software.
90.16 Components
This component supports the following properties and methods:
Property Datatype | Access | Description
ALIGN Enum RwW Sets the alignment of the component relative to its parent.
One of:
0 = None — no alignment occurs
1 = Top — aligns to the top boundary of the parent
2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent
4 = Right — aligns to the right boundary of the parent
5 = All — expands to the dimensions of the parent
6 = Center — centers itself within the parent
ANCHORS Flag RwW Anchors the component’s position relative to its parent.
Zero or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
HEIGHT Integer RwW Sets the height (in pixels) of the component.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.
WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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91.0

91.1

91.2

EPCS Credentialing

Introduction

The EPCS Credentialing component supports a two-step process authorizing a user
profile for medication ordering of scheduled medications.

Architecture and Business Process Overview

)

D

EPCS Credentialing

Q

RPMS EHR Client
EPCS Credentialing Users

Web/Windows APIs

Cryptographic Token

RPMS

FileMan APl and/or MUMPS APIs

s

Event

BEH EPCS
OE/RR
PARAMETER |
S DATA
(#90460.09)

XUEPCS
DATA
(#8591.6)

OE/RREPCS |
FARAMETER

5 DATA
(#100.7)

BEHEPCS |
CERTIF ICATE
STATUS

($90460.12) |

Store Data

Remove Data

BEH EPCS
QE/RR
FARAMETER |
S DATA
(#90460,09)

XUEPCS
DATA
(H2991.6)

S DATA
(#100.7)

NEW
PERSON
(#200)

BEH EPCS |
CERTIFICATE |

STATUS \
(#50460.12)

OE/RR EPCS
PARAMETER

BEH EPCS
CESRR

S DATA
(#90460,09)

XUEPCS
DATA

(H8991.6)

PARAMETER |

i

BLISA

Figure 91-1: Architecture and business process overview

91.3

Implementation and Maintenance

This component has the following configuration:

Entity

Value

Programmatic Identifier

BEHEPCS.CREDENTIALING
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91.4

Entity

Value

Class Identifier

{2DFDE9CB-0D04-4C94-A368-CE6D511FF331}

Image File BEHEPCSCredentialing.dll
Property Initializations none

Serializable Properties none

Required Files BEHEPCSCredentialing.chm
Security Keys none

Multiple Instances Allowed No

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | No

Side-by-Side Versioning No

Service No

.Net Component Yes

Associated Build

BEHO*1.1*070001

There are no specific implementation or maintenance tasks associated with this

component.

Routine Descriptions

This component has been assigned the namespace designation of “BEHOEP.” The
following routines are distributed:

Routine Description

BEHOEP1 Supporting RPCs for the credentialing component. RPCs for the creation and
reading of the provider profiles and logical access requests

BEHOEP2 RPCs for the verification or deletion of pending provider profile. Supporting
APIs for the profile hash, profile input transforms and modifications in
provider profile and logical access requests i.e. ACTIVATED/REVOKED or
other profile modifications

BEHOEP3 Common - BUSA, hash creation, hash verification. Supporting APIs for the
credentialing RPMS reports

BEHOEP4 Credentialing RPMS Audit and Hash Mismatch Reports

BEHOEP5 Supporting APIs for hash

BEHOEP6 Credentialing and 2FA Common APlIs

BEHOEP7 Certificates validations and checks

BEHOEPAD | Controlled Substance Ad Hoc Report

BEHOEPIC EPCS Audit Summary Report

BEHOEPIP Installation support

BEHOEPR1 EPCS and Pharmacy Audit Reports
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Routine Description
BEHOEPR2 | EPCS Audit Summary Report
BEHOEPR3 | EPCS Audit Summary Report
BEHOEPR4 | EPCS Audit Summary Report
BEHOEPRS | EPCS Audit Summary Report
BEHOEPUT | EPCS related utilities

91.5 File List

The component delivers the following FileMan file:

91.5.1 BEH EPCS OE/RR PARAMETERS DATA (#90460.09)

Field Name # Datatype Indexes | Description
NAME .01 | Pointer B- Pointer to the NEW PERSON (#200)
Standard | File.
EDITED BY .02 | Pointer Pointer to the NEW PERSON (#200)
File.
FACILITY .03 | Pointer Pointer to the INSTITUTION (#4) File.
ENABLED USER .04 | Set of Codes Indicates if the user has been enabled
0:NO or disabled.
1:YES
DATE/TIME .05 | Date/Time Captures last edited date/time.
EDITED
VERIFIED BY .06 | Pointer Pointer to the NEW PERSON (#200)
File.
DATE/TIME .07 | Date/Time Captures verified dated/time.
VERIFIED

91.5.2 BEHO EPCS INCIDENT REPORT VARIABLES (#90460.13)

Field Name # Datatype Indexes | Description
VARIABLE LONG .01 | Free Text B-
NAME Standard
VARIABLE SHORT | .02 | Free Text
NAME
USER .03 | Pointer Pointer to the NEW PERSON (#200)
File
INCIDENT .04 | Set of Codes
REPORT E:EPCS Daily
P:Pharmacy Daily
report
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Field Name # Datatype Indexes | Description
DEFAULT VALUE .05 | Numeric
SITE VALUE .06 | Numeric
SITE VALUE TYPE | .07 | Set of Codes Is the SITE VALUE variable a count
I:COUNT (integer) threshold or a percentage
P:PERCENTAGE threshold.
DESCRIPTION .08 | Free Text
91.5.1 BEH EPCS AUDIT LOG MESSAGES (#90460.14)
Field Name # Datatype Indexes | Description
LOG ID .01 | Free Text B- Assigned Log ID (i.e. EPCS31). Also, it
Standard | saves as piece 7 of DESC parameter in
the BUSA log.
AUDIT MESSAGE 1 Free Text BUSA log and Mailman message text.
Credentialing component, Two Factor
Authentication service and Monitoring
Services are sending audit related
Identifiers and additional information in
<INFO1>, <INFO2> and <INFO3>.
STATUS 2 Set of Codes Holds piece 3 for the DESC parameter
S:SUCCESS of the BUSA log.
F:FAILURE
ACTION 3 Set of Codes
A:AUDIT Indicates if log ID will be used for audit,
M:MAILMAN MailMan or both.
B:BOTH
TYPE 4 Set of Codes Holds piece 2 for the DESC parameter
S:Service of the BUSA log.
PP:Provider Profile
P:Pharmacy
X:Prescribing
E:EPCS
EVENT 5 Set of Codes Holds piece 6 for the DESC parameter
E:EPCS of the BUSA log.
P:PHARMACY
EP:BOTH
MAIL GROUP Pointer Pointer to the MAIL GROUP (3.8) file.
BUSA AUDIT TYPE Free Text Holds TYPE parameter of the BUSA

audit log, i.e.
R:RPC Call
W:Web Service
A:API Call
O:Other
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Field Name Datatype Indexes | Description
BUSA AUDIT 8 Free Text Holds CATEGORY parameter of the
CATEGORY BUSA audit log i.e. O: Other Event
BUSA AUDIT 9 Free Text Holds ACTION parameter of the BUSA
ACTION audit log i.e.
A:Additions
D:Deletions
Q:Queries
E:Changes
C:Copy
BUSA AUDIT CALL | 10 Free Text Holds associated BUSA Group
originated the audit.
MESSAGE 11 Free Text Short description for the audit
DESCRIPTION message.
91.6 Cross References
None.
91.7 Exported Options
Name Description

BEHO EPCS AUDIT LOG SUMMARY

EPCS Audit Log Summary

BEHO EPCS AUDIT REPORT

Controlled substance audit log report

BEHO EPCS AUDIT REPORTS

EPCS Audit Reports

BEHO EPCS AUDIT SUMMARY REPORT

Run the daily EPCS Audit Summary Report

BEHO EPCS CONFIGURATION

EPCS Configuration Menu

BEHO EPCS DIG SIG RX EXPORT

Digitally Signed Rxs Export

BEHO EPCS EXPORT MENU

EPCS Export Reports

BEHO EPCS INCIDENT VARS

EPCS Incident Report Variable Edit

BEHO EPCS MAIN

IHS EPCS Main Menu

BEHO EPCS OR VALID REPORTS

EPCS Validation Reports

BEHO EPCS ORDER EXPORT

Export Orders for Provider

BEHO EPCS ORDER REPORT

Controlled Substance Order Report

BEHO EPCS PHARMACY AUDIT LOG

EPCS Pharmacy Audit Log Summary

BEHO EPCS PHARMACY REPORTS

EPCS Pharmacy Reports

BEHO EPCS PROFILE INTEGRTY RPT

EPCS Integrity Check Report

BEHO EPCS PROV CONFIG CHECK

Check Provider EPCS Configuration

BEHO EPCS PROVIDER AUDIT RPT

Ad hoc Provider Audit Report

BEHO EPCS PROVIDER PROFILE RPT

Provider Profile Integrity Report

BEHO EPCS PRV AD HOC EXPORT

EPCS Ad hoc Provider Order Export
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91.8

91.9

91.10

91.11

Name

Description

BEHO EPCS SITE CONFIGURATION

EPCS Site Configuration

Exported Security Keys

Name

Description

BEHOZEPCSREPORT

This key will allow access on credentialing and audit reports

Exported Protocols

None.

Exported Parameters

Name Description
BEHO EPCS CERT Holds the number of character difference based on the
NAME THRESHOLD Levenshtein edit distance algorithm.

Exported Remote Procedures

Name

Description

BEHOEP1 ENTRYEP

RPC creates pending profile entry.

BEHOEP1 GETPUBKY

RPC returns user public certificate

BEHOEP1 LDPNDNGV

RPC returns all pending profiles.

BEHOEP1 LOACREAD

RPC reads EPCS status of provider.

BEHOEP1 PROV

RPC reads pending provider profile.

BEHOEP1 READP200

RPC reads provider profile.

BEHOEP2 DELPNDVF

RPC deletes the selected pending profile.

BEHOEP2 ENTRYLA

RPC creates pending EPCS status for a provider.

BEHOEP2 INPTRANS

RPC reads Input transforms for VA# and DEA#.

BEHOEP2 LDPNDGLA

RPC reads pending EPCS status of a provider.

BEHOEP2 PENDPROF

RPC returns pending profile for a provider.

BEHOEP2 PROVPRFV

RPC verify pending profile.

BEHOEP3 AUDTEVTS RPC for audit events.
BEHOEP5 ADDCHK RPC check addresses for providers/patients.
BEHOEP5 VRFYPHSH RPC returns current status of hash.
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91.12 Exported Mail Groups

Name

Description

BEHO EPCS INCIDENT
RESPONSE

People responsible for taking action on incidents.

Also, for taking action on:

- Provider credentials and any tampering that occurs - Order and
Pharmacy Certificates

- Server Time Sync

91.13 Callable Routines

91.13.1 $$VRFYPHSH"BEHOEP3(.INP,PROVIEN)

Description: Returns current status of provider profile hash.

Input: Provider IEN

Output: 0 or 1

91.13.2 RPC: BEHOEP1 ENTRYEP

Scope: Private

Parameter Datatype Description

DATA String DATA= Provider IEN*DUZ"Field Number*Old Data*New
Data “~” separated strings.

<return value> | Boolean Creates a pending profile request for a provider profile.

Returns 1 or 0 based on Success/Failure.

91.13.3 RPC: BEHOEP1 GETPUBKY

Scope: Private

Parameter Datatype Description
SERIAL String The serial number of the certificate to look up.
<return value> | String Returns the public certificate

91.13.4 RPC: BEHOEP1 LDPNDNGV

Scope: Private

Parameter

Datatype

Description

<return value>

Array

Read all pending profile or pending
ACTIVATED/REVOKED requests.

Array of strings with the following structure:
PROVIDER IEN*PROVIDER NAME*MODIFIED BY
IEN*MODIFIED
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91.13.5 RPC: BEHOEP1 LOACREAD

Scope: Private

Parameter Datatype Description
Provider IEN Pointer Pointer to NEW PERSON (#200) file
<return value> | String Read current status i.e. ACTIVATED/REVOKED for a

provider in EPCS.

String with the following structure:

Facility IEN*Facility Name"Facility DEAENABLED
EPCS 0/1

91.13.6 RPC: BEHOEP1 PROV

Scope: Private

Parameter Datatype Description

Provider String Provider Name; minimum is three characters.

Search Text

<return value> | Array Search providers starting search text and holding ORES

security key.
Array of strings with the following structure:

provider id (DUZ)"provider name

91.13.7 RPC: BEHOEP1 READP200

Scope: Private

Parameter Datatype Description
Provider IEN Pointer Pointer to NEW PERSON (#200) file
<return value> | String Reads current provider profile from NEW PERSON file.

String with the following structure of fields from the NEW
PERSON (#200) file:

53.1753.2*

53.3753.11755.1155.21055.3155.4755.5155.6"501.2°747 .4
4

91.13.8 RPC: BEHOEP2 DELPNDVF

Scope: Private

Parameter Datatype Description

Provider IEN Pointer Pointer to NEW PERSON (#200) file

<return value> | String Delete both pending profile and logical access request
and returns a 1 for success or 0*Message for the failure.
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91.13.9 RPC: BEHOEP2 ENTRYLA

Scope: Private

Parameter Datatype Description

INPUT String INPUT= Provider IEN*DUZ*Facility IEN*"ENABLE USER
(YES/NO)

<return value> | String Create logical access requests i.e.

ACTIVATED/REVOKED. Returns 1 for success or
0*Message for the failure.

91.13.10 RPC: BEHOEP2 INPTRANS

91.13.11

Scope: Private

Parameter Datatype Description
INPUT String INPUT IEN"DEA7VA
<return value> | String DEA#, VA# fields validation returns a 1 or 0*Failed

Validation

RPC: BEHOEP2 LDPNDGLA
Scope: Private
Parameter Datatype Description
Provider IEN Pointer Pointer to NEW PERSON (#200) file
<return value> | String Provider pending logical access request.

Returns a string with the structure of:

Facility IEN*Facility Name® "ACTIVATED
/REVOKED*MODIFIED BY Name *"DATE/TIME
MODIFIED

91.13.12 RPC: BEHOEP2 PENDPROF

Scope: Private

Parameter Datatype Description
Provider IEN Pointer Pointer to NEW PERSON (#200) file
<return value> | Array Returns Pending Provider Profile in an array of strings with

the following structure:
ProviderEN*ModifiedByName”FieldNumber*OldData*Ne
wData”*DateModified*ModifiedBylEN
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91.13.13 RPC: BEHOEP2 PROVPRFV

Scope: Private

Parameter Datatype Description
Provider IEN Pointer Pointer to NEW PERSON (#200) file
<return value> | Array Pending Profile Verification saves the profile to NEW

PERSON and pending logical access to OE/RR EPCS
PARAMETERS (100.7). Also, mark request as Verified,
perform BUSA Logging and Profile hash.

91.13.14 RPC: BEHOEP3 AUDTEVTS

Scope: Private

Parameter Datatype Description
INPUT String LOGID is mandatory and all other parameters are
optional.
INPUT= LOGID*"Message1*Message 2"Message 3
<return value> | String Returns a 1 for the successful log or 0 otherwise.

91.13.15 RPC: BEHOEP5 ADDCHK

Scope: Private

Parameter Datatype Description

DFN Pointer Pointer to PATIENT (#2) file
Provider IEN Pointer Pointer to NEW PERSON (#200) file
Flag String Null-check both addresses

1-check patient address
2-check provider address

<return value> | String Returns a 1 for a match, 0 for no match

91.13.16 RPC: BEHOEP5 VRFYPHSH

Scope: Private

Parameter Datatype Description

Provider IEN Pointer Pointer to NEW PERSON (#200) file

<return value> | String Returns a 1 or 0 indicating if the provider hash has been
tampered with.
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91.14 External Relations

Entity Name Description
Library BEH2FA Two Factor Authentication Service
91.15 Internal Relations
None
91.16 Archiving and Purging
There are no archiving or purging requirements within this software.
91.17 Components
This component supports the following properties and methods:
Property Datatype | Access | Description
ALIGN Enum RwW Sets the alignment of the component relative to its parent.
One of:
0 = None — no alignment occurs
1 = Top — aligns to the top boundary of the parent
2 = Bottom — aligns to the bottom boundary of the parent
3 = Left — aligns to the left boundary of the parent
4 = Right — aligns to the right boundary of the parent
5 = All — expands to the dimensions of the parent
6 = Center — centers itself within the parent
ANCHORS Flag RwW Anchors the component’s position relative to its parent. Zero
or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
HEIGHT Integer RW Sets the height (in pixels) of the component.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of the
component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of the
component.
WIDTH Integer RW Sets the width (in pixels) of the top boundary of the
component.
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92.0 Two-Factor Authentication Service

92.1 Introduction

The service is an intermediary between the user and the external authentication
system. The service prompts the user to select certificate from cryptographic token
and validates against the two-factor authentication provider.

92.2 Architecture and Business Process Overview

EPCS C5 Signing EPCS Credentialing

rr— m

H l'wo Factor Authentication Service RPIVS

RPMS EHR Client
EPCS Credentialing Users / MUMPS APIs

EPCS Enabled Providers

— -

Reading:

BEH EPCS P
CERTIFICATE gt @
STATUS .
’ (#90460.12) Reading Local Time
..;1} .

S #uo
Cryptographic Token 3 PE% h
3 BN

Mailman
Figure 92-1: Architecture and business process overview
92.3 Implementation and Maintenance
This component has the following configuration:

Entity Value

Programmatic Identifier BEH2FA.AUTHSVC

Class Identifier {0516BAC0-D073-40A2-8034-B3DABE7A2DC8}

Image File BEH2FA.dII

Property Initializations None

Serializable Properties None

Required Files None
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Entity Value

Security Keys None

Multiple Instances Allowed No

Internal Property Editor No

All Keys Required No

Hidden from Property Editor | Yes

Side-by-Side Versioning No

Service Yes

.Net Component Yes

Associated Build BEHO*1.1*071001

There are no specific implementation or maintenance tasks associated with this
component.

92.4 Routine Descriptions

This component has been assigned the namespace designation of “BEHOEP.” The
following routines are distributed:

Routine Description

BEHOEPS | Supports digital signature/hash creation for Order and Pharmacy and
Pharmacy hash comparison during medication request processing.

BEHOEP7 | Cryptographic certificates validations and checks.

92.5 File List

The service delivers the following FileMan files:

92.5.1 BEH EPCS CERTIFICATE STATUS (#90460.12)

Field Name # Datatype Indexes | Description
SERIAL NUMBER .01 Free Text B - Certificate Serial
Standard Number
VERIFIED STATUS .02 | Set Of Codes
A:ACTIVE
P:PROPOSED
R:RETIREDD
PROVIDER .03 | Pointer to NEW PERSON
(#200) file.
STATUS .04 | Set Of Codes
R: REVOKED
V: VALID
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Field Name # Datatype Indexes | Description
LAST CHECKED .05 | Date/Time
DATE/TIME
EXPIRATION DATE .06 | Date/Time
SECURITY HASH .07 | Free Text
CRL DISTRIBUTION 1 Multiple
POINT
PRIORITY .01 Numeric
CRL DISTRIBUTION .02 | Pointer to BEH EPCS
POINT CRL DISTRIBUTION
POINTS (#90460.15) file.

USER PUBLIC CERT 2 Word Processing
CERTIFICATE NAME 4.0 | Free Text

1
CERTIFICATE USER 4.0 | Free Text

2

92.5.2 BEH EPCS CRL DISTRIBUTION POINTS (#90460.15)

Field Name # Datatype Indexes Description
CRL DISTRIBUTION | .01 | Free Text B - Standard
POINT

92.6 Cross References

None.

92.7 Exported Options

None.

92.8 Exported Security Keys

None.

92.9 Exported Protocols

None.

92.10 Exported Parameters

None.
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92.11 Exported Remote Procedures

Name Description

BEHOEP7 AUDITSVC Audit log events

BEHOEP7 BUSASVC BUSA Log support

BEHOEP7 CHKCRTST RPC will return current status of the Certificate.
BEHOEP7 GETCERT Retrieve certificate registered to provider

BEHOEP7 KEYHLDRS Return holders of security key

BEHOEP7 LISTCERT Retrieve certificates for provider

BEHOEP7 SETCERT Create/Update provider certificate

BEHOEP7 UTC Returns the current local time of the server in UTC.
BEHOEP7 GETCERT RPC retrieve the certificate registered to the provider.
BEHOEPS GORDIDIG Returns information needed for creation of digital signature
BEHOEPS STORDSIG Stores digital signature for the order.

92.12 Exported Mail Groups

None.

92.13 Callable Routines

92.13.1 EN*BEHOEPS

Scope: private

Parameter Datatype | Description

ACTION String Two-character flag defined by OE/RR

DFN Numeric Number representing the IEN to the PATIENT (#2) File

ORNP Numeric Number representing the IEN to the NEW PERSON
(#200) File

ORIFN Numeric Number representing the IEN to the ORDER (#100) File

OETID Numeric Number representing the Order Action entry in the
ORDER (#100) File

Generates and stores a digital certificate and hash for the order.
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92.13.2 EN1"BEHOEPS

92.13.3

92.13.4

Scope: private

Parameter

Datatype

Description

POIEN

Numeric

Number representing the IEN to the PENDING
OUTPATIENT ORDERS (#52.41) File

Generates and stores a digital certificate and hash for the pending medication order.

RXVER"BEHOEPS
Scope: private
Parameter | Datatype | Description
POIEN Numeric Number representing the IEN to the PENDING

OUTPATIENT ORDERS (#52.41) File

Generates a digital certificate and hash and compares to the stored hash for the
associated entry in the APSP DEA ARCHIVE INFO (#9009036.1) file.

RPC: BEHOEP7 AUDITSVC
Scope: Private
Parameter Datatype | Description
LOGID String LOGID is mandatory and all other parameters are
optional.
P1 String Optional
P2 String Optional
P3 String Optional
<return value> | String Returns a 1 for the successful log or 0 otherwise.

Loads audit log configurations.

92.13.5 RPC: BEHOEP7 BUSASVC

Scope: Private

Parameter Datatype | Description
ACTION String
CALL String
MSG String
STATUS String
EVENT String
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Parameter Datatype | Description
<return value> | String Failure: 0
Success: 1

92.13.6 RPC: BEHOEP7 CERTSTAT

Scope: Private

Parameter Datatype Description

SERIAL String Serial number

STATUS Set R:Revoked
V:Valid

<return value> | String Failure: 0*Error Message
Success: 1

92.13.7 RPC: BEHOEP7 CHKCRTST

Scope: Private

Parameter Datatype Description

SERIAL String Serial Number

<return value> | String Failure: -n*Error Message
Success: 1*Success

92.13.8 RPC: BEHOEP7 GETCERT

Scope: Private

Parameter Datatype Description
Provider IEN Pointer Pointer to NEW PERSON (#200) file
Flag String 1 — Return proposed value,

Null — Return current value

<return value> | String Serial NumberA*Thumbprint (blank for
proposed)*Expiration Date

92.13.9 RPC: BEHOEP7 KEYHLDRS

Scope: Private

Parameter Datatype Description
KEY String Security Key
<return value> | Array List of users holding the security key formatted as:
IENAName
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92.13.10 RPC: BEHOEP7 LISTCERT

Scope: Private

Parameter Datatype Description

<return value> | Array Returns array of certificates on system for a user.

92.13.11 RPC: BEHOEP7 SETCERT

Scope: Private

Parameter Datatype Description
PVIEN Integer Provider IEN (File #200)
SERIAL String Serial Number
CRL String Web address to Certificate Revocation List
EDATE Date/Time Expiration Date
CNAME String Certificate Name
CISSUER String Company issuing certificate
PCERT String Public certificate
<return value> | String Failure: 0*Error Message
Success: 1

92.13.12 RPC: BEHOEP7 UTC

Scope: Private

Parameter Datatype Description

<return value> | String Returns local server time in UTC format.

92.13.13 RPC: BEHOEPS GORDIDIG

Scope: Private

Parameter Datatype Description

DFN Integer IEN to Patient File

ORNP String IEN to the New Person file for the ordering provider

ORIFN Integer IEN to Order File representing the order

<return value> | String Returns a string of data to generate a digital signature.
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92.13.14 RPC: BEHOEPS STORDSIG

92.14

92.15

92.16

92.17

92.18

Scope: Private

Parameter Datatype Description
PAT Integer IEN to Patient File
PRV Integer IEN to New Person File
ORD Integer IEN to Order File
INPUT String Digital signature to be stored*Hash of digital signature
<return value> | String Failure: -1*Error Message
Success: 1
External Relations
Entity | Name Description

Library Cryptographic Token

Commercial Authentication Hardware.

Internal Relations

None.

Archiving and Purging

There are no archiving or purging requirements within this software.

Components

None.

Templates

None.

Technical Manual Volume 4
September 2020

Two-Factor Authentication Service

93




Electronic Health Record (EHR) Version 1.1

93.0 Surescripts Mailbox

93.1 Introduction

) Surescripts Mailbox - USER, DEMO =N R
My 55 Orders ¥ &E‘

." Renewal Request:

“

™ Change Requests ¥
." Validation Reques ¥
Requests Denied ¥

Reporting ¥

<== Select a Patient

Age of Request Days Back

@ <24Hous @ i
oo c48Hours o 90
@ <F2Howrs
@ 95 Hours

e ." »96 Hows  (0) 365

Figure 93-1: Surescripts Mailbox component

The Surescripts Mailbox component is a button allowing the user access to
Surescripts related orders and requests and the ability to act on pending requests.
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93.2 Architecture and Business Process Overview

RPMS EHR Client RPMS
Surescripts Mailbox

FlleMan APl and/or MUMPS APls

Updates entriesin the
APSF SURISCRIFTS
REQUEST file and
creates Orders (#100) as
needed

Retrisves transmissions
and reguests

[ |
APSP SURESCRIPTS | PHARMACY APSP SURECRIPTS |I
RECI UEST EXTERMAL [NTERF ACE FECH LIEST | O OER S [/ 100
[#9009083 31} j#52.51) | [HH0H083 1) ||
1 II

Figure 93-93-2: Architecture and business process overview

93.3 Implementation and Maintenance

This component has the following configuration:

Entity Value

Programmatic Identifier BEHERXSSMAILBOX.VIEWMAILBOX

Class Identifier {33F94CEC-EFCB-4F20-8E6F-1C7130CB91AC}

Image File BEHeRxSSMailbox.ocx

Property Initializations none

Serializable Properties CAPTIONCOLOR1=COLOR, CAPTIONCOLOR2=COLOR,

CAPTIONTEXT=TEXT

Required Files none

Security Keys none

Multiple Instances Allowed no

Internal Property Editor no

All Keys Required no
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93.4

93.5

93.6

93.7

93.8

93.9

93.10

93.11

Entity Value

Hidden from Property Editor | no

Side-by-Side Versioning yes

Service no

.Net Component no

Associated Build BEHO*1.1*072001

There are no specific implementation or maintenance tasks associated with this

component.

Routine Descriptions

None.

File List

None.

Cross References

None.

Exported Options

None.

Exported Security Keys

None.

Exported Protocols

None.

Exported Parameters

None.

Exported Mail Groups

None.
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93.12 Callable Routines

93.12.1 RPC: APSPESM DENIED

93.12.2

93.12.3

93.12.4

Scope: Private

Parameter Datatype | Description

PRV Number NEW PERSON (#200) pointer. Required
STATUS String Optional. Defaults to ‘01’

DAYS Number Number of days to go back. Defaults to 30
<return value> | String Returns a list of requests

Returns a list of denied requests.

RPC: APSPESM GETITM

Scope: Private

Parameter Datatype | Description

IEN Number APSP SURESCRIPTS REQUEST (#9009033.91)
pointer. Required

<return value> | String Returns a string containing details of the related

Surescripts request.

Returns information for the requested entry.

RPC: APSPESM ORDERS

Scope: Private

Parameter Datatype | Description

PRV Number NEW PERSON (#200) pointer. Required
DAYS Number Number of days back. Defaults to 30

<return value> | String Returns a list of orders from the PHARMACY

EXTERNAL INTERFACE (#52.51) file match criteria.

Returns a string of data for each entry matching the criteria.

RPC: APSPESM REQUESTS

Scope: Private

Parameter Datatype | Description

PRV Number NEW PERSON (#200) pointer. Required

STATUS String A string containing one or more status types. Defaults to
1 (processing)

Technical Manual Volume 4
September 2020

Surescripts Mailbox

97




Electronic Health Record (EHR) Version 1.1

Parameter Datatype | Description
<return value> | String Returns a list of requests matching the criteria.

Returns a list of requests.

93.12.5 RPC: APSPESM SSMBCNT

Scope: Private

Parameter Datatype | Description

PRV Number NEW PERSON (#200) pointer. Required

<return value> | String # of Renewal Requests™# of Change Requests™# of
Verify Requests"Current patient has requests(0/1)

Returns a string of data used by button to relay request information to the user.

93.12.6 RPC: APSPESM1 RPTRPC

Scope: Private

Parameter Datatype Description

PRV Number NEW PERSON (#200) pointer.

INP String Contains: ‘F’<PrescriberAgent Flag: P>Detail Level:’ Dn’
(where n represents the slider position)

SDT Date Start Date

EDT Date End Date

<return value> | String Returns a string of XML formatted information

Returns XML content containing results of the search.

93.13 External Relations

Entity Name Description
Package Order Entry/Results Reporting v3.0 | Uses supported APIs for orders

Package IHS Pharmacy Modifications v7 Uses supported APls for Surescripts requests
Package Outpatient Pharmacy v7 References file Pharmacy External Interface
(#52.51) File

93.14 Internal Relations

Entity Name Description

Component | CPRS Support Library | Uses supported APls.
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93.15 Archiving and Purging

There are no archiving or purging requirements within this software.

93.16 Components

This component supports the following properties and methods:

93.16.1 Properties

Property Datatype | Access | Description
ALIGN Enum RwW Sets the alignment of the component relative to its
parent. One of:
0 = None — no alignment occurs
1 = Top — aligns to the top boundary of the parent
2 = Bottom — aligns to the bottom boundary of the
parent
3 = Left — aligns to the left boundary of the parent
4 = Right — aligns to the right boundary of the parent
5 = All — expands to the dimensions of the parent
6 = Center — centers itself within the parent
ANCHORS Flag RwW Anchors the component’s position relative to its
parent. Zero or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
AUTOSIZE Boolean RwW If true, the component automatically resizes itself to
accommodate its contents.
BORDERSTYLE Enum RwW Sets the style of the border surrounding the
component. May be one of:
0 = None
1 = Single
2 = Sunken
3 = Raised
CAPTION String RwW Sets the text displayed in the title bar. To justify
portions of the caption text, use the “\” character to
delimit the left-, center-, and right-justified portions of
the caption text.
CAPTIONCOLOR1 Color RwW Colors to apply to the title bar. If the two colors differ
CAPTIONCOLOR2 and a gradient style is set, a gradient effect is

created. For a standard title bar style, only the first
color is applied.
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Property Datatype | Access | Description

CAPTIONSTYLE Enum RwW Sets the caption style. May be one of:

0 = None — No caption (hides title bar)

1 = Title — Standard title bar

2 = Frame — Framed title bar (group box style)
3 = Left — Left gradient title bar

4 = Right — Right gradient title bar

5 = Center — Center gradient title bar

CAPTIONTEXT String RwW Text that appears on button

COLOR Color RwW Sets the background color of the component.

DISPLAYCOUNT Bool RW Enables/Disables queue counter

FONT Font RwW Set the default font used by the component. Some
elements of a component may override this setting.

HEIGHT Integer RwW Sets the height (in pixels) of the component.

HELPFILE String RwW Sets the name of the help file associated with the
component.

LAYOUT String RwW Property representing the internal layout of the form.

LEFT Integer RwW Sets the position (in pixels) of the left boundary of
the component.

TOP Integer RwW Sets the position (in pixels) of the top boundary of
the component.

WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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94.0 Implantable Devices

94 1 Introduction

Implantable Dewvice List Crder heds Mew Tabl 4
Active Implants Add Implant Event | Reports ~ Show All
Fy
Implant Date Device Category £ Body Site Description / Primary GRMDM Mame *
Dental Replacement of left hip
127032019 | e e
Dental test
1zrins201s 0 e e
Orthapedic [upper] test
1273002019 ememeememeees e
Dental test
1273002019 emememmemeees e
CHE right eye
0170272020 | e e
Drug-eluting caranary arterystent, non-bioabsarbable-palymer-coated
Orthopedic (upper Enee implant - Left
017062020 | e e
Cardiowascular TEST
0107720200 emememmmmemes e
General Surgical testing spedial characters v

Figure 94-1: Implantable Devices component

The Implantable Devices component allows for identification and tracking of devices
implanted into a patient. Information related to an implantable event is stored in
RPMS. Details regarding the devices can be retrieved from the National Library of
Medicine (NLM) server and associated with the implantable event entry.
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94.2 Architecture and Business Process Overview

RPMS EHR Client
Implantable Devices

IMPLANTABLE DEVICE |
CATEGORIES
{19999999.106)

FlleMan APl and/or MUMPS APls

Retrieves Information Store information as
from RPMS

PATIENT IMPLANTED PATIENTIMPLANTED | bUd
DEVICES (9000081} DEVICES (#3000091) 2
\ location

selection

needed

Notify
BSTS of

Figure 94-2: Implantable device architecture and business process overview

94.3 Implementation and Maintenance

This component has the following configuration:

Entity

Value

Programmatic Identifier

BEHIMPLANTABLEDEVICES.DEVICESFORM

Class ldentifier

{39ECF69F-2454-422D-975E-47299DFA5F6C}

Image File

BEHImplantableDevices.dll

Property Initializations

none
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94 .4

94.5

94.6

94.7

Entity Value
Serializable Properties none
Required Files none
Security Keys none
Multiple Instances Allowed no
Internal Property Editor no
All Keys Required no
Hidden from Property Editor | no
Side-by-Side Versioning yes
Service no
.Net Component yes

Associated Build

BEHO*1.1*073001

There are no specific implementation or maintenance tasks associated with this

component.

Routine Descriptions

This component has been assigned the namespace designation of “BEHOIMP.” The
following routines are distributed:

Routine Description

BEHOIMP Main routine that RPCs reference

BEHOIMP1 Supporting logic

BEHOIMP2 Supporting logic for Save and BSTS

BEHOIMP3 Supporting logic to return problem list

BEHOIMPU Fileman lookup support

File List

None.

Cross References

None.

Exported Options

None.
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94.8 Exported Security Keys
None.
94.9 Exported Protocols
None.
94.10 Exported Parameters
Parameter Instance | Value Precedence | Description
Type Type
BEHOIMP UMLS API KEY String User, System Stores API key for retrieval

of SNOMED Terms

94 .11

None.

94.12 Callable Routines

Exported Mail Groups

94.12.1 RPC: BEHOIMP GETBLOCS

Scope: Private

Parameter Datatype | Description
IMPCAT Number Implantable Device Category (#9999999.106). Required
<return value> | String Returns a list of body locations associated with category

Returns a list of body locations that have been associated with the selected category.

94.12.2 RPC: BEHOIMP GETCATGY

Scope: Private

Parameter

Datatype

Description

<return value>

String

Returns a list of categories.

Returns a list of categories for association with an implant.
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94.12.3 RPC: BEHOIMP GETCNT

Scope: Private

Parameter Datatype | Description
DFN Number Patient File (#2) pointer. Required
<return value> | Number Returns the count of devices for the patient.

Returns the count of devices associated with the selected patient.

94.12.4 RPC: BEHOIMP PTDEVLST
Scope: Private
Parameter Datatype | Description
DFN Number NEW PERSON (#200) pointer. Required
<return value> | String Returns a list of implants for the selected patient.
(XML)

Returns a list of requests in XML format for the patient.

94.12.5 RPC: BEHOIMP PTPROB
Scope: Private
Parameter Datatype | Description
DFN Number Patient File (#2) pointer. Required
<return value> | String Returns a list of problems. Uses the following format:
IEN*Problem Text*"ICD Code*SNOMED

Returns a list of active problems for the patient.

94.12.6 RPC: BEHOIMP SAVE
Scope: Private
Parameter Datatype | Description
XML String XML Payload containing data to save
<return value> | String Returns O*Error Text or 1 for success

Stores XML data into the Patient Implanted Devices (#9000091) File.

94.13 External Relations

Entity

Name

Description

Package

IHS Dictionaries (Pointers)

References Implantable Device Categories File
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Entity Name Description
Package IHS PCC Suite Read and Writes to the Patient Implanted Devices
(#9000091) File
Package IHS Standard Terminology References package APls
94.14 Internal Relations
None.
94.15 Archiving and Purging
There are no archiving or purging requirements within this software.
94.16 Components
This component supports the following properties and methods:
94.16.1 Properties
Property Datatype | Access | Description
ALIGN Enum RwW Sets the alignment of the component relative to its
parent. One of:
0 = None — no alignment occurs
1 = Top — aligns to the top boundary of the parent
2 = Bottom — aligns to the bottom boundary of the
parent
3 = Left — aligns to the left boundary of the parent
4 = Right — aligns to the right boundary of the parent
5 = All — expands to the dimensions of the parent
6 = Center — centers itself within the parent
ANCHORS Flag RwW Anchors the component’s position relative to its
parent. Zero or more of:
1=Top
2 = Left
4 = Right
8 = Bottom
HEIGHT Integer RwW Sets the height (in pixels) of the component.
LEFT Integer RwW Sets the position (in pixels) of the left boundary of
the component.
TOP Integer RwW Sets the position (in pixels) of the top boundary of
the component.
WIDTH Integer RwW Sets the width (in pixels) of the top boundary of the
component.
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Appendix A: System Requirements

A1 Minimum System Requirements

A.1.1 Windows — RPMS server

Windows 2008 R2

Minimum 40 GB RAM

2 x 1 TB HDD (over a five year period)

All Microsoft Updates

Ensemble 2012.2.5.962.0.13037 (Windows 64 bit version)

A.1.2 AIX-RPMS server

AIX 7.1

Minimum 16 GB RAM

2 x 1 TB disk space (over a five year period)
Ensemble 2012.2.5.962.0.13037 (AIX 64 bit version)

A.1.3  Windows — Application server

Windows 2008 R2

Minimum 40 GB RAM

80+ GB HHD

All Microsoft Updates

Net4.5.1

MS Silverlight

MS Visual C++ 2013 (x86) Redistributable

A.1.4 Client Workstations

Windows 7

Minimum 16 GB RAM
60 GB HDD

All Microsoft Updates
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.Net 4.5.1 with .NET 3.5 implemented

MS Silverlight

MS Visual C++ 2013 (x86) Redistributable
Adobe Reader 11.0.04
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Appendix B: Developer Tutorial

This tutorial targets software developers wanting to learn the skills and techniques
necessary to create components for the VueCentric® Framework. While the
document provides examples for the Delphi and Visual Basic user, it should prove to
be of use to developers using other programming languages as well. Upon completion
of this tutorial, the software developer will have an in-depth understanding of the
VueCentric Framework and its major components and how to create visual and non-
visual plug-in components.

Note: The examples in this document apply to version 6.0 of
Delphi and Visual Basic and Visual Studio .Net 2003.
Other versions may differ somewhat from the examples

shown.
B.1 Introduction
The first VistA/RPMS applications sported relatively simple, character-based user
interfaces. This limited in a significant way the types of user interactions that could
be supported. With the advent of client-server programming by way of the remote
procedure call broker (aka, RPC Broker), developers were empowered to create much
more sophisticated user interfaces supported under the Windows operating system.
However, being of the traditional monolithic design, applications so developed were
bulky, integrated poorly with other applications, did little to embrace code reuse, and
generally were not very extensible. The VueCentric Framework was developed to
address these deficiencies by creating an enabling infrastructure that supports the
deployment of applications as reusable components rather than standalone
executables. To this end, the Framework provides a number of benefits to the
software developer:
e Version-control and Automated Deployment
e User Authentication and Access Control
e Support for Common Tasks
e Debugging Support
e Synchronous and Asynchronous Remote Data Access
e Event Subscription/Propagation
e Choice of Software Development Tools
e Collaborative Software Development Environment
e Context Management
e Visual Design Tool
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A component may be either a visual component (ActiveX) or a service (in-process
COM server). An example of a visual component might be one the supports
management of the problem list. In contrast, a component that maintains information
about the currently selected patient would be an example of a service. Note that
services may manifest themselves visually (e.g., the patient selection dialog produced
by the patient context object), but in their baseline state, they remain invisible to the
user. While the initial creation of these two component types differs somewhat, the
programming techniques for both are essentially the same.

B.2 Using Debug Mode
Debug mode is activated when the debug command line parameter is specified at
application startup. This feature permits debugging of remote procedure calls on the
remote host. Normally, when a connection request is made, a dedicated background
process is automatically created on the server to handle communications with the
client. In contrast, in debug mode when a connection request is made the following
Information dialog (Figure B-1) displays.
Information ['5—(|
- Skart M process: D DEEUG~CLAMELIS
ﬁ__l/] Addr = 192, 168,1,105
' Part = 3335
K
Figure B-1: Information dialog
1. This dialog instructs you to manually start the listener process on the target
machine using the specified entry point. Set any breakpoints needed before doing
this if your M environment requires it.
2. At the prompt, type the IP Address (192.168.1.105).
3. At the prompt, type the Port (3335).
4. Click OK to dismiss the dialog. The remainder of the connection process will
resume in the usual manner.
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Notes: If you close the dialog before manually starting a listener, a

background listener will be used instead.

If you use the Serenji debugger, be sure to start the listener
after invoking the Serenji shell.

Using debug mode with some network configurations may
fail to establish a connection. This is especially true for
some VPNs and networks where NAT is utilized. Because
debug mode performs a connection callback from the
remote host to the client, the remote host must be able to
determine the route to the client’s IP address. If a VPN is in
use, supply the VPN-assigned IP address when starting the
listener process rather than the address supplied by the
client.

B.3 Using the Trace Log

Trace mode is an extremely useful debugging tool. This mode is activated by starting
the VIM with the /trace command line parameter. When activated, a new menu item
appears on the system menu called Show Trace Log. Checking this menu item reveals
the Trace Log Viewer (see below). The viewer may be used to examine a multitude of
activities such as remote procedure calls (synchronous and asynchronous), events,
context changes, status messages, as well as custom entries created by running
components (see Appendix B.23.7).

The Trace Log is divided into four panes: the trace list, the trace detail, the toolbar,
and the status bar. It has the following layout:
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® Trace Log 9 (=]E3
# Clazz Tupe Gl Logged at 20-Mar-19 09:55:34.980
33 RFC &PSPESM REQUESTS :
34 RPC ORWORRA GETEYIFM [(BEC: ORWORR GETEYIFN
% APC ORWORDG MAPSEQ Pavameters
¥ RPC ORWORR GETBYIFN [#L - 5125
7 RFC ORWwORR GETEYIFN Besults
EW dwB1%E:143190213 . 084~"~11"Z~~~1~USER, DEMO~~0*"* "~ DIABET
N RFC OFWORR GET Remowe Entry O3EMIDE TAE
40 RFC OFWORE GET ] i E ONE (1) TAELET EVERY DAY FOR BLOCOD PRESSURE
1 RFLC OFWORR GET Filter this Class ntity: 20 Days: 30 Befills: 11 Dispense as Written: N
42 FFC ORwORRA GET  Filker this Type
43 RFC OFwORR GET  Search r
44  RPFC ORWORR GETBYIFN
45 RPC ORWORR GETEYIFM
46 RFC APSPESM DEMIED
47 EVENT STATUS
48 EVENT STATUS
43 STATUS [3athering data for the Su...
50 RPC APSPESM ORDERS ¢ s
1 por ADCDECK OEMIIESTG +
H 4 b M ] |ﬂg |]:4. @ M aw E ntrigs:
Fist  Prewious  Mext Lazt Suzpend  Clear Hide Prirt E wport
Current: 38 Total; 64 Maximum: 1000 Logged: &4 Class Filkers: none Tvpe Filters: none

Figure B-2: Trace Log

The trace list is located in the upper left. If this pane is not visible, click the minimize
bar that separates this from the trace detail pane. The trace list shows a list of all
activities logged by the application. Each entry consists of three columns. From left to
right these are the sequence number, which reflects the chronology of log entries and
is incremented as each new entry is logged, the class, which represents the category
of the entry (e.g., remote procedure call vs. host event), and the type, which provides
further sub-classification of the entry within its class. The trace list may be sorted by
any column by clicking the column header. Clicking the same column header in
succession toggles the sort order of that column. Right clicking an entry elicits a pop-
up menu that permits further manipulation of the event list.

The upper right pane represents detailed information about the currently selected
event. The toolbar permits navigation of the event list and controls other aspects of
event logging. The status bar at the bottom of the dialog displays information about
the state of the event log.

Remaove Entry

Filter this Class
Filker this Tvpe

Clear Filters Clazs Filkers
Type Filkers
Al Fileers
Figure B-3: Filters menu
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The following list describes the actions that may be launched from the menu or the
toolbar:

Remove Entry: Removes the selected entry from the event log.

Filter this Class: Removes from the event log all entries belonging to the same
class as the selected entry and suppresses logging of future events of the same
class.

Filter this Type: Removes from the event log all entries belonging to the same
type as the selected entry and suppresses logging of future events of the same
type. This affects only event types within the currently selected event class.

Clear Filters: Removes existing filters. Choose the type of filter to remove, or all
filters:

Class Filters
Type Filters
All Filters

Navigation Buttons: Navigate the event log.

1] 4] [ [»]

First | Previous| Mest Last

Figure B-4: Navigation buttons

First: Moves to the first entry
Previous: Moves to the previous entry
Next: Moves to the next entry

Last: Moves to the last entry

Resume and Suspend buttons:

Heszume Suzpend

(=] (]

Figure B-5: Event buttons

Toggle between resuming and suspending event capture.

Clear button: Clears the event log.

i

Clear

Figure B-6: Clear button
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Hide button: Hides the event log dialog. This does not affect the capture of event
data.

=

Hide

Figure B-7: Hide button

Print button: Prints the contents of the event detail pane.

=

Print

Figure B-8: Print button

Max Entries field: Sets the maximum number of event log entries. When this
limit is reached, the oldest entries are removed.

b ax Entnies:
100 -

Figure B-9: Max Entries field

B.4 About Component Support Services

The Component Support Services (CSS) provide the following types of services to
the component author:

Remote Procedure Support (synchronous and asynchronous)
Event Management

Context Management

Dynamic Discovery

Miscellaneous Utilities

Accessing these services requires acquiring an interface reference to the session
object. The session object is shared across all components within the same application
process space. It may not be instantiated directly, but instead must be acquired from
the server object. The sole purpose of the server object is to create a single instance of
the session object and return its reference to the caller. Thus, accessing the session
object involves two steps: instantiate the server object and request of it a reference to
the session object. Once this is done, the server object is no longer needed and can be
released.
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The following are examples of how this process is done in Delphi and Visual Basic:

Delphi Visual Basic
uses CIA_CSS_TLB;

Dim vcServer As New

var CIA_CSS.CSS_Server
vcSession: ICSS_Session; Dim vcSession As

begin CIA_CSS.CSS_Session
vcSession = Set vcSession = vcServer.Session

CoCSS_Server.Create.Session; Set vcServer = Nothing

end;

Typically, a programmer will acquire the reference to the session object in the
component’s initializer (the Initialize method in both Delphi and Visual Basic),
storing it in an instance variable that persists for the life of the component. This
avoids the overhead of repeatedly creating the server object each time the session
object needs to be accessed.

A detailed description of the services provided by the CSS and how to use them may
be found in the sections that follow.

B.5 About COM and ActiveX

The Component Object Model, or COM, is a Microsoft specification for ensuring
interoperability between components regardless of the programming language or
development tool used in their creation. Key to this specification is the concept of
interfaces.

An interface is a collection of method (i.e., procedures and functions) and property
declarations. More than this, an interface represents an immutable contract — a
guarantee that any object supporting a particular interface will always implement
each and every method or property declared within it. While the implementations
may differ, the means for invoking them are identical.

COM builds upon the concept of interfaces by providing a standardized means of
invoking interfaces that works within and across process boundaries and adjusts for
internal differences in calling conventions and data representation. COM further
standardizes on an established set of supported core datatypes (though these can be
extended using custom marshaling techniques — a practice that is rarely necessary
and very complex).
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Also central to the success of COM is the concept of self-description, or the ability to
interrogate a component’s metadata to determine the interfaces it supports and their
declarations. This metadata is provided in the form of a type library. A type library
can be supplied separately from the component’s executable file, but more typically it
is imbedded in that file as a resource. Visual Basic automatically generates type
library information for its components based on the program code itself and has no
provision for directly accessing the type library itself. Delphi provides a type library
editor that may be used to modify an existing type library.

B3 €SS.tlb
PoSADSES P B B
e Attib
+- B 055 _Session TilgvEs IUSES ] Flags ] Text ]
+-- & 1055_SessionE vents i
a CS5_Seszion Laime: |CIA—ESS
- B 1035 Server GUID: |{BBEF116E -35AG-4654-6E 22-DAAFDEN 83347}
% Session )
o C55_Server Wersion: |4'5
+ @Q IC55_Context LCID: |
+- B 1055 _ContextE vents a
+ .6 EnumCCOW State Help
Help String: |CI.~’-‘-. Component Support Services
Help Context: |

Help String Contest: |

Help StingDLL: |
Help File: |

Figure B-10: CSS window

ActiveX, also a Microsoft specification, builds upon the COM specification by
defining a specific set of interfaces designed to support the hosting of visual
components within container applications. A COM component that supports these
interfaces is known as an ActiveX component. In Delphi, wizards exist to create
ActiveX components either as wrappers for existing components or as Active Forms,
which behave like regular forms in that other components may be placed upon them.
Visual Basic has the equivalent of the Active Form in the User Control class. Again,
because ActiveX controls are COM objects, it does not matter to the application
hosting them what programming language or tool created them.

All components within the VueCentric Framework are COM objects. This includes
the VIM, CSS, CMS and all plug-in services and visual components. Further, the
visual components are ActiveX components. This means that any visual object
created for the VueCentric Framework can be hosted in any ActiveX-compliant
container. The VIM is one such container. Internet Explorer is an example of another.
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B.6

B.7

B.7.1

B.7.2

Component Types

The VueCentric Framework recognizes two basic types of components: visual
components (ActiveX) and services (COM). Visual components may be manipulated
in the VIM Designer (services cannot). Services extend the capabilities of the
framework and although they may manifest themselves visually, they do not require a
container (unlike visual components). The techniques for creating these two
component types differ somewhat as does the manner in which they are loaded and
executed. However, once created, the coding is very similar for both types. In fact, it
is possible to create a visual component and a service within one executable file.

The sections that follow first address programming techniques common to both
component types. Following that are sections that describe the procedures specific to
a particular component type.

Component Registration

Component registration has three separate meanings, depending upon the context.
They are:

COM Registration

In the COM model, all components must be registered before they may be used. In
this sense, information about the component’s interfaces and capabilities is stored in
the Windows Registry under the HKEY CLASSES ROOT key. This registration is
typically done by the component itself through a standard published entry point
(DllIRegisterServer). For Visual Basic and Delphi programmers, this code is
automatically generated. When a component is requested from the CSS that has not
been previously registered on the target machine, it is retrieved and registered
automatically. A tool is also available in Windows called regsvr32.exe (usually
located in the system directory) that can be used to manually register and unregister
components. Running this tool with no command line options displays information on
how it is used. The VueCentric System Management Utility can also be used to
register and unregister components. See the online documentation that accompanies
this utility for more information.

Framework Registration

Before a component may be utilized within the VueCentric Framework, it must also
be registered to the framework. This registration information is stored on the remote
host in the VUECENTRIC OBJECT REGISTRY file. This may be done using the
VueCentric System Management Utility, or it may be directly entered into the file
using VA FileMan. This information determines what objects are available, how they
are classified, who can use them, where to get them, and what their capabilities and
special requirements are.

Technical Manual Volume 4 Developer Tutorial
September 2020

117



Electronic Health Record (EHR) Version 1.1

B.7.3 Runtime Registration

At execution time under the VueCentric Framework, component registration has yet
another meaning. In this context, registration means that the component advertises its
presence to the CSS at runtime. The CSS maintains an internal table of all
components so registered. It also interrogates the component to determine what
context events it handles and connects any handlers it finds to the appropriate context
objects.

This registration process is automatic if the component is loaded by the VIM (unless
its object registry settings suppress this). An object may also register itself by calling
the RegisterObject method, passing a reference to itself. If an object registers itself in
this manner, it must also unregister itself prior to unloading by calling the
UnregisterObject method. In general, self-registration is only necessary if the object
is to be used outside the VIM (e.g., in Internet Explorer). For more information about
this topic, see Section B.23.3 (Other Containers).

While the latter form of registration is not required to use an object within the
framework, unregistered objects cannot be discovered by other objects nor will they
be connected to any context events.

B.8 Naming Conventions

Every COM object has a globally unique identifier (GUID) associated with it and
each of its interfaces. While an object can be, and often is, referenced by its GUID,
there is a second identifier that is more user friendly: the programmatic identifier
(PROGID). The PROGID typically consists of two parts, separated by a period (e.g.,
“Word.Application”). Occasionally, a third part consisting of a version number is
added (the so-called version-dependent PROGID, e.g., “Word.Application.8”’). There
are no fixed conventions for these identifiers and it should be readily apparent that the
risk of naming conflicts is real. In the event that there is a naming conflict, the last
object registered is the one referenced. Therefore, some naming convention is needed
to minimize this risk.

For Delphi and Visual Basic environments, the PROGID is generated automatically,
formed from the type library name (which initially comes from the project name) and
the component name. In Delphi, both can later be changed using the type library
editor see COM and ActiveX in the previous section). Thus, the selection of a
PROGID is contingent upon your selection of a project name and a component name.
We advise beginning your project name with a namespace prefix. We have reserved
the prefixes “CIA,” “VC,” and “CW” for our projects. These prefixes refer to
framework components, plug-in components, and legacy components, respectively.
For example, CIA_VIM.VIM refers to the automation interface for the VIM and
vcNotifications.veNotifications X refers to the visual notifications component.
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PROGIDs are mapped to their GUID equivalents in the Windows Registry under the
HKEY CLASS ROOT node. For example, if you were to examine the registry key
HKEY CLASSES ROOT\Word.Application\CLSID, you would find that the default
value associated with that key is the GUID corresponding to the object. Knowing this
structure makes it easy to understand how two objects with the same PROGID cannot
happily coexist on the same machine, even though there GUIDs differ. Remember: it
is much harder to change a PROGID after deployment than to give careful thought to
naming at the beginning of a project.

B.9 Multiple vs. Single Instancing

Multiple instancing refers to the ability to create more than one copy of a component
within the same application space at the same time. For some components, this may
clearly not be desirable for a couple of reasons. First, some components that perform
a very central function should be limited to a single instance. For example, one would
not want to have more than one order-entry component as this would be very
confusing to the user. On the other hand, a component that provides a read-only view
of the problem list might be useful in several different locations within the user
interface. Second, some components are programmatically designed to be singletons
(single instance). This would be true if, for example, a component required exclusive
use of a shared resource, such as a database file.

In Delphi, the use of global variables (i.e., variables declared outside the scope of a
class or method) can cause serious problems because these are shared across multiple
instances of the component. A good example of this is the form declarations. The
Delphi form wizard automatically generates a global variable to hold the form
instance (this is not the case for Active Forms, but does hold true for any additional
forms created within an Active Form project). If one instance of a component creates
a form and saves the reference in the global form variable, and a second instance does
the same, the first instance loses its reference and now refers to the form created by
the second. This can result in some very odd behaviors. On the other hand, this can be
used to advantage if, for example, the programmer wants to create a shared instance
of a form to be used among all instances of the component. Visual Basic, on the other
hand, declares all of its variables (even its “global” variables) as instance variables.
This eliminates the problem (but also the advantage) of shared variables.

To control whether more than one instance of a component is allowed, set the Allow
Multiple Instances field in the VUECENTRIC OBJECT REGISTRY file
accordingly. If you are uncertain as to a component’s suitability for multiple
instancing, disallow multiple instances.
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B.10

B.10.1

B.10.2

Remote Procedure Calls

Remote procedure calls are conceptually very simple. Essentially, they permit calling
a procedure on a remote host as if it were local. The VueCentric Framework
encapsulates the Medsphere Remote Procedure Broker in its Communications
Services Layer (CSL). This encapsulation permits all components within the
application space to share a single instance of the broker. Interaction with the CSL
occurs through a suite of APIs provided by the session object.

Remote procedure creation is very straightforward. First, create and configure the
remote procedure on the remote host. Then write the client code to invoke the remote
procedure. Remote procedures may be invoked synchronously, where the client
pauses until the procedure completes and returns its data, or asynchronously, where
control immediately returns to the client after the call and the client is notified when
the call has completed through a callback. All of these techniques are described in the
sections that follow.

Create the M Routine

First, you must create M routine that contains the code that is to be executed. The
entry point must be parameterized, with the first parameter reserved for returning data
to the caller. Each subsequent parameter corresponds to a parameter passed by the
client application and may be a single scalar value or a local array of values. Up to
forty parameters may be specified.

The following example illustrates code implementing a simple remote procedure that
accepts a string and a count as input parameters and returns an array of that string
duplicated the number of times specified by the count. The return data type is
assumed to be a global array (see next section).

Required parameters are missing or incorrect.

Create a Remote Procedure Definition

The next step is to create an entry for the remote procedure in the REMOTE
PROCEDURE file. At a minimum, you must define the following fields:

Field

Length

NAME

The name of the remote procedure. This is the name that the client application
will use to invoke the remote procedure. The name should be appropriately
namespaced and descriptive of its purpose.

TAG

The line label of the entry point in the M code. In the above example, this
would be “ENTRY.”

ROUTINE The name of the routine in which the remote procedure code resides.
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Field

Length

TYPE

RETURN VALUE The type of data returned by the remote procedure. This may be one of the

following:

1 = Single value, 2 = Local array, 3 = Word processing, 4 = Global array, 5 =
Global instance, H = Host file

WORD WRAP ON Affects only return types 3, 4, and H. If true, a carriage return character is

appended to each value in the array or line in the host file. If false, no carriage
return is appended.

B.10.3

Though not required, the INPUT PARAMETER multiple should be completed to
document the expected parameters and their purpose. The DESCRIPTION field
should likewise be completed to document the purpose of the remote procedure.

The RETURN VALUE TYPE merits further elaboration. The Broker daemon passes
the return value parameter (the first parameter of the remote procedure entry point) by
reference. Therefore, any change to the parameter is returned to the daemon and then
to the caller. The simplest return type, single value, returns whatever value is set in
the first parameter. Like the single value type, the global instance type returns a single
value to the caller. In this case, the return value parameter must be set to a valid
global reference. For the local array and word processing return types, all subscripted
values are returned to the caller. The global array return type returns all subscripted
values beneath a root node specified in the return value parameter. The daemon sets
this to a default value prior to calling the remote procedure. The remote procedure
may use this value, or assign a different one.

Note: The daemon deletes this global root upon completion.

For all return types that are arrays (global and local), the daemon returns the data to
the caller in the collation order of the subscripts (the subscripts themselves are not
returned, only the data).

Register the Remote Procedure

Every remote procedure is invoked within an execution context (see the RPCContext
property). This context dictates which remote procedures may be executed and rejects
any attempts to execute a remote procedure outside the context. Execution contexts
are simply entries in the OPTION file of type Broker. To register a remote procedure
to an execution context, select the desired entry in the OPTION file (or create a new
one with the TYPE field set to Broker), and add the remote procedure to the RPC
multiple.
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B.10.4

Calling a Remote Procedure

Once the remote procedure has been created and properly registered on the remote
host, it may be invoked by the client application using one of a number of method
calls provided by the session object. All methods for calling remote procedures begin
with “CallRPC” and can be divided into two groups: synchronous and asynchronous,
reflecting the two modes in which a remote procedure may be invoked. Synchronous
calls do not return until the remote procedure has completed and returned its data.
Asynchronous calls return immediately, notifying the caller at a later time when the
remote procedure has completed.

Choosing which mode to use depends upon a number of factors:

Requirement Use

User interaction requires immediate results before application may Synchronous
continue.

Availability of data is not time critical. Asynchronous
Remote procedure requires considerable time to complete. Asynchronous
Series of sequenced transactions. Synchronous

B.10.5 Synchronous Calls
B.10.5.1 RPC Methods
Calling a remote procedure in synchronous mode is very straightforward. There are
six method calls that support this mode. They differ only in the type of return data
that is expected. They are:
Method Name | Return Type
CallRPCBool Boolean value
CallRPCDate Date (Delphi: TDateTime; Visual Basic: Date)
CallRPClInt 32-bit integer
CallRPCList Multi-valued string list in "comma-text" format. This format encloses
each entry in double quotes and separates them with commas.
CallRPCString String (Delphi: WideString; Visual Basic: BSTR)
CallRPCText Multi-valued string list in "plain-text" format. This format separates
each entry with a <CR><LF> pair.
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B.10.5.2

If the remote procedure return type is multi-valued (either local or global array), you
must use either CallRPCList or CallRPCText to retrieve all of the list elements
returned. Otherwise, only the first element is returned. The choice between “comma-
text” and “plain-text” formats is somewhat arbitrary. If list elements could contain
either a <CR> or <LF> character, comma-text format is preferred. Delphi’s TStrings
class provides a means to convert either of these formats into string lists (the
CommaText and Text properties, respectively). Visual Basic requires parsing the
result values into a string array.

Regardless of which of the above methods is used, the parameters passed are
identical:

Parameter | Datatype | Description

RPCName String Name of the remote procedure to be invoked. If an
execution context other than the default is desired, precede
the RPC name with a context name and the ‘' delimiter. To
specify a version number, prefix the RPC name with the
version number enclosed in vertical bars.

Parameters Variant Parameters to be passed to the remote procedure.

Specifying the Remote Procedure

The RPCName property specifies the name of the remote procedure to invoke. If the
remote procedure needs to be invoked in an execution context other than the default,
precede the remote procedure name with the context name and a caret () character. If
the remote procedure requires a version number, you may include this by prefixing
the version number enclosed in vertical bars (|) to the remote procedure name.
Consider the following examples:

RPCName Value Description

CIAV GET PATIENT Executes the remote procedure named ‘CIAV GET
PATIENT in the default framework execution context. No
version information is passed.

MYCONTEXT*MYRPC Executes the remote procedure named ‘MYRPC' in the
execution context named ‘MYCONTEXT.’ No version
information is passed

[1.5|MYRPC Executes the remote procedure named ‘MYRPC' in the
default execution context. The XWBAPVER variable will be
setto 1.5.

MYCONTEXT#|2.1[MYRPC | Executes the remote procedure named ‘MYRPC’ in the
execution context named ‘MYCONTEXT.’ The
XWBAPVER variable will be set to 2.1.
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B.10.5.3

B.10.5.4

B.10.5.5

Specifying the Parameter List

The Parameters property specifies the parameter values to be passed to the remote
procedure. These correspond to the second and subsequent parameters of the remote
procedure’s entry point (recall that the first parameter is reserved for the return
value). Because parameter lists typically differ for each remote procedure, the
datatype of the Parameters property must accommodate these variations. As a
consequence, the datatype of the Parameters property is a variant. The following table
describes the techniques for packaging scalar (non-array) parameters in the
Parameters property:

# of Parameters | Format

0 Set Parameters to NULL (nothing).
1 Set Parameters to the value of the single parameter.
>1 Set Parameters to an array of variants. Set each element of the array

to the value of the corresponding parameter.

Specifying Array Parameters

Passing array parameters to your remote procedure requires some additional effort.
An array parameter must be passed as an array of variants. If any parameter to be
passed is an array type, the Parameters property must be set to an array of variants
even if the array parameter is the only parameter. Otherwise, the CSS would not be
able to distinguish a parameter list from a single array parameter. Thus, to pass an
array parameter, two arrays of variants must be created: one for the parameter list (we
will call it the parameter list array) and one for the array parameter (we will call it the
array parameter array). Set the reference to the array parameter array into the
corresponding entry of the parameter list array. Set each entry of the array parameter
array to the values to be passed. By default, array parameters are passed to the remote
host with the same subscript values as the original. To override the default subscript
value for an entry, prefix the entry with the subscript value (in comma-text format)
followed by a character whose ASCII value is 1.

If passing parameters, especially array parameters, sounds confusing, it can be. This
process can be greatly simplified by writing helper functions that take parameters in a
format native to the programming language used and packages them in the manner
described above. CIA has developed a number of Delphi and Visual Basic helper
functions for this purpose. See Appendix B.24.

Handling Exceptions

If the remote procedure raises an unhandled exception on the remote host, that
exception is trapped and raised on the client. Therefore, the caller should be prepared
to handle any exceptions that may be raised during the remote procedure invocation.
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B.10.6

B.10.6.1

Asynchronous Calls

Calling a remote procedure in asynchronous mode is not altogether different from
doing so in synchronous mode. Naming the remote procedure and packaging the
parameter list are identical. However, there is only one method call for invoking a
remote procedure in asynchronous mode and its return value is a handle that uniquely
identifies the call. So how does the caller know when the remote procedure has
completed and how is its data returned? The CSS provides a declaration for a callback
interface (ICSS_SessionEvents) that is used to signal all asynchronous activities
(including events and asynchronous RPCs). The caller must implement this interface
and provide implementations for each of its methods. When the caller invokes a
remote procedure asynchronously, it must pass a reference to this callback interface.
The session object then invokes methods (callbacks) on this interface to notify the
caller when an asynchronous activity has completed.

Calling the Remote Procedure Asynchronously

The Session object provides one method, CallRPCAsync, for calling a remote
procedure asynchronously. It takes the following parameters:

Parameter Datatype Description

RPCName String Name of the remote procedure to be invoked. If an execution

context other than the default is desired, precede the RPC
name with a context name and the caret (*) delimiter. To
specify a version number, prefix the RPC name with the
version number enclosed in vertical bars.

Parameters Variant Parameters to be passed to the remote procedure.

Callback ICSS_SessionEvents | Callback interface to be invoked on completion of the remote
procedure.

PlainText Boolean If true, data returned to the callback interface is in plain-text
format. Otherwise, format is in comma-text format.

<return value> | Integer A 32-bit handle that uniquely identifies this asynchronous call.

Note that the first two parameters are identical to those used by the synchronous
remote procedure methods. The Callback parameter refers to the callback interface
the Session object will use to notify the caller when the remote procedure has
completed. PlainText indicates whether the data is to be returned in plain-text or
comma-text format. Data returned from asynchronous calls are always formatted as
lists in one of these two formats. This is not to imply that only remote procedures that
return lists can be called asynchronously. Indeed, a remote procedure that returns, for
example, a single Boolean value can be called asynchronously (in fact, any remote
procedure may be called asynchronously).

In the case of a remote procedure returning a single Boolean value, the return value
would be a list containing a single element and the caller must convert that element
from a string to the desired format.
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The CallRPCAsync method returns a 32-bit integer handle that uniquely identifies the
call. Because a client may have multiple outstanding asynchronous calls, this handle
is critical to identify which call is being signaled.

B.10.6.2 Implementing the Callback Interface
The ICSS_SessionEvents interface has the following declaration:

e Delphi

procedure RPCCallback (Handle: Integer; const Data: WideString); safecall;
procedure RPCCallbackError (Handle: Integer; ErrorCode: Integer; const
ErrorText: WideString); safecall;

procedure EventCallback (const EventType: WideString; const EventStub:
WideString); safecall;

e Visual Basic

Sub ICSS SessionEvents RPCCallback(ByVal Handle As Long, ByVal Data As
String)

Sub ICSS SessionEvents RPCCallbackError (ByVal Handle As Long, ByVal
ErrorCode As Long, ByVal ErrorText As String)

Sub ICSS SessionEvents EventCallback (ByVal EventType As String, ByVal
EventStub As String)

The first two methods in the ICSS_SessionEvents interface provide support for
asynchronous remote procedure calls. The third is used for reporting events and is
discussed in the section on events. Note that the client must supply implementations
for all three methods, even if only one or two are actually used. This is a requirement
for implementing any COM interface. If a method is not needed, its implementation
can be left empty (an “NOP” implementation).

The Session object invokes the caller’s RPCCallback method when an asynchronous
remote procedure has completed successfully. The Handle parameter is the same
value returned by the CallRPCAsync method. The Data parameter is the data returned
by the remote procedure in either plain-text or comma-text format.

If an asynchronous remote procedure raises an unhandled exception on the remote
host, that exception is trapped and the RPCCallbackError method is called instead.
This method includes the Handle parameter as expected, but also supplies ErrorCode
and ErrorText parameters that provide information about the exception.

B.10.6.3 Aborting a Pending Call

Occasionally, the caller may want to abort an asynchronous call that has not yet
completed. This might occur, for example, if a patient context change has occurred
and the pending remote procedure no longer applies. To abort an asynchronous
remote procedure, call the CallRPCAbort method, passing the handle of the call that
is to be aborted.
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If the remote procedure has already completed, the request is ignored. If the remote
procedure is pending execution, it is removed from the execution queue. If the remote
procedure is in progress, it is requested to abort. Even if the remote procedure ignores
the abort request, any data it may return is discarded and its completion is not
signaled to the caller.

B.11 Context Management

The VueCentric Framework provides support for special services known as context
objects. A context object is used to establish a common context for a specific entity,
such as patient or user. For context objects to be useful, a mechanism must exist to
notify interested parties when the context is about to change. The Framework
accomplishes this through the use of a callback interface.

Every context object defines a callback interface that is a descendant of the

ICSS ContextEvents interface. When a context object registers itself as a service with
the CSS, the CSS recognizes that it is a context object and enters its callback interface
into an internal table. When a component (visual or non-visual) registers itself with
the CSS, that component is interrogated to determine if it implements any of the
callback interfaces in this table. If it does, the component is registered as a subscriber
to the callback. This means that all a component must do to be notified of context
changes for a particular context object is to implement the callback interface for that
context object. The CSS takes care of the rest.

B.11.1 Callbacks

Every context object defines a callback interface that is a descendant of the
ICSS_ContextEvents interface. This interface has the following declaration:

e Delphi

function Pending (Silent: WordBool): WideString; safecall;
procedure Canceled; safecall;
procedure Committed; safecall;

e Visual Basic

Function ICSS ContextEvents Pending(ByVal Silent As Boolean) As String
Sub ICSS ContextEvents Canceled()
Sub ICSS ContextEvents Committed ()
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B.11.2

B.12

Context change is a democratic process and occurs in two phases. In the first phase,
known as the polling phase, every subscriber to the context change is interrogated for
its acceptance of the change. This is done through a call to the Pending method.
Subscribers indicate their acquiescence to the proposed change by returning a null
value. By returning a non-null value, the subscriber is indicating that it does not want
the context change to occur. The Silent parameter indicates whether or not the
subscriber is permitted to interact with the user during this decision-making process.
If Silent is true, no user interaction is permitted. This will be the case under one of
two conditions: the context change was initiated by an external application through
the CCOW interface, or the context change was initiated during a forced shutdown of
the application.

If all subscribers acquiesce to the proposed context change, the context is changed
and each subscriber is notified of the change through a call to the Committed method.
If any subscriber rejects the context change, the proposed change is aborted and
subscribers are notified through the Canceled method. Note that in the case where a
silent context change is occurring, the context change may occur even when a
subscriber rejects the change. This will always be the case in a forced shutdown and
can also occur in the case of a CCOW-initiated context change if the requester
decides to force the change despite the objection. Therefore, a component must be
prepared to react to a context change even if it has rejected the request.

Requesting a Context Change

How a context change request is made is dependent upon the individual context
object. For example, setting the Handle property of the patient context object initiates
a context change request. Depending on whether or not the context change is
accepted, the value of the Handle property may or may not be changed. The Select
method of the patient context object is another means for changing the patient
context. Yet a third method, is through a call to the SETCTX*BEHOPTCX method
on the remote host. Thus, there is no “standard” mechanism for initiating a context
change request.

Events

Events are an extremely powerful tool for communicating information. The
VueCentric Framework implements events utilizing a subscribe/publish
(consumer/producer) model. In this model, clients may subscribe to a particular event.
When an event is generated (published), the Framework forwards that event to all
subscribers of that type of event. Some important features of the VueCentric event
model are:

e Events are fully extensible. New event types may be defined at any time.

e Event notification is asynchronous. Subscribers may be notified at any time that
an event has occurred.
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B.12.1

B.12.2

B.12.3

e Sequence of event delivery depends upon order of event subscription. Generally
one should not rely upon a particular sequence of event delivery.

e Event subscription and publication can be restricted using security keys.
e Event publication can be local (current process) or remote (all active sessions).

e Events are hierarchical. This allows the publishing of events at one level of detail
and subscribing of events at another.

e Events may be generated by the client (local or remote) or by the remote host
(remote only).

¢ Distribution of remote events may be restricted to a subset of subscribers (at user
or session level).

Defining an Event

Events should be defined by creating an entry in the CIA EVENT TYPE file. While
this is technically not necessary in order to use an event, it is strongly encouraged to
do so for two reasons. First, this file provides a place to formally document each
event and helps avoid naming collisions between events. Second, this file permits
applying business rules that can restrict publication and subscription rights.

Firing Events: Local vs. Remote

Events fired locally are distributed only to subscribers within the current session.
Events fired remotely are sent to the host system which then distributes them to all
subscribing sessions. A receiver of an event handles both types identically.

The Session object provides two methods for firing (signaling) events:
EventFireLocal and EventFireRemote, for firing an event to local and remote
subscribers, respectively. They are defined elsewhere in this document.

Receiving Events: Callbacks

When an event is fired, the Session object notifies each subscriber through the
EventCallback method of the ICSS_SessionEvents callback interface. This callback
interface is specified at the time the subscription is established in the call to the
EventSubscribe method. This callback interface is the same ICSS_SessionEvents
interface described in the section on asynchronous remote procedure calls. Any
component wanting to subscribe to an event must implement this interface and
provide implementations for all three methods declared within it.

The EventCallback method has the following parameters:
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B.12.4 Hierarchical Events

There are times when an event publisher may want to specify an event at one level of
granularity, but an event subscriber may want to subscribe at a less granular level. For
example, the publisher of a NOTIFY event might want to specify the type of
notification (for example, critical lab value vs. order needing signature) as part of the
event type. While one subscriber might want to know about only notifications of a
particular type, another subscriber might want to know about all NOTIFY events. To
reconcile differing event granularity requirements between producers and consumers,
the Broker implements a hierarchical schema for event naming and subscription.

Hierarchical events are named using the following convention:

<Event name>.<Event subtype>.<Event sub-subtype>.<...>

The convention uses a period to separate each subtype specifier. Subtypes appear in
order of increasing specificity, from left to right. A consumer may subscribe to a
hierarchical event at any level of specificity. In the above example, the event
producer may publish the following two events:

e NOTIFY.CRITICALVALUE
e NOTIFY.ORDERNEEDSSIG

A consumer caring only about critical value notifications may subscribe to the
NOTIFY.CRITICALVALUE event while a second consumer wanting to know about
all notification events may subscribe to NOTIFY events. Both subscribers would
receive NOTIFY.CRITICALVALUE events, but only the second would receive
NOTIFY.ORDERNEEDSSIG events.

When defining hierarchical events in the CIA EVENT TYPE file, one may create an
entry for only the top level event type or for each subtype or both. Setting the
DISABLE field to YES for an event also disables all events of greater specificity
below it in the hierarchy. In the above example, setting the DISABLE field of the
NOTIFY entry to YES would disable the NOTIFY.CRITICALVALUE and
NOTIFY.ORDERNEEDSSIG events even if those events had separate entries in the
file with their DISABLE field set to NO. This inheritance pattern also holds true for
security keys associated with events. Thus, it is only necessary to create entries for
event subtypes if one desires to apply business rules to those subtypes that differ from
the parent entry.

B.13 Creating Visual Components with Delphi

Delphi offers two project types for creating visual components: Active Form and
ActiveX Control. The latter type generates a simple wrapper for an existing control
and cannot be used for creating more complex controls. Therefore, its use will not be
addressed here. The Active Form, on the other hand, allows one to create a form as an
ActiveX control. This project type is much more useful.
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B.13.1 Creating the Active Form Project

To create an Active Form project, select File | New | Other....This will display the
project selection dialog as shown in Figure B-11.

[* New ltems

Data Modules ] Buzsiness ] WwebSnap ]

M e Activer l b ultitier | Farms ] Dialogs ] Projects

“WebServices ]
|

5 & "

EYEREN Yl Active Server Actives Library
Ohject
L 7 F= [l
iR ﬁ szl

Autamation
Ohbject

COM Object  COM+ Event  Property Page Tranzactional  Type Library
Ohbject Ohbject
f'“ i f'“
k. Cancel Help

Figure B-11: New Items dialog

Select the ActiveX tab, pick the Active Form project type, and click OK. The Active
Form Wizard dialog (Figure B-12) displays.

Active Form Wizard

Mew Active Mame: | RI=0E e

Implementatian Unit: |.-'-‘-.|:tivanrn'l mpll.pas

FProject Mame: |.-'3.|:tivanrrrFr|:|i1 dpr

Threading Model: |ﬁ.partment

Activess Control Options

[ Include Werzion Information

k. Cancel

[ Make Contral Licensed [ Include About Box

=l

Help

Figure B-12: Active Form wizard
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Change the first three editable entries to the desired names. Note that the New
ActiveX Name will become the name of your component (and the second part of the
programmatic identifier) and the Project Name will become the name of the type
library (and the first part of the programmatic identifier). Changing these later can be
done, but can be problematic, so choose wisely here. Leave the Threading Model
field as Apartment. Select the Include Version Information option check box. The
other two options are at the component author’s discretion, but we will leave them
unchecked.

After making these changes, the Active Form Wizard dialog now looks like this:

Active Form Wizard

| [

Mew Activer Mame: |Dem|:|l:|:|ntn:|[><

Implementatian Unit: |Demc||:|:|r‘|tn:||'| pas

Broject Hame: |Dem|:||:|:|ntn:|I. dpr

Threading Madel: |.ﬂ.partment ﬂ

Activel Control Options
[~ Make Control Licenzed [ Include About Box

[v Inchude Yersion lnfarmatiore

2k, Cancel Help

Figure B-13: Active Form wizard

Click OK and the wizard will create your project. The project will consist of a single
form and its class declaration (class name TDemoControlX) and a type library.
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Figure B-14: Created project

The component class declaration already has a number of event handlers and methods
defined. These are standard entries created by the Active Form Wizard. While the
declarations for these should not be modified, their implementations may be. Among
the events of particular interest are the DestroyEvent and the PaintEvent, whose
implementations may be modified to accomplish tasks that need to occur during
object destruction and painting, respectively.

For tasks that need to occur immediately following object creation, complete the
implementation of the Initialize method that may be found in the public declarations
for the Active Form class. Do not use the CreateEvent for this purpose as our
experience has shown that this is not reliably invoked during object creation.

B.13.2 Designing the Form

Next, we will add a TMemo control and four buttons to the form. First, double-click
the TMemo component on the component palette to add it to the form. Set its Align
property to alTop and adjust its height as desired. Add four TButton components to
the form using the same technique, and arrange them at the bottom of the form as
shown below. Set the Anchors property of each to [akLeft,akBottom].
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¥ DemoControlX

b emal

Figure B-15: Designing the form

Now modify the Caption property of each button, from left to right, to Synec RPC,
Async RPC, Fire Event, and Clear. Double-click the far-right button that is now
labeled Clear to generate a handler for its click event and complete it as follows:

Procedure TDemoControllX.Button4Click (Sender: TObject) ;
Begin

Memol.Clear;
End;

B.13.3 Accessing the Session Object

Before we can perform a remote procedure call, we must obtain access to the Session
object within the CSS. For Delphi to access any COM object, it must first generate a
type declaration for the object’s type library. This type declaration consists of an
automatically generated unit that contains code that is the Delphi equivalent of the
type library’s object and interface declarations. This allows the Delphi compiler to
understand a type library declaration in its own native format. To do this, select
Project | Import Type Library... from the Delphi menu. Select CIAI Component
Support Services (Version x) from the list box.

If there are multiple versions listed, select the highest version. If this entry does not
exist, it means that that CSS has never been registered on your machine (see the
section on COM registration to see how this is done). Deselect the Generate
Component Wrapper check box as shown below:

Technical Manual Volume 4 Developer Tutorial
September 2020

134



Electronic Health Record (EHR) Version 1.1

Import Type Library @

Impart Type Library l

CHART note OCx 32 MWerzion 1.0] ~
Chat Component [Werzion 1.0]

Clal Compaonent banagement Service [Wersion 1.1]

Clal Component Support Services "v’ersu:n 4.2

Clal Component Support Services Wers

Clal Date Functions Service ['Jersmn 1. EI]

Clal Encounter Context Object Yesion 4.1]

Clal Encounter Context Object [Wesion 4.2] L

o hdevelopmenthyuecentichdebughCS5 . dll

Add.. Remove
Clazz names: [TCS55_Sezsion
TCS55_Serser
Palette page: |.-’-\-.n::ti'-.fe>< j

[Init dir name: |E:'\P‘ru:ugram FilezhBarland\DelphiEh mportzh, J

Search path: |$[DELF'HI]"-.LiI:u;$[DELF'HI]"-.Eiin;$[DELF'HI]"~Im|:u:|r J

Install... | Create Unit Cancel | Help

[ i{Generate Component ‘rapper

Figure B-16: Import Type Library dialog

Finally, click Create Unit. This will create a file called CIA_CSS TLB.pas in the
Imports folder under the Delphi installation directory. Note that you only need to do
this procedure the first time you need to reference a COM object. The file created in
this manner is then available to all projects. It also should be done whenever an
object’s type library changes to ensure that Delphi recognizes the changes.

Now that you have a Delphi type declaration for the CSS, we can add code to access
the Session object. Select the DemoControll unit in the code editor and add a
reference to the CIA_CSS TLB unit to the uses clause at the top as shown:

Controls, Formwms, Dialogs,

Next, add an instance variable to the private section of the TDemoControlX class
declaration call FSession. This will be used to hold a reference to the session object.
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private

Flezssion: IC233 Session:
FEwvents: IDemoControlXEvents:

procedure AotivateEwvent nder: Tohject):

Finally, add the following line of code to the Initialize method to obtain the Session
object reference:
procedure ThemoControlX.Initialize;
begin
inherited Initi:

B.13.4 Accessing the Patient Context Object

Before we can access the Patient Context object, its type library must be imported in
the same manner as shown above. From the Import Type Library dialog, select the
CIALI Patient Context Object (Version x) entry and click Create Unit. This will
create the CSS_Patient TLB.pas file which contains the Delphi declarations
necessary for accessing the Patient Context object.

Add a reference to this unit to the uses clause of the DemoControll unit:

uses
Window Me: s, 3 Classes, Graphics, Controls, Forms, Dialogs,
Aot is LR ] Iema ZtdiVel, ScdcCtrls, CIA C353 TLEpgEecRs-i=sitiaayn: -

FPatient:
F3 i 5
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Now, we need to obtain a reference to the Patient Context object. Because this object
is just a special kind of service, we use the Session object to retrieve a reference to it.
Insert the following line of code in the Initialize method to do this:

procedure ThemoControlXE.Initialize:

FPatient : a= IC5S Patient:

This code will cause the Session to locate (and start if not already started) the
indicated service, in this case the Patient Context object. Because this function returns
a reference to the default IUnknown interface, it must be cast to the desired interface,
in this case ICSS Patient.

B.13.5 Calling a Remote Procedure in Synchronous Mode

Now we are ready to add code that will invoke a remote procedure and return its data
in the TMemo control. First, we will add a click handler to the first button (labeled
Sync RPC) to execute a remote procedure that returns detailed information about the
currently selected patient and populates the TMemo control with the results.

Double-click the far-left button in the form designer and add the following code to its
click event handler:

procedure ThemoControlX.ButtonlClick(Sender: Tobject):
begin
if FPatient.Handle = 0

then Memol.Lines.Text := 'No patient is currently selected!’

elsze Memol.Lines.Text := Fieszion.CallBPCText ('BEHOPTCE PTINGQ' ,FPatient.Handle) :

This code calls the remote procedure named BEHOPTCX PTINQ, passing it a single
parameter corresponding to the patient’s internal entry number (DFN), and places the
return text in the TMemo control. If the patient context is empty, it displays a
message to that effect instead.
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B.13.6 Testing the Component

Before we proceed to add additional functionality, let us test what we currently have.
To do this, we must first compile the project. Select Project | Build DemoControl
from Delphi's menu. The project should compile without errors. Next, we have to do
the COM registration. Select Run | Register ActiveX Server from Delphi’s menu to
do this. You should receive confirmation of successful registration.

Finally, we need to register our new component to the VueCentric Framework. The
easiest way to do this is to use the VueCentric System Management Utility. Run the
tool and login to the remote host. Select the Object Registry tab and in the Restrict
List To box, check Local Registry (this allows us to see local COM objects that are
not yet registered to the Framework). The list of objects will refresh. Now search the
list for the programmatic identifier of our newly created component,
DemoControl.DemoControlX, and select that entry.

In the upper right pane, click Copy to copy the local COM registration information
into the VueCentric Settings pane. In that pane, fill in the Name field with the display
name for the control. The choice of name is arbitrary. We’ll call it Demo Control.
Finally fill in the height and width fields with 100 and 200, respectively.

Click Apply at the bottom. The display should look something like this:

£ YueCentric System Management |

File Toaols Help

About | Object Registry ™. Template Registry . Site Parameters . Shutdown . Monitar

. COM Reaqistration
Objects [3153]: 4|
fects | ) J—J Programmatic |D;
Deftlert. SprmMavDefdlert 1 ~
DEGetBlockFmitN amesParam.DEGetBlock |DEMDCDNTHDL'DEMDCDNTHDM %
DElInzernT ableParam.DEInsertT ableParam Yersion: Source:;
D | : NIBOLZ | 1 | C:\DevelopmentyjunkiDemo\DemaoCantral.ocx Unreqister
DemoService DemoServicel - -
DERuntime. DERuntirme. 1 YueCentric Settings
device.1

General lnfn L Technical lnfn
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Figure B-17: VueCentric System Management window
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You may now close the utility. To test the component:

1. Start the Visual Interface Manager with the following flags: vim.exe /noupdate
/blank /trace.

2. After logging in, enter Design Mode.

3. Right-click on the desktop and select Add Object.

4. Expand the Name node and locate and add the Patient Identification Header.
5. Top align this control (right-click it in Design Mode to do this).

Find and add the Demo Control.

Set the alignment of this control to all.

8. Save this as a template named %DEMO for later retrieval.

9. Exit design mode and click Sync RPC.

You should see text in the memo control. Try clicking the Patient Identification
Header control and changing the patient selection. The contents of the memo control
are unaffected since we have not yet subscribed to patient context change events.
However, if we click the Syne RPC button again, the text that appears in the memo
control now pertains to the newly selected patient.
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. YueCentric

User Help

COORDINATING MASTER OF RECORD: ALBANY
Address: STREET aDDRESS UNEMODWMN Tempaorany: NO TEMPORARY
ADDRESS

UMK, CITY/STATE
County: UNSPECIFIED From/To: NOT APPLICAELE

FPhone: UNSPECIFIED Phone: HOT APPLICABLE
Office: UNSPECIFIED
Bad Addr:

aync RPC Azync RPC Fire Event

USER.POWER DEMO ClAINFORMATICS.COM INDIANAPOLIS, |

Figure B-18: VueCentric memo control

Now close the application.

Note: If you do not close the application now, you will receive an
error the next time you try to compile the project because
the control’s executable image is locked.

B.13.7 Subscribing to Patient Context Changes

As we noticed, our component retrieves information based on the currently selected
patient, but it does not respond when the patient selection changes. Let us fix this
deficiency by having our component subscribe to patient context changes and modify
the memo control’s contents when the context change occurs. To do this, we need to
use the type library editor.
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To view the type library editor, choose the View | Type Library menu option from
Delphi’s main menu. You should now see something similar to Figure B-19.

% DemoControl.lb

APOLS LSS M- @ 5
= %
e IDemoContiol: Antrbutes | Uses | Flags | Tewt |
+ @ DemoContiolE verts amoCont
& DemaCortrols R o o
Tohctiver cemB orderSiyle GUID: [(44254908 SC55-4808-8A98-DE31BE16E 1A5)
o & TPiniScale _
¢ f TiMouseButton Yersion 1o
- TuHelpT ppe il
@ PPUzeiTupet - |
Help
Help Sting [DemeControl Libeary
Help Contest |
Help Sting Conte:t: |
Help Sting DLL: |
Help Fie: |

Figure B-19: DemoControl window

Your GUIDs will be different, but otherwise the dialog should look the same as this
one. On the left, you see several entries. The IDemoControlX entry refers to the
default interface for our control.

Expanding that entry would reveal all of the properties and methods that are exposed
on the COM interface. IDemoControlXEvents is the standard event interface for our
component, which we will not make use of. DemoControlX is the actual component
itself. To make a component respond to context changes, the component must
implement the context change callback interface that is declared by the context object
itself.

To add this interface declaration to our component, we must first reference the
context object’s type library in our component’s type library. To do this, select the top
node labeled DemoControl. This node corresponds to our type library. When it is
selected, several tabs appear on the right.

Select the one labeled Uses. You should see the following:
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£ DemoControl.tlb
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Figure B-20: DemoControl window

This view shows the type libraries that are currently referenced by this type library.
To view all known type libraries, right-click the right pane and select Show All Type
Libraries from the pop-up menu.

You will now see a much longer list. Scroll down until you find the Patient Context
object and check that entry:
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'R A XY X

iR 2k
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Type library

| “ersion | File name ~

[ Cl& Component Support .. 4.4
[ Cl& Component Support ... 4.5
O Cl& Date Functions Servi.. 1.0
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O Cl& Encounter Context 0... 4.2
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O Cl& Integrated Electonic... 1.0
O Cl Integrated Electonic... 4.1
4.0
[ Cl& Print Services 11
O Cla Print Services 1.2
O Clas Site Context Object 4.0
O Cla User Contest Object 4.0

e N E [ PSRy vy Sty LR

Clé&s Patient Context Object

ohdeveloprmentivuecentricys
chdevelopmentyvuecentiche—
ch\DevelopmentyWueCentrict
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*

Figure B-21: DemoControl window
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Now add the Patient Context object’s context change interface to the component.
Select the DemoControlX node on the left and the Implements tab on the right.
Right-click the right pane and choose Insert Interface from the pop-up menu. A list
of known interfaces displays (Figure B-22).

Insert Interface

X]

Faont
FontEvents
ICS5_Patient

[|C55 FPatientk vents
| D atab rok.er
[Dizpatch
[ErumisRIANT
|Fant

IFicture

[Provider

|Stingz

[k

Picture

Ok

Cancel

Figure B-22: Insert Interface dialog

Select the ICSS_PatientEvents interface from this list and click OK. The type
library editor should now look like this:

1% DemoControl.tlb

AOSAdbE$ S BREN: gi=: R
—|-g% DemalContral
&% Demo .
4 @ DemoCantiol Attributes  Implements ] Flags ] CEIM+] Text I
- IDemoCortrol<E vents Interface | GUID | Source | Default Restricted
& DemoControbd IDemaControlx iC1DES4..  False Tiue False
+ TwtctiveFormBorderSyle IDemoContral<Events  {4653142..  Tie True False
+ T=PrintScale IC55_PatientE vents {0CA4TFC... Falze Falze Falze
+ TurouzeBution
+ TxHelpTvpe
.. PPUzerTypel
p ?
Modified

Figure B-23: DemoControl window
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Now we need to synchronize our program code with the changes we have made in the
type library editor. To do this, click the refresh button in the toolbar to refresh your
code. You should now see three new methods in your components class declaration
and three empty implementations in the code section:

function ThemoControlX.Pendingi3ilent: WordEBool): WidelString:
begin

end:

procedure ThemoControlX.Canceled:

begin
encl;

procedure ThemoControlX. Committed:
begin

end;

We will add code to each of these implementations to populate the memo control with
text indicating that each method has been invoked. Complete the implementations
with the code shown below:

function ThemoControlX.Pending(Silent: WordEBool) : Wide3tring:
begin
Hemol.Clear:

end;

procedure TDhemoControlX.Canceled:

¥t 1= 'Context Change Canceled.':

end;

procedure ThemoControlX. Committed:

'Context Change Committed.':

end;

When a context change is initiated, the Pending method will be called first. In this
method, we simply clear the memo control’s contents. Because we are not setting the
return value for the Pending method, we are essentially voting YES to the context
change. Assuming nothing else cancels the pending change, the Committed method is
called next. In that method, we set the memo control’s text to indicate that the context
change was committed. Now compile the project by selecting Project | Build
DemoControl from the menu. Since we made changes to the type library, we need to
re-register the control by selecting Run | Register ActiveX Server.
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Restart the Visual Interface Manager, this time with the following command line
options:

vim.exe /noupdate /trace /template=%DEMO

Once you login, you should see your component much as it looked before. Click the
Sync RPC button to verify that this still works. Now click the patient identification
header and select a different patient. Notice how the memo control’s contents have
now changed. We have now responded to a context change event.

€. YueCentric

User Help

Context Change Committed.

Swnc RPC Azunc RPC Fire Event Clear

USER POWER DEMO.CIAINFORMATICS.COM INDIANAPOLIS

Figure B-24: VueCentric dialog
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B.13.8 Calling a Remote Procedure in Asynchronous Mode

Our next task is to support calling our remote procedure asynchronously. To do this,
we need to implement the ICSS_SessionEvents interface that is defined in the CSS
type library. This is done in an identical manner to the ICSS PatientEvents interface
we implemented in the previous section. First, bring up the type library editor by
selecting View | Type Library. Select the DemoControl node on the left and the
Uses tab on the right.

If only checked entries are showing, right-click the right pane and select Show All
Type Libraries from the pop-up menu. Find the CIA Component Support Services
library in the list (select the highest version number if you see more than one) and
check it. Next select the DemoControlX node on the left and the Implements tab on
the right. Right-click the right pane and select Insert Interface from the pop-up
menu. Select the ICSS_SessionEvents interface and click OK. Finally, click the
refresh button to refresh your code. You should now see three new methods in your
code, all with empty implementations:

procedure ThemoControlX.EventCallback (const EventType,

Eventitubh: WideZtring):
begin

encl;

procedure ThemoControlX.RPCCallback (Handle: Integer:
L Dats: Wide3Itring) ;

begin

end:
procedure ThemolControlX. R allbhackError (Handle, ErrorCode: Intedger:
1wt ErrorText: Wideltring) s

hegin

ehnd;

At this point, we will ignore the EventCallback method, but will return to it later. Let
us add the following code to the other two methods:
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allbackiHandle: Integer:

COnsSt
hegin
FHandle := 0;
Memol.Lines. Text
end;
procedure TDemof : rackError (Handle, ErrorCode: Integer:
hegin
FHandle
Memol.Lin xt o 'An error occurred: ' + ErrorText:

end:

Here, we add the data returned by the asynchronous call to the memo control if it
completed normally, or the text of the reported error if it did not.

Next, we will add code to the Asyne RPC button to call our remote procedure in
asynchronous mode. To do this, double-click that button in the form designer and
complete the click event handler as shown:

procedure ThemoControlX.ButtonZClick (3ender: Tohject) !

a2l lRPCAibort (FHandle)
"Asynchronous Eemote Procedure Inwvoked.'!':

FHandle : Ses: e,self, True) ;

end;

Note that we are first aborting any asynchronous remote procedure in progress before
we call it again.

Now add a declaration to the private section of the component’s class for the FHandle
variable used to store the returned handle:

priwvac

FHandle: Integer:

FPatient: I
Foe=ss=sion: I

Now, since we are already equipped to respond to patient context changes, let us add
code to abort an asynchronous call in progress when a context change occurs. We will
add this code to the Committed method:
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procedure ThemoControlX. Committed:

begin

Memol.Lines.Text := 'Context Change Committed.':

if FHandle <> 0O

then begin
Fiegzsion.CallRPCibort (FHandle) ;
FHandle := 0;

end;

Now it is time to test our component again. Recompile the project by selecting
Project | Build DemoControl and, because we have again made type library
changes, re-register the component by selecting Run | Register ActiveX Server.
Now restart the Visual Interface Manager as before. This time, click the Async RPC
button. You should at first see the text “Asynchronous Remote Procedure Invoked” in
the memo control. After a small delay, you should see the results of the remote
procedure appear. Note that TaskMan must be running to invoke a remote procedure
asynchronously, so if you do not receive data from the call, make certain TaskMan is
running.

B.13.9 Firing an Event

Let us now add the capability of firing an event. We are going to fire a local event
called “STATUS.” The Visual Interface Manager subscribes to this event and
displays the data associated with it in its status bar. Double-click the Fire Event
button in the form designer and complete the click event handler as follows:

procedure ThemoControlX.ButtoniClick (Zender: TChiject):
begin

Fieszion.EventFireLocal (' 3TATUOS!' , 'Status event fired by DemoControl. ') :

Recompile the project and test in the Visual Interface Manager as before. Click the
Fire Event button and you should see the event data appear in the status bar:

USER.POWER DEMO.CIAINFORMATICS.COM IMDIAMAPOLIS, M Status event fired by DemoContral.

Figure B-25: Status bar

B.13.10 Subscribing and Responding to an Event

Finally, we will enable our component to respond to STATUS events. This requires
two steps. First, we must implement the callback interface for responding to events.
Since this is the same interface (ICSS_SessionEvents) we implemented earlier for
responding to asynchronous remote procedures, we have already done this. All we
need to do is to fill in the implementation for the EventCallback method.
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Find this method in your component’s implementation section and complete as
follows:

procedure TDhemoControlX.EventCallback (const EventType,
EventZtubh: Widel3tring):
JEdin

Hemol.Lines.Text = EwventType + ': ' + EwventItub;
end;

This will display the event name and data in the memo control.

Next, we need to subscribe to the STATUS event. To do this, return to the Initialize
method and add the following line of code:

procedure TDhemolontrolX.Initialize;
negin

inherited Initiali:

Onboti

Oncli

OnCreate

Faession.Event3ubscribe (' 3TATUOS!' ,self) ;

Now recompile and test your component as before. Now, clicking the Fire Event
button also displays the event data in the memo control:
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B.13.11

£, YueCentric

User Help

STATUS: Status event fired by DemoControl.

Sync RPC Agync RPC ‘ Fire Event | Clear

USER.POWER DEMO.CIAINFORMATICS.COM INDIANAPOLIS

Figure B-26: VueCentric dialog

Summary

You have learned how to create an Active Form control, edit type libraries, reference
the Session and Patient Context objects, call remote procedures synchronously and
asynchronously, and fire and receive events. You should now be well prepared to
create components on your own.

B.14 Creating Visual Components with Visual Basic
Visual Basic offers the ActiveX Control project type for creating visual components.
This control is the equivalent to Delphi’s Active Form in that it is essentially a form
hosted within an ActiveX wrapper.

B.14.1 Creating the ActiveX Control Project
To create an ActiveX Control project, select File | New Project from Visual Basic’s
main menu. This will bring up the project selection dialog as show below:
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New Project £|
2 ZE X c =
i« I
Standard EXE  ActiveX EXE  ActiveX DLL il
Help |
£ £ 4 &
) o =
P P T
WB Application  YB Wizard Ackive Ackives
Wizard Manager Document DIl Document Exe
B T B B¢
Addin Daka Praoject DHTML 115 Applicakion
Application
P % =

Figure B-27: New Project dialog

Select the ActiveX Control project type and click OK. This creates a project called
Projectl (which will form the first part of the component’s programmatic identifier)
containing an ActiveX control called UserControll (which will form the second part

of the component’s programmatic identifier):

File Edit Wiew Project Format Debug Run Query Diagram Tools Add-Ins Window Help

ol -|@‘EE§¢§|E@W@&|

Infragistics |

Figure 94-3: Visual Basic Design pane

E@ User Controls

------ E UserControll {UserConl

< il | =
Properties - UserControll m
|Userl:ontr0|l UserControl |

Alphabetic |Categ0rized I

UserConftroll A
Accesskeys |
Alignable False =
Appearance 1-3D0 "
AukoRedraw False
Eackicolor [] &Hs0o0000F
Backstyle 1 - Opaque
BorderStyle 0 - Mone
(CanietFocus True
ClipBehavior 1 - Use Region
ClipControls True
ControlContainer | False
|DataBindinaBeha: 0 - vblone b

{Name)
Returns the name used in code to
identify an object,
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Since we would like our programmatic identifier for this control to be
DemoControl.DemoControl2, we need to rename the project and the control. To
rename the project, select the project in the Project pane (upper right in the above
illustration), and edit its Name property in the Properties pane (lower right) to be
DemoControl. To rename the control, select the control name in the Project pane and
edit its Name property in the Properties pane to be DemoControl2.

Our project should now look like this:

#5, DemoCo 0 050 al Ba desig L
File Edit Wiew Project Format Debug Run Query Diagram Tools Add-Ins Window Help
ol -|@‘EE§¢§|E@W@&|
B-a-T@EE s Eeso o) ) [ MERERAN L oo 7 4600 x 3600
x| Project - DemoControl x|
General | | (]
L = DemoControl {DemoContrc
A I_ .................... E@ User Contrals
abl oLl oLl b @DemoControlZ(DemoCc
o
O]
¥ &
BBEE s
.................... r 1l | 3
mm B | 2 peeeesssscscccccccanaacaaacaas &J L2
= cpoo000000000000000n 0 Properties - DemoControl2 [ x]
) 52 Bl |Demol:ontrol2 UserContraol |
£ Alphabetic | Categorized |
. DemoCantralz A
Accesskeys
% Alignable False =
e Appearance 1-3D0 "
i E AutoRedraw False
Eackicolor [] &Hs0o0000F
Backstyle 1 - Opaque
BorderStyle 0 - Mone
(CanGetFocus True
ClipBehavior 1 - Use Region
ClipControls True
ControlContainer False
|DataBindinaBeha: 0 - vblone L
{Name)
Returns the name used in code to
Infragistics | identify an object.

Figure B-28: Visual Basic Design pane

There is one final setting we should change for our project. Select Project |
DemoControl Properties from the main menu. Select the Make tab and check the
Auto Increment check box under Version Number. Close the dialog by clicking OK.

B.14.2 Designing the Form

Next, we are going to add a TextBox control and four buttons to the form. First,
double-click the TextBox component on the component palette to add it to the form.
Resize the control in the form designer to fill the upper 3/4 of the form. In the
properties pane, change its MultiLine property to True. Add four CommandButton
controls to the form using the same technique, and arrange them at the bottom of the
form as shown in Figure B-29
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Test

Commandl ‘ Command? ‘ Comrand3 ‘ Commandd ‘

Figure B-29: Visual Basic Design pane

Now modify the Caption property of each button, from left to right, to Sync RPC,
Async RPC, Fire Event, and Clear. Double-click the far-right button that is now
labeled Clear to generate a handler for its click event and complete it as shown
below:

Private Zub Cormmandd Clickl()

End Zub

B.14.3 Accessing the Session Object

Note: Visual Basic can have difficulty locating components that
are registered using side-by-side versioning. You may find
the need to copy the required components to the system
directory before adding them as references to the project.

Before we can perform a remote procedure call, we must obtain access to the Session
object within the CSS. For Visual Basic to access any COM object, it must first
reference that object within its project. To do this, select Project | References... from
the main menu. In the reference list, find the CIAT Component Support Services
entry and select it:
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References - DemoControl.vbp

Available References: O,

CertMar 1.0 Type Library ~ Cancel

CFtpw'pp 1.0 Type Library

C_IAL Companent Managemenk Service
Ml-141 Component Suppork Services

CIAI Dake Functions Service

ZIAI Encounter Contexk Object ﬂ

ZIAI Patient Conkext Object

Browse, ..

i

_IAI Prink Services Priarity
CTAI Site Context Ohjeck Help
CIAL User Conkext Object +

ZIAI Misual Interface Manager
cic 1.0 Type Library
CMProps 1.0 Tvpe Library
OOl RCAT 1.0 Tvne | ibrary
< >

CIA Component Suppark Services

Location:  CHMWINDOWS!Syskem3zCas. dl
Language: Skandard

Figure B-30: References dialog

Now click OK to close the form. The project now has a reference to the CSS type
library and can access objects within it.

Next, we need to declare a global variable to hold our reference to the Session Object.
To do this, select (General) in the code editor and add the following code:

M DemoControl - DemoControl2 (Code) E@g|

{General} ﬂ |{Declara‘ti0ns} J
Dim giession ks CIA C55.C55 Session

Frivate Zub Commandd Clicki)
Textl. Text =
End 3ub

Figure B-31: DemoControl2
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Now we need to store a reference to the Session object in our global variable,
gSession. Select the UserControl class in the left drop-down box of the code editor
and its Initialize method in the right drop-down box. This will create an empty
implementation for the Initialize method. Next, complete the implementation by
adding the following code:

M DemoControl - DemoControl2 [Code)

|Userc-&|‘rtrol j |Initialize

Private Sub UsercControl Initialize()
Dim Jerwver Az New CIA C33.C35 Server
Set giession = Server.Session
Jet Serwver = Nothing

End Sub

Figure B-32: DemoControl — Private Sub UserControl Initialize

This code obtains a temporary reference to the Server object, retrieves a reference to
its Session object, and releases the Server object. At this point, you now have a
reference to the Session object stored in the global variable, gSession.

B.14.4 Accessing the Patient Context Object
Before we can access the Patient Context object, we must add a reference to it to our
project in the same manner as the Session object. To do this, select Project |
References... from the main menu and locate “CIAI Patient Context Object” in the
reference list. Check the box next to the entry and close the dialog by clicking OK.
Next, we need to add a global variable to hold the reference to the Patient Context
object, just as we did for the Session object. Return to the (General) section of the
code editor and add a global variable declaration as shown:
Dim gPatient Az C33 Patient.Patient
Dim g3eszion
Now return to the Initialize method of the UserControl and add the following code to
initialize the variable:
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M DemoControl - DemoControl2 (Code)

UserControl j |Initialize

3 rer = Nothing
Jet gPatient = giession.FindlerviceByProglID (™C33 PATIENT.PATIENT™)
End Zub

B.14.5 Calling a Remote Procedure in Synchronous Mode

Now we are ready to add code that will invoke a remote procedure and return its data
in the TextBox control. First, we will add a click handler to the first button (labeled
Sync RPC) to execute a remote procedure that returns detailed information about the
currently selected patient and populates the TextBox control with the results. Double-
click the far-left button in the form designer and add the following code to its click
event handler:

Priwvate 3ubh Commandl Click(]
If gPatient.Handle = 0 Then
Textl.Text = "No patient is currently selected®

Textl.Text = giezssion.CallRPCText ("EEHOPTCX PTINQ"™, gPatient.Handle)

End Sub

This code calls the remote procedure named BEHOPTCX PTINQ, passing it a single
parameter corresponding to the patient’s internal entry number (DFN), and places the
return text in the TextBox control. If the patient context is empty, it displays a
message to that effect instead.

B.14.6 Testing the Component

Before we proceed to add additional functionality, let us test what we currently have.
To do this, we must first compile the project. Select File | Make DemoControl.ocx...
from the main menu. The project should compile without errors.

Next, we need to register our new component to the VueCentric Framework. The
easiest way to do this is to use the VueCentric System Management Utility. Run the
tool and login to the remote host. Select the Object Registry tab and in the Restrict
List To box, check Local Registry (this allows us to see local COM objects that are
not yet registered to the Framework).
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The list of objects will refresh. Now search the list for the programmatic identifier of
our newly created component, DemoControl. DemoControl2, and select that entry. In
the upper right pane, click Copy to copy the local COM registration information into
the VueCentric Settings pane. In that pane, fill in the Name field with the display
name for the control. The choice of name is arbitrary. We’ll call it Demo Control.

Finally fill in the height and width fields with 100 and 200, respectively. Now click
Apply at the bottom. The display should look something like this:

£, VueCentric System Management [

File Help

About | Object Registy . Template Registry

<]

DE GetBlockFmtM amezFaram.DEGetBlock A

Objects [2528]:
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DERuntime. DERuntime. 1
device.1

DeviceRect DeviceRect.1
DevMarabout, Devigribout.
Devh grE stension DevMgiE xtension. 1
Devid arSnapin. DevtgrS napin 1
DfrgCH.DrgCH.1
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Figure B-33: VueCentric System Management dialog

You may now close the utility. To test the component, start the Visual Interface
Manager with the following flags:

vim.exe /noupdate /blank /trace

After logging in, enter Design Mode, right-click the desktop and select Add Object.
Expand the Name node and locate and add the Patient Identification Header. Top
align this control (right-click it in Design Mode to do this).

Next find and add the Demo Control. Set the alignment of this control to all. Save this
as a template named %DEMO for later retrieval. Now exit design mode and click the
Sync RPC button. You should see text in the TextBox control. Try clicking the
Patient Identification Header control and changing the patient selection.
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Note that the contents of the TextBox control are unaffected, since we have not yet
subscribed to patient context change events. However, if we click the Sync RPC

button again, the text that appears in the TextBox control now pertains to the newly
selected patient.

£. YueCentric

User Help

I o
I - .

—— I  OC7 .

I:DDFIDIN.&TIHE M.&STEF! OF RECORD: ALBANY
address; STREET ADDRESS UNKMOWN Temporany: NO
TEMPORARY ADDRESS

UMNE. CITY/STATE
County: UNSPECIFIED From/To: NOT APPLICABLE
Phone: UNSPECIFIED Phone: NOT APPLICABLE
Office: UNSPECIFIED
Bad Addr:

Confidential Address; Confidental Address Categones:
WO CONFIDEMTIAL ADDRESS

Sync RPC ‘ Agync RPC ‘ Fire Event | Clear ‘

USER.POWER DEMO.CIAINFORMATICS.COM INDIANAPOLIS,

Figure B-34: VueCentric dialog

Now close the application (note: if you do not close the application now, you will

receive an error the next time you try to compile the project because the control’s
executable image is locked).
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B.14.7 Subscribing to Patient Context Changes

As we noticed, our component retrieves information based on the currently selected
patient, but it does not respond when the patient selection changes. Let us fix this
deficiency by having our component subscribe to patient context changes and modify
the TextBox control’s contents when the context change occurs. To do this, we need
to direct our component to implement the callback interface for patient context
changes, ICSS_PatientEvents. Return to the (General) section of the code editor and
enter the following line of code:

Implement=s IC33 PatientEvents

From the left drop-down box in the code editor, find and select the
“ICSS_PatientEvents” entry. In the right drop-down box, you will see three methods:
Pending, Canceled, and Committed. Select each one in turn to generate
implementations for each. Your code should look like this:

M DemoControl - DemoControl2 (Code)

ICSS5_PatienmtEvents ﬂ |Comm'meil

PatientEvents Canceled()

End Sub

Private Sub IC33 PatientEvents Committed()

End Sub
Priwvate Function IC33 PatientEwvents Pending(ByWal Zilent A= Boolean] As 3cring

End Function

We will add code to each of these implementations to populate the TextBox control
with text indicating that each method has been invoked. Complete the
implementations with the code shown below:
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M DemoControl - DemoControl2 (Code)

ICS5S5_PatientEvents

3ilent As Boolean) As 5

When a context change is initiated, the Pending method will be called first. In this
method, we simply clear the TextBox control’s contents. Because we are not setting
the return value for the Pending method, we are essentially voting YES to the context
change. Assuming nothing else cancels the pending change, the Committed method is
called next. In that method, we set the TextBox control’s text to indicate that the
context change was committed. Now compile the project by selecting File | Make
DemoControl.ocx... from the menu. Now restart the Visual Interface Manager, this
time with the following command line options:

vim.exe /noupdate /trace /template=%DEMO

Once you login, you should see your component much as it looked before. Click the
Sync RPC button to verify that this still works. Now click the patient identification
header and select a different patient. Notice how the TextBox control’s contents have
now changed. We have now responded to a context change event.
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Sli=]E3

User Help

Context Change Committed.

Sync RPC ‘ Azync APC ‘ Fire Event ‘ Clear ‘

USER.POWER DEMO.CIAINFORMATICS.COM INDIANAPOLIS,

Figure B-35: VueCentric dialog

B.14.8 Calling a Remote Procedure in Asynchronous Mode

Our next task is to support calling our remote procedure asynchronously. To do this,
we need to implement the ICSS SessionEvents interface that is defined in the CSS
type library. This is done in an identical manner to the ICSS PatientEvents interface
we implemented in the previous section. Return again to the (General) section of the
code editor and add the following:

Implements IC33 S3essionEvents
Implements ICS5 PatientEvents

Dim ogPs
Dim g3
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As we did with the ICSS PatientEvents interface, select “ICSS SessionEvents” from
the left drop-down box and each of its three methods in turn from the right drop-down
box. This will create blank implementations for each method.

ZionEvents RPCCallbac Wal Handle As Long, EvyWal Data Ls 3tring)

sionEvents_RPCCallbackError 7Wal Handle As Long, ByVal Errorio A= Long, ByVal ErrorText As String)

At this point, we will ignore the EventCallback method, but will return to it later. Let
us add the following code to the other two methods:

Friwvate Sub SessionEvents RPCCallback (BvyWal Handle Az Long,

gHandle

_RPCCallbackError (EyWVal Handle
gHandle
Textl.Text "in error occurred: " 4+ ErrorText

End Zub

Here, we add the data returned by the asynchronous call to the TextBox control if it
completed normally, or the text of the reported error if it did not.

Next, we will add code to the Async RPC button to call our remote procedure in
asynchronous mode. To do this, double-click that button in the form designer and
complete the click event handler as shown:

Priwvate Sub Command:s Clicki()
If gHandle <> 0 Then g3ession.CallRPCibort [(gHandle)

Textl.Text = "hsyvhchronous Femote Procedure Inwvoked.™
gHandle = gSession.CallRPChsync ("EEHOPTCE PTINQT™, gPatient.Handle, Me, True)
End Sub

Note: We are first aborting any asynchronous remote procedure
in progress before we call it again.

Now add the global variable declaration to the (General) section of the code editor to
store the returned handle:
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Iim gHandle Az Integer

-

Dim gPatient 4Lz C atient.

Now, since we are already equipped to respond to patient context changes, let us add
code to abort an asynchronous call in progress when a context change occurs. We will
add this code to the Committed method:

Priwate Sukb IC3S
Textl.Text
If gHandle <> 0 Then

giession.CallBRPCibort [(gHandle)
gHandle =

End Suhb

Now it is time to test our component again. Recompile the project by selecting File |
Make DemoControl.ocx... Now restart the Visual Interface Manager as before. This
time, click the Async RPC button. You should at first see the text “Asynchronous
Remote Procedure Invoked” in the TextBox control. After a small delay, you should
see the results of the remote procedure appear. Note that TaskMan must be running to
invoke a remote procedure asynchronously, so if you do not receive data from the
call, make certain TaskMan is running.

B.14.9 Firing an Event

Let us now add the capability of firing an event. We are going to fire a local event
called “STATUS.” The Visual Interface Manager subscribes to this event and
displays the data associated with it in its status bar. Double-click the Fire Event
button in the form designer and complete the click event handler as follows:

Priwvate Sub Command3 Click()

goession.EventFireLocal "3TATUS", "Status ewvent fired by DemoControl. '™

End 3ub

Recompile the project and test in the Visual Interface Manager as before. Click the
Fire Event button and you should see the event data appear in the status bar:

USER.FOWER DEMO.CIAINFORMATICS.COM IMDIAMAPOLIS, 1N Statuz event fired by DemoContral

Figure B-36: Status bar
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B.14.10 Subscribing and Responding to an Event

Finally, we will enable our component to respond to STATUS events. This requires
two steps. First, we must implement the callback interface for responding to events.
Since this is the same interface (ICSS_SessionEvents) we implemented earlier for
responding to asynchronous remote procedures, we have already done this. All we
need to do is to fill in the implementation for the EventCallback method.

Find this method in your component’s implementation section and complete as
follows:

FPrivate Sub ICH GessionEvents EventCallback(BEyvWal EventType

Textl.Text = E‘.FEHETE,FIJE + ": " 4+ Ewventitub
End Sub

This will display the event name and data in the TextBox control.

Next, we need to subscribe to the STATUS event. To do this, return to the Initialize
method and add the following line of code:

P

Sion. F1n|_1_-n:r_"ln:EE-**Prn:u::III|”IZ":‘-':- PATIENT.PATIENT™)

g5e551nn EventSuhscrlhe TETATUOS™, HMe

End Sub

Now recompile and test your component as before. Now, clicking the Fire Event
button also displays the event data in the TextBox control:
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B.14.11

€. YueCentric
User Help

- 12ap

STATUS: Status event fired by DemoControl.

Sync RPC ‘ Async RPC ‘ Fire Event

USER.POWER DEMO.CIAINFORMATICS.COM INDIANAPOLIS, IN

Figure B-37: VueCentric dialog

Summary

You have learned how to create an ActiveX control, reference the Session and Patient
Context objects, implement interfaces, call remote procedures synchronously and
asynchronously, and fire and receive events. You should now be well prepared to
create components on your own.

B.15 Creating Visual Components with C#
NET Window Controls may be used in the VIM through a COM-interoperability
feature of the .NET framework known as the COM Callable Wrapper (CCW). This
wrapper transparently exposes a .NET Window Control as an ActiveX object and
requires little effort on the part of the developer. While any .NET-compatible
language may be used, we choose C# for this example.
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B.15.1 Creating the Windows Control Project

To create an Active Form project, select File | New | Project.... This will display the
project selection dialog as shown below:

New Project |E|

Project Types: Templates: Bo &
[_7 wisual Basic Projects ﬂ ﬂ P
v | visual C# Projects rE

(1 visual 2# Projects \Windows Class Library \Windows

+-{_7]) Wisual C++ Projects application Cantral Library
[( setup and Deployment Projects

+-[_] Other Projects El% @

[ wisual Studia Solutions
Smark Device  ASP.MET 'Web ASP.MET “Web
Application Application Service

A project For creating conkrols bo use in Windows applications

WE=H | WindowsControlLibraryZ

Location: | o\ Development)YueCentricObjects ﬂ Browse. ..

Project will be created at c:iDevelopmentivueCentrict ObjectstWindowsControllibrary 2,

FMore (0] | Cancel ‘ Help |

Figure B-38: New Project dialog

Select Visual C# Projects in the left pane and Windows Control Library in the right
pane. Modify the Name to DemoControl and click OK.

The form designer will display:
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*% DemoControl - Microsoft Visual C# .NET [design] - UserControll.cs [Design]

File Edit Miew Project  Build

Debug Data  Tools  Window  Help
- & ) Debug ~ [ GetManifastResourceStream - 59 2
A e 8o,
Stark Page  UserControll.cs [Design]l Solution Explorer - DemaCantral
oM D b n| =E B[] 3
-
=

E Solution ‘DemoControl' (1 project)
- £¥ DemoControl
+ (= References
[#] assemblyInfo.cs
UserContrall.cs

E Solution Explorer E Class Wiew

Properties

=

Lef|x

| UserControll.cs File Properties

|| Buid Action

Custom Tool
Custarn Tool Mamespace

Build Action

Oukpuk

Compile

KN

Hows the File related to the build and deployment processes,

TaskList B Output

Properties 9 Dvnamic Help
Ready

Figure B-39: DemoControl window

Next, right-click the node named “DemoControl” from the Solution Explorer pane
(upper right) and select Properties from the pop-up menu. Select Configuration

Properties | Build from the left pane and change the “Register for COM Interop”
property in the right pane to True. Click OK to close the dialog.
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DemoControl Property Pages

Canfiguration: |P.ctive(Debug}| j Flatfarm: |P.u::ive(.NET}l ﬂ Configuration Manager. .. |
(23 Common Propertics S|
=5 Configuration Properties Conditional Compilation Constan DEEUG; TRACE
g Build pimize Code False
Debugaging “heck For Arithmetic Overflow/L False
Advanced Allovy Unsafe Code Blocks False
=
‘Warning Level Warning level 4
Treat Warnings As Errars False
Supprecs Specific Warnings
=
Output Path binDebug),

ML Documentation File
zenerake Debugging Information True
Register For COM Interop True ﬂ

Register for COM Interop
Reqgister the project's output file For use with COM components,

oK | Cancel ‘ Apply ‘ Help |

Figure B-40: DemoControl window

Next, rename the component from UserControll to DemoControlCS by first clicking
the control’s form in the Form Designer (upper left) and then modifying its Name
property in the Properties pane (lower right) to DemoControlCS.

Also, change the BackColor property to “ControlLight.” (If you do not change the
default color, it will appear black in the VIM.) Then resize the form on the form
designer to accommodate the controls you will be placing on it by grabbing the lower

right sizing grip and dragging it to its desired position. Your project should now look
like this:
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2% DemoControl - Microsoft Yisual C# .NET [design] - UserControl1.cs [Design]®
File Edit ‘ew Project Buld Debug Data Format  Tools  Window  Help

@ AER= LRI p Deaug + # GetManifestResourceStream ) = 7
CVEEBEEEEES 2
Start Page  UserControll.cs [Design]*| 4 [ ® || Solukion Explorer - DemoCaontral o x
2 =B E 9
z @ Salution 'DemoContral’ {1 project)
% = £ DemoControl
= 4 =) References

B AssemblyInfo.cs
UserContrall.cs

@ Salution Explorer § Class Wiew

Properties a x

|Demol:ontroll:5 System.Windows.Forms.UserContrj

= [ A
(DataBindings) i‘
Cutput o x {CrnamicProperties)
J (Marne) DemoControlCs
-
AccessibleDescription
AccessibleMame
AccessibleRole Diefault j
{DataBindings)

This collection holds all the bindings of properties of this
contral bo daka sources,

TaskList Bl Oukput Froperties 0 Cyenamic Help

Ready

Figure B-41: DemoControl window

Now we are going to add a text box and four buttons to the form. First, open the
component palette by hovering the mouse pointer over the ToolBox icon to the left of
the Form Designer. Locate the TextBox control (you may need to scroll the
component list to find it) and double-click to add it to your form. Next, from the Form
Designer, select the newly added TextBox control by clicking it. In the Properties
pane, edit its Dock property to Top and its MultiLine property to True. Then resize it
to fill most of the form (allowing space at the bottom for buttons) by grabbing its
resizing grip and dragging to the desired position.

Next, add four buttons to the form by opening the component palette as before and
double-clicking the Button control. Repeat this three more times. You will see four
buttons on your form. Drag them to the desired positions at the bottom of the form.
Set the Anchor property for each button to (Bottom,Left). An easy way to do this is to
select the first button by clicking it, then clicking the remaining three while holding
down the Shift key. This will select all four buttons. Then modify the Anchor
property to the desired value. This will change the property values for all four
buttons.
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While we are here, we are going to add an empty handler for the Load Event. To do
this, switch the property editor view to events by clicking the lightning bolt icon in

the toolbar. Find the Load event in the list and double-click in the empty box to the

right of it. You should now see the code editor with your empty event handler:

private wvold DemoControl Load (object sender,

We will complete this event handler in a moment. For now, return to the design view
by clicking the appropriate tab. Your form should now look like this:

2% DemoControl - Microsoft Visual C# .NET [design] - UserControl1.cs [Design]*

File Edit Wiew Project Build DCebug Data Format  Tools  Window  Help

@ - = K - p Deaug > # GetManifestResourceStream - ?’) 5
CREBS g 7

Skart Page  UserControll.cs [Design]*l 4 [+ ¥ || Soltion Explorer - DemoContral 3 x
Lyl o n | EEE g

_ textBoxd — : -

g Q Solution 'DermoCaontral' {1 projeck)

% - 4 DemoControl

=

+)- 4= References
Ebl fssemblyInfo.cs
UserContrall.cs

@ Solution Explorer Q Class View

Properties 3 X

|DemnEuntroIE5 System.Windows.FUrms.UserCDntrﬂ

2= |44 )= #

{DataBindings) =
..................................................... {DvnamicProperties)
i . - . {Mame) DemoControlCs
button C button2 o button3 C buttond AccessibleDescription
D .......................... D .......................... D ﬂCCESSIblENamE Eoooooe:
#ccessibleRale Default
AllowDrop False
Gt R X Aukoscrol False
j AutoscrolMargin 0,0
AutoscrolMingize 0,0
?aCIkCDth ; g L:Zontr‘ol ﬂ
(DataBindings)
This collection holds all the bindings of properties of this
contral ko data sources,
Task List Bl Output Properties 8 Dvnamic Help

Ready

Figure B-42: DemoControl window

Now modify the Text property of each button, from left to right, to Sync RPC, Async
RPC, Fire Event, and Clear. Double click the far-right button that is now labeled
Clear to generate a handler for its click event and complete it as shown below:

Technical Manual Volume 4 Developer Tutorial
September 2020

170



Electronic Health Record (EHR) Version 1.1

private woid buttond Clickiok)

textBoxl.Clear () :

B.15.2 Accessing the Session Object

Before we can perform a remote procedure call, we must obtain access to the Session
object within the CSS. For C# to access any COM object, we must first add its
reference information to the project. This is done by selecting Project | Add
Reference... from the menu. Select the COM tab and locate the entry named CIAI
Component Support Services from the list. Select that entry by clicking it, the click
the Select button. The list item should now appear in the bottom pane of the dialog as
shown:

Add Reference E]

MET  COM ] Projects |

Erowse. .,

Component Mame | Tvpelib Yersion | Path .
CIAI ChartMote Mote Authoring 1.0 c:\Developmenttyu
CIAI Chat Cornponent 1.0 o\ Developrmentiu
CIAI Chat Service 1.0 c:Ydevelopmentivu
CIAI Chronic Pain Management Utilicy 1.0 Y Developmentivu
ZIAI Chronic Pain Patient Management 1.0 c:hdevelopmentiv
ZIAI Chronic Pain Reports 1.0 Y Developmentivu
CIAI Clinical Reminders Servi 4.0 o:developrmentiv

] C:\developmenthvu
CIAI Consult Orders Cover Sheet 1.0 o:\Developrmentivu
CIAI CPRS Context Adapter 1.0 o:\Developrmentivu .
FTAT Teimmm M memim s A ek P b in PELY SRR PN i,
£ >

Selected Components:

Campongnt Marne Type | Source | Rermoswe

CIAL Component Suppark Services  COM c:\developrientivuecentricideb, ..

Ok, | Cancel Help

Figure B-43: Add Reference dialog

Finally, click OK to close the dialog and add the reference to your project. You will
now see a new entry in the Solution Explorer pane under the References node named
CIA_CSS.

Now that you have added reference information for the CSS, we can add code to
access the Session object. First, add an instance variable to the class declaration of
your control and name it “Session.” This will be used to hold a reference to the
session object.
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public o s DemoControlcs @ 3ystem. Windows.Forms.UserControl

private CIA C33.IC33 Jession session;
te 3 =xtEax

E 1. Windows.Forms. TextBox
m. Windo . Button
1. il . Button
m. Windo . Button

1. Windo 5 Eutton hbuttond;

To obtain a reference to the Session object, add the following line of code to the Load
event handler we created earlier:

private wold DemoControlC? Loadiohiect

gezsion=new CIA C33.C35 ZerverClass|) .3eszion:

We must also be sure to properly release this reference when the object is destroyed.
To do this, locate the Dispose method implementation for the control and add the
following lines of code:

protected override woid Dispose| bool disposing )

if (session!=null)

Marshal.ReleaseCowmlbhiject (session) !
session = null;

disposing |

if [ componentz '= null )

components.bispose () ;

dizposing ):

B.15.3 Accessing the Patient Context Object

Before we can access the Patient Context object, its reference information must be
added to the project in the same manner as you did with the Session object. From the
Add Reference dialog, double-click the entry “CIAI Patient Context Object” to add it
and click OK to close the dialog. A new reference should appear in the Solution
Explorer pane named CSS_Patient.

Next, declare an instance variable to hold the reference:
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public class DemoControl : System. Windows.Forms.UserControl

pri e CIA C . ion =

private C33 Patient.IC33 Patient patient:

LWind

m. Windo Form=z.Button
m. Windo Forms.Button
. Windao Forr Button
Windows .Button

Now, we need to obtain a reference to the Patient Context object. Because this object
is just a special kind of service, we use the Session object to retrieve a reference to it.
Add the following line of code to the Load event handler to do this:

private woid DemoControlCS Load({okject sender, =
{
session=new CIA C35 serverClassi) .o

patient=session.Find3erviceByFrogID("C33 Patient.Patient™) as C33 Patient.IC33 Patient;

The above code will cause the Session to locate (and start if not already started) the
indicated service, in this case the Patient Context object. Because this function returns
a reference to the default IUnknown interface, it must be cast to the desired interface,
in this case ICSS_Patient.

As before, we must release all object references when the control is destroyed. To do
this, add the following lines of code to the Dispose method:

protect [ hool disposing )

=

Marshal.Rele ComJhject (session) ;

= null;

if [(patient'=null)

Marzshal.ReleazeComCbiject (patient) ;!

patient = null;
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B.15.4 Calling a Remote Procedure in Synchronous Mode

Now we are ready to add code that will invoke a remote procedure and display its
data in the TextBox control. First, we will add a click handler to the first button
(labeled Sync RPC) to execute a remote procedure that returns detailed information
about the currently selected patient and populates the TextBox control with the
results. Double-click the far-left button in the form designer and add the following
code to its click event handler:

private wvoid buttonl Click(object sender, System.Eventlro:

if (patient.Handle==0)]
textBoxl.Text="No patient 1is currently selected™;

textBoxl.Text=seszion.CallRPCText ("BEHOPTCE PTINQ", patient.Handle) ;

This code calls the remote procedure named BEHOPTCX PTINQ, passing it a single
parameter corresponding to the patient’s internal entry number (DFN), and displays
the return text in the TextBox control. If the patient context is empty, it displays a
message to that effect instead.

B.15.5 Testing the Component

Before we proceed to add additional functionality, let us test what we currently have.
Before compiling the project, we must first assign a unique GUID to our new control.
If we do not do this, the control will be assigned a new GUID every time it is
registered, which is not desirable. First, we must add a reference to the COM Interop
Services namespace to our project as shown:

Collections:

ComponentModel:

r. Drawing:
e . I
. Windows. Forms;

uzing Iystewm. Puntime. Interoplervices;

Next, we must obtain a unique GUID to assign to our component. To do this, select
Tools | Create GUID from the menu. The following dialog appears:
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Create GUID

cops th resche 1 the cipboard (he eadts can then be
pazted into your source code). Chooze "Exit'’ when Mew GLID
dote.

GUID Format E it

" 1. IMPLEMEMT_DOLECREATEL .)

" 2 DEFINE_GUID(...)

7 3 static const stuct GUID = ..}

(v 14 Fegisty Format [ie. {uxssmms-mams . w1

R esult

{045FBBD9-65F0-473b-8884-309F A D E22ECE}

Figure B-44: Create GUID dialog

Select the format labeled “Registry Format,” click the Copy button to copy the GUID
to the clipboard, then click Exit to close the dialog. To assign a static GUID to our
control, insert the following attribute declaration just prior to the class declaration for
the control. Where the GUID appears in the declaration, paste the contents of the
clipboard and delete the curly braces.

[Guidittribute ("O048FEED9-65F0-473b-38334-909FADAEESCE™) ]
C3 : System.Windows 5

Now we are ready to compile the project. Select Build | Build Solution from the
menu.
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Finally, we need to register our new component to the VueCentric Framework. The
easiest way to do this is to use the VueCentric System Management Utility. Run the
tool and login to the remote host. Select the Object Registry tab and in the Restrict
List To box, check Local Registry (this allows us to see local COM objects that are
not yet registered to the Framework). The list of objects will refresh. Now search the
list for the programmatic identifier of our newly created component,
DemoControl.DemoControlCS, and select that entry. In the upper right pane, click
Copy to copy the local COM registration information into the VueCentric Settings
pane. In that pane, fill in the Name field with the display name for the control. The
choice of name is arbitrary. We’ll call it C# Demo Control. Next, fill in the height and
width fields with 100 and 200, respectively. Finally, switch to the Special Settings
tab and check the box labelled .NET Component. Switch back to the General
Settings tab and click Apply at the bottom. The display should look something like

this:

£< VueCentric System Management [127.0.0.1 - EHR]

File Tools Help

About | Object Registy . Template Regiztiy . Site Paramelerz . Shutdown . Monitar
Obiects [3672) T COM Heg|strq:|-:-n

Programmatiz 1D:
DBRSTPRX.AsProx 1 #|  [DEMOCONTROL DEMOCONTROLCS

DERSTPRA.Az5Serer

Detdlert, Symk avDefblert 1
Defaults ettings. D efaultS ettings. 1
DEGetBlackFmth amesParam. DEGetBlock
DElnzentT ableParam.DEInzent T ableFaram
DelphiCallback. Callback.1

DemoContral. DemoControl2

Wersion: Source:

1.0.1731.18 | | DemoCortral.dll

WueCentric Settings

Feauired Fikbs =T =teNlil40] Heneral Infn

Terhnical Infn

emonnro.emoonro Seislizable Properties ™. Ponert Initisizations L, Dependencies
JemaoControl. DemaoControlCs 2 . . .
DemoCantral DemoC antral? General Settinge ™. Special Setting: . Categories
DemoService. DemoServicel Source:
DERuntirme. D E Runtirme. 1 DemoContoldi
device. 1 -
DeviceRect DeviceRect.1 M ame:
th:m E:ﬁeﬂf;aivﬁﬂg\i’:‘a?gt;lﬂneinn 1 ~ C# Demo Cantrol
Flestrict Lizt To: Class 1D:
e “ueCentic Registiy {048FBB09-B5F0-47 36 -8884-909FADE22508}
+ Local Registry Wersion: Height: Wwidth:
1.01791 18774 100 200
Refresh Al [ Delete ] [ Retrieve

Figure B-45: VueCentric System Management dialog

You may now close the utility. To test the component, start the Visual Interface

Manager with the following flags:

vim.exe /noupdate /blank /trace
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After logging in, enter design mode, right click the desktop and select Add Object.
Expand the Name node and locate and add the Patient Identification Header. Top
align this control (right-click it in design mode to do this). Next find and add the
Demo Control. Set the alignment of this control to all. Save this as a template named
%DEMO for later retrieval. Now exit design mode and click the Syne RPC button.
You should see text in the text box control. Try clicking the Patient Identification
Header control and changing the patient selection. The contents of the text box
control are unaffected, since we have not yet subscribed to patient context change
events. However, if we click the Sync RPC button again, the text that appears in the
text box control now pertains to the newly selected patient.

£ YueCentric

User Help

COORDINATING MASTER OF RECORD: ALBANY
Address: STREET ADDRESS UNKMOWHN Temporary: NO TEMPORARY

ADDRESS
UMK, CITY/STATE
County: UNSPECIFIED From/To: NOT APPLICABLE
Phone: UNSPECIFIED Phone: NOT APPLICABLE
Office: UNSPECIFIED
Bad Addr:
Sync RPC Async RPC Fire Event Clear

IUSER.POWER DEMO.CIAINFORMATICS.COM INDIANAPOLIS. |

Figure B-46: VueCentric dialog

Now close the application.

Note: If you do not close the application now, you will receive an
error the next time you try to compile the project because
the control’s executable image is locked.

B.15.6 Subscribing to Patient Context Changes

As we noticed, our component retrieves information based on the currently selected
patient, but it does not respond when the patient selection changes. Let us fix this
deficiency by having our component subscribe to patient context changes and modify
the text box control’s contents when the context change occurs. To do this, we need
to add a callback interface to our component by modifying its class declaration:
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public class DemoControlCs @ 3ystem. Tindows. Forms. TserContro LEgeci=gsciek R Ay tetc i) Sobob K23 i) b= siotc

Press TAE bo implement skubs For inkerface '”35_Patient, IC35_PatientEvents’

Visual Studio .NET prompts you to press the Tab key to implement method stubs
when you add a new interface. This is a convenience feature that can be a real
timesaver. Press the tab key now to generate these stubs. To view them, scroll to the
bottom of the program code. You should see a collapsed region named
“ICSS_PatientEvents Members.” Expand it to reveal the method stubs:

public string Pendinglhool Silent)

return null:

public woid Canceledi)

We will add code to each of these stub entries to populate the text box control with
text indicating that each method has been invoked. Complete the implementations
with the code shown below:
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®t change committed.™:

ztring Pending(kbool 33

extBoxl.Clear():

urmn M

public woid Canceled/()

textBoxl.Text="Context change canceled.™:

When a context change is initiated, the Pending method will be called first. In this
method, we simply clear the text box control’s contents. Because we are returning a
null string for the Pending method, we are essentially voting YES to the context
change. Assuming nothing else cancels the pending change, the Committed method is
called next. In that method, we set the text box control’s text to indicate that the
context change was committed. Now compile the project by selecting Build | Build
Solution from the menu. Now restart the Visual Interface Manager, this time with the
following command line options:

vim.exe /noupdate /trace /template=%DEMO

Once you log in, you should see your component much as it looked before. Click the
Sync RPC button to verify that this still works. Now click the patient identification
header and select a different patient. Notice how the memo control’s contents have
now changed. We have now responded to a context change event.
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£ VueCentric

User Help
[64] M
Context Change Cormmitted.
Sunc RPC Azync RPC Fire Ewvent Clear
USER.POVWER DEMO.CIAIMFORMATICS.COM IMDIANAPOLIS

Figure B-47: VueCentric dialog

B.15.7 Calling a Remote Procedure in Asynchronous Mode

Our next task is to support calling our remote procedure asynchronously. To do this,
we need to implement the ICSS_SessionEvents interface that is defined in the CSS
type library. This is done in an identical manner to the ICSS PatientEvents interface
we implemented in the previous section. First, add the interface to the component’s
class declaration:

=, CIL C55.IC55 SessionEvents

Be sure to press the Tab key when prompted to create the method stubs:
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ionEvents Mewbers

public woid RF llbhackiint Handle,

void EventCallback(string EventType, string EventStub)

CallbackError (int Handle, int ErrorCode, string ErrorText)

At this point, we will ignore the EventCallback method, but will return to it later. Let
us add the following code to the other two methods:

[int Handle, string D

allbackError (int Handle, int Error

L="An error occurred: "+ErrorText:

Here, we add the data returned by the asynchronous call to the text box control if it
completed normally, or the text of the reported error if it did not.

Next, we will add code to the Async RPC button to call our remote procedure in
asynchronous mode. To do this, double-click that button in the form designer and
complete the click event handler as shown:

private woid buttonz =1=}s = =
{

if (rpcHandle !'=0)
session.CallRPCibort (rpoHandle) ;

textBoxl. Text="Asynchronous Femote Procedure Invoked. ™:
rpoHandle=session. CallRPCLsyne ("BEHOPTCE PTINQ™, patient.Handle,this, true) ;

Note that we are first aborting any asynchronous remote procedure in progress before
we call it again.
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B.15.8

Now add an instance variable declaration to the component’s class for the rpcHandle
variable used to store the returned handle:

private int rpcHandle:

private Zystem.Windows.Forms. TextEBox

Now, since we are already equipped to respond to patient context changes, let us add
code to abort an asynchronous call in progress when a context change occurs. We will
add this code to the Committed method:

public wvoid Committed|)
{
textBoxl. Text="Context change comwmitted.' :

ifirpcHandle !'=0)

session.Cal lRPCikort (rpoHandle) -
rpocHandle=0;

Now it is time to test our component again. Recompile the project by selecting Build |
Build Solution. Now restart the Visual Interface Manager as before. This time click
the Async RPC button. You should at first see the text “Asynchronous Remote
Procedure Invoked.” in the memo control. After a small delay, you should see the
results of the remote procedure appear. Note that TaskMan must be running to invoke
a remote procedure asynchronously, so if you do not receive data from the call, make
certain TaskMan is running.

Firing an Event

Let us now add the capability of firing an event. We are going to fire a local event
called “STATUS.” The Visual Interface Manager subscribes to this event and
displays the data associated with it in its status bar. Double-click the Fire Event
button in the form designer and complete the click event handler as follows:

private wvold buttond Click(ok]ject sender, 3

session.EventFirelocal (M3TATUSY, "3tatus ewvent fired by DemoControl. ™) :

Recompile the project and test in the Visual Interface Manager as before. Click the
Fire Event button and you should see the event data appear in the status bar:
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USER.POVWER DEMO.CIAIMFORMATICS.COM INDIAMAPOLIS, 1M Status event fired by DemaContral.

Figure B-48: Status bar

B.15.9 Subscribing and Responding to an Event

Finally, we will enable our component to respond to STATUS events. This requires
two steps. First, we must implement the callback interface for responding to events.
Since this is the same interface (ICSS_SessionEvents) we implemented earlier for
responding to asynchronous remote procedures, we have already done this. All we
need to do is to fill in the implementation for the EventCallback method. Find this
method in your component’s implementation section and complete as follows:

Import Type Library dialog:

public wvoilid EventCallback(string EventTvype, sString EventItul)

texXtBoxl. Text=EventType+": "+Ewventitubh:

This will display the event name and data in the text box control.

Next, we need to subscribe to the STATUS event. To do this, return to the Load event
handler and add the following line of code:

private woid DemoControlC3 Load(obhject sender, 3ystem.Eventlirgs e)

111
IENT.PATIENT™) as= Patient.IC33 Patient;

session. EventSubscribe (MSTATUSY this

Now recompile and test your component as before. Now, clicking the Fire Event
button also displays the event data in the memo control:
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£ YueCentric

User Help

Farr. I

STATUS: Status event fired by DemoControl.

Sync RPC Bgpnc RPC | Fire Event | Clear

USER.POWER DEMO.CIAINFORMATICS.COM INDIAMAPOLIS

Figure B-49: VueCentric dialog

B.15.10 Summary

You have learned how to create a .NET Windows Control, expose it as an ActiveX
object, reference the Session and Patient Context objects, call remote procedures
synchronously and asynchronously, and fire and receive events. You should now be
well prepared to create components on your own.

B.16 Creating Services

Services, like visual components, are COM objects. Unlike visual components, they
are not ActiveX controls, they cannot be manipulated at design time nor do they
manifest themselves visually in their baseline state. Despite these differences, the
programming techniques are very similar.

In the Delphi and Visual Basic examples that follow, we will be creating a simple
service that implements a function to return information about the remote host. We
will modify the visual component we created in the previous tutorial to use this
service.

Technical Manual Volume 4 Developer Tutorial
September 2020

184



Electronic Health Record (EHR) Version 1.1

B.17 Creating Services with Delphi
This tutorial will demonstrate how to use Delphi to create a simple service object that
implements a single method and how to access that service from within another
component. Delphi offers several project types that can be used to create COM
objects. We will create an automation-compatible COM object, which will afford the
most flexibility for use in different settings.
B.17.1 Creating the Project
Creating a project to produce an automation-compatible COM object requires two
steps. First, we will create an ActiveX Library project by selecting File | New |
Other... from the main menu. From the dialog that appears, select the ActiveX tab as
shown below.
¥ New Items
Data Modules ] Business ] WebSnap ] WebServices ]
Hew Activer l ultitier ] Formz ] Dialogs ] Projects ]
S L = 4
Active Form  Active Server Activex PSRN Automation
Object Contral Object
vy = —ng
& R =0
COM Object  COM+ Event  Property Page Trangzactional  Tupe Libram
Object Object
- o '
]4 | Cancel Help
Figure B-50: New Items dialog
Select ActiveX Library and click OK.
B.17.2 Creating the Service Object
Next, we need to add a COM object that will be our service to our newly created
project. To do this, return to the project type dialog by selecting File | New | Other...,
select the ActiveX tab again, but this time select Automation Object and click OK.
In the Automation Object Wizard that appears, fill in the CoClass Name as shown
below. Leave the other settings as they are.
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Automation Object Wizard

CaClazs Mame: |Den'u:|S ervice]

|nztancing: | Fultiple Instance

O ptionsg

T hreading Model: |.-'-‘-.|:|artment

| Generate Event suppaort code

ak.

Cancel

Help

Figure B-51: Automation Object Wizard

Click OK and you should see the type library editor appear with our newly created
type library and its automation object, DemoServicel, with its default interface,

IDemoServicel:

&% Project1.tlb

ROSLbDdS TS

- ﬁ%v

=gk
TN ?m -
IDemoS ervicel Sl sz l Uses l Flags l Test l

a DemoServicel

Marme:
GUID:
Wersion;

LCID:

Help
Help String:

Help Contest:

|F'n:uiect‘|

|{C3E93DBA-4F4D-4EE8-92I:I:-4D41 92229F3E}

1.0

|F'miect'| Library

Help String Contest: |

Help String DLL:

Help File:

Figure B-52: Type Library editor
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Select the top node labeled Project]l and rename the type library to DemoService by
changing the entry in the Name edit box in the right pane. Also change the entry in
the Help String edit box to DemoService as well. Click the refresh button in the
toolbar to synchronize your program code with the change. Now save the project to a
folder of your choice, naming the project file DemoServicel (this will give us an
executable filename of DemoServicel.dll when we are done).

B.17.3 Accessing the Session Object

Since we will be making a remote procedure call, we need to access the Session
object. This is done in the exact same manner as we did with the visual component
we created earlier. Since we have already imported the type library for the CSS, we
do not have to repeat this step (see Appendix B.13). We do need to add a reference to
the CSS type declaration unit to the uses clause of the unit containing the Session
object. In the code editor, select the Unitl unit and modify the uses clause as shown:

Uses
e

ComZhj, ActiwveX, Projectl TLE, StdVc lpfgessge-i=gyyn::

Now create a private section for the service object’s class and add a declaration for
the variable that will hold a reference to the Session object:

type
ThemoZervicel = class (TAutoOkhject, IDemo3ervicel)
private
Fiession: IC33 3ession:
protected

encd;

As with our visual component created earlier, we will initialize the FSession variable
in the Initialize method. Since the Automation Object Wizard does not automatically
generate this for us, we will need to add it manually. Create a public section and add
an override declaration for the Initialize method:

tLype
Themo3ervicel = class(ThiutoOhject, IDemolerwvicel)

procedure Initialize; override:
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B.17.4

To generate an implementation for the Initialize method, we will use a Delphi
shortcut. Right-click the service object’s class name (TDemoServicel) and select
Complete class at cursor from the pop-up menu. This will produce a default
implementation for the Initialize method:

procedure ThemoServicel.Initialize:

begin
inherited:

end;

Now add the code to initialize the FSession variable:

procedure TDemolfervicel.Initialize:
hegin
inherited:
Fiession = CoC33 Server.Create.3ession:

end;

Modifying the Interface

Now we want to add a method to the interface of our service object. This will be a
function that will receive one argument that specifies the type of information
requested and will return the requested information as a string. To modify the
interface, we will use the type library editor. If it is not already visible, make it visible
by selecting View | Type Library from the main menu. Select the node labeled
IDemoServicel. This corresponds to the default interface for the service object. It
currently has no methods or properties associated with it.

To create a method, click the refresh button on the toolbar. This will generate a
method with the default name of Method1. Rename the method to GetInfo by either
changing the label associated with the node or by changing the Name edit box in the
right pane. Now switch to the Parameters tab. From the Return Type drop-down
box, select either WideString or BSTR (the list content depends upon whether you
have configured the editor to display Delphi or C syntax).

We also need to add the parameter that will contain the type of information we are
requesting. At the bottom of the Parameters tab, click Add. This will create a
parameter with a default name of Param1 and a datatype of Integer. Change the name
of the parameter to InfoType by selecting the name in its cell and modifying. Leave
the datatype as it is. Now click the refresh button on the toolbar to synchronize your
program code with these changes. At this point, the type library editor should look
like this:
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5% Projectd.tlh 9[[=1E3
APOSADEF S - [QHF FH-

—| 4% DemaService
-] ﬁ' IDemoServicel

Getlrfa
du Rietum Type: [WwideSting =l

& DemoService]

Aftributes  Parameters lFIag& | Temt |

Parameters

b odifier Mame Type | Default Valus
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rModified

Figure B-53: Type Library editor

Your program code should now contain a new method:

IDemodervicel)

function GetlInfo(InfoType: Integer): Wideltring:; safecall:

jul ublic
procedure Initialize; override:

end;

B.17.5 Providing the Implementation

Now that we have created our method, we need to provide its implementation. Our
method will perform a synchronous remote procedure call, passing its single
parameter to indicate the type of information we are requesting. It will return the
result of the call in its return value. To do this, complete the implementation for the
GetInfo method as shown:

function ThemoZerwvicel.GetInfo(InfoType: Integer): Wide3tring:

begin

Fesult := Flession.CallRPCText (' CIANERPC GETINFO', InfoType)
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B.17.6 Registering the Service

Now we need to register the service. First, let us compile the project by selecting
Project | Build DemoServicel from the menu. It should compile without errors.
Now, register the type library by selecting Run | Register ActiveX Server from the
menu. You should receive confirmation of successful registration.

Next, we need to register our service to the VueCentric Framework. This is done in
the same way we registered our visual component - using the VueCentric System
Management Utility. Run the tool and login to the remote host. Select the Object
Registry tab and in the Restrict List To box, check Local Registry (this allows us to
see local COM objects that are not yet registered to the Framework). The list of
objects will refresh. Now search the list for the programmatic identifier of our newly
created service, DemoService.DemoServicel, and select that entry. In the upper right
pane, click Copy to copy the local COM registration information into the VueCentric
Settings pane. In that pane, fill in the Name field with the display name for the
control. The choice of name is arbitrary. We will call it “Demo Service 1.” Now
switch to the special settings tab and check the box labeled Service. Now click Apply
at the bottom. This completes the Framework registration process.

Finally, let’s import the service’s type library so that it is available to be used by other
projects. Select Project | Import Type Library... from the main menu. Find the
entry “DemoService (Version 1.0)” and select it. Make sure Create Component
Wrapper is unchecked and click Create Unit. You have now created a type
declaration unit in the Delphi Imports folder (if you receive a message that the unit is
already in the project, just ignore it and continue).

B.17.7 Accessing the Service

Next, we need to provide a means to test the Getlnfo method of our service object. To
do this, we will modify the DemoControl we created in the earlier tutorial. Open the
DemoControl project now (be sure to save any changes to the existing one). Modify
the uses clause in the DemoControl1 unit to add a reference to our service’s type
library declaration unit.

PN - - T P AR AN, DemoService TLEE

Next, add a declaration for the variable that is to hold the reference to our service in
the private section of our TDemoControlX class.
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private

Fierwice: IDemoSerwicel:
FHandle: Intedger:
FPatient: IC Partient:

Add the code to initialize the FService variable to the Initialize method:

eyPressE
aintEvent;
s o

:= Fiession.FindServiceByProglD (' Demolervice.Detwolervicel' ] as IDemolervicel:

Note that we are using the FindServiceByProgID here. We could just as easily have
used the FindServiceByCLSID and passed the GUID for the service object.

Finally, add a fifth button to the form and position it as desired. Rename the caption
to “Demo Service” and set its Anchors property to [akLeft,akBottom]. Double-click
the button and complete its Click event handler as shown:

procedure ThemoControlX.ButtonSiClick (Sender: ToObject) :
begin

Memol.Lines.Text = Flerwvice.GetInfaolZ) :

end;

Compile the project by selecting Project | Build DemoControl and load it in the
Visual Interface Manager as before. Now click the Demo Service button. You should
see something similar to this:
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£ VueCentric
User Help
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Figure B-54: VueCentric dialog

B.17.8 Summary

You have learned how to create a service object and access that service within
another component. The techniques for performing other programming tasks, such as
making synchronous and asynchronous remote procedure calls and firing and
receiving events, are identical to those used in creating visual components.

B.17.9 Creating Services with Visual Basic

This tutorial will demonstrate how to use Visual Basic to create a simple service
object that implements a single method and how to access that service from within
another component.

B.17.10 Creating the Project

To create the project for our service component, select File | New Project from
Visual Basic’s main menu. Select the ActiveX DLL project type and click Open.
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Figure B-55: New Project dialog

This creates a project containing a single automation-compatible COM object named
Class]1 by default. Before continuing, let us rename our project and object to better
reflect their function. In the project pane, select the project node and change its name
in the property pane from Projectl to DemoService. Returning to the project pane,
select the object node labeled Class1 and change its name in the property pane to
DemoService2. This will provide a programmatic identifier for our service object of
DemoService.DemoService2. Now save the project to a folder of your choice.

B.17.11 Accessing the Session Object

Since we will be making a remote procedure call, we need to access the Session
object. This is done in the exact same manner as we did with the visual component
we created earlier. To do this, select Project | References... from the main menu,
locate and check the entry “CIA Component Support Services,” and click OK to
close the dialog.

Next, we need to declare a global variable to hold our reference to the Session Object.
To do this, select (General) in the code editor and add the following code:
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#, DemoService - DemoService2 [Code) g@@
{General) »| |(Dectarations) ]

Dim gSes=zion A= CILA CE5.C233 Session

Now we need to store a reference to the Session object in our global variable,
gSession. Select the Class entry in the left drop-down box of the code editor and its
Initialize method in the right drop-down box. This will create an empty
implementation for the Initialize method. Next, complete the implementation by
adding the following code:

. DemoService - DemoService? (Code)

_:J “nﬁh"ze

Dim giession Ls CIL

Priwvate Sub Class Initializel()
Server Az New CIA C35.C33 Server
ghession = J3erver.3ession
Server = Nothing

End Sub

This code obtains a temporary reference to the Server object, retrieves a reference to
its Session object, and releases the Server object. At this point, you now have a
reference to the Session object stored in the global variable, gSession.
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B.17.12 Modifying the Interface

Now we want to add a method to the interface of our service object. This will be a
function that will receive one argument that specifies the type of information
requested and will return the requested information as a string. Return to the code
editor and add the following public function at the end as shown:

% DemoService - DemoServiceZ (Code)

{General) j |Get||rfo

Public Function GetInfo(InfoType A= Integer) Az 3tring
GetInfo = gSession.CallRPCText ("CIANERPC GETIMFOM, 2)
End Function

B.17.13 Registering the Service

Now we need to register the service. First, let us compile the project by selecting File
| Make DemoService.dll from the menu. It should compile without errors. Next, we
need to register our service to the VueCentric Framework. This is done in the same
way we registered our visual component - using the VueCentric System
Management Utility. Run the tool and login to the remote host. Select the Object
Registry tab and in the Restrict List To box, check Local Registry (this allows us to
see local COM objects that are not yet registered to the Framework). The list of
objects will refresh. Now search the list for the programmatic identifier of our newly
created service, DemoService.DemoService2, and select that entry. In the upper right
pane, click Copy to copy the local COM registration information into the VueCentric
Settings pane. In that pane, fill in the Name field with the display name for the
control. The choice of name is arbitrary. We’ll call it “Demo Service 2.” Now switch
to the special settings tab and check the box labeled Service. Now click Apply at the
bottom. This completes the Framework registration process.

B.17.14 Accessing the Service

Now we need to provide a means to test the GetInfo method of our service object. To
do this, we will modify the DemoControl we created in the earlier tutorial. Open the
DemoControl project now (be sure to save any changes to the existing one). Add a
reference to our service object by selecting Project | References... from the main
menu. Find the entry “DemoService” in the list, check it, and click OK to close the
dialog.
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Next, create a global variable to hold the reference to our service object in the
(General) section as shown:

Dim glervice As Demolervice:

Dim gHandle

on. Ever bla] 3 , He

Jet glervice = gieszion.FindlerviceByProglD ("Demolervice. DemoZerviced ™)

End 3Subk

Finally, add a fifth button to the form and position it as desired. Rename the caption
to “Demo Service.” Double-click the button and complete its Click event handler as
shown:

Private Sub Commands Click()

Textl.Text = gierwvice.zetInfol(d)

End Sub

Compile the project by selecting File | Make DemoControl.ocx... and load it in the
Visual Interface Manager as before. Now click the Demo Service button. You should
see something similar to this:
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Figure B-56: VueCentric dialog

Summary

You have learned how to create a service object and access that service within
another component. The techniques for performing other programming tasks, such as
making synchronous and asynchronous remote procedure calls and firing and
receiving events, are identical to those used in creating visual components.

B.18 Creating Services with C#
This tutorial will demonstrate how to use Visual Studio 2013 C# to create a simple
service object that implements a single method and how to access that service from
within another component.

B.18.1 Creating the Project
To create the project for our service component, select File | New | Project from
Microsoft Visual Studio main menu. Select the Class Library under C#
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Figure B-57: New Project window

B.18.2

This creates a project containing a single automation-compatible COM object named
ClassLibraryl by default. Before continuing, let us rename our project and object to
better reflect their function. In the project pane, select the Name control entry change
its name in the property pane from ClassLibraryl to DemoService. Now save the
project to a folder of your choice. Go to the Solution Explorer pane, select the object
node labeled Class1 and change its name in the property pane to DemoService2. This
will provide a programmatic identifier for our service object of
DemoService.DemoService?2.

Accessing the Session Object

Since we will be making a remote procedure call, we need to access the Session
object. This is done in the exact same manner as we did with the visual component
we created earlier. To do this, select Project | Add Reference... from the main menu,
locate and check the entry “Interop.CIA_CSS,” and click OK to close the dialog.

Next, we need to declare a local global variable to hold our reference to the Session
Object. To do this, select the Class Library (DemoService) in the code editor and
add the following code:
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DemoService

DemoService2.cs F X
|Dem05&ruice v” “= DemoService.DemaoService2 vHG) Dispose()

I— public class DemoService2 : IDisposable
{

(55 Session _session;

100 % _~| 4

Now we need to store a reference to the Session object in our global variable,
_session. Select the Class entry in the left drop-down box of the code editor and its
Initialize method in the right drop-down box. This will create an empty
implementation for the Initialize method. Next, complete the implementation by
adding the following code:

Dq DemoService - DemoService2.cs

DemoService2.cs + X

[c#] Demoservice - || #iz DemoService.DemoService2 - W‘

static CSS_Session _session;

B

= public static void Init ()
{

var svr = new (S5 Server();
_session = svr.Session;
Marshal.ReleaseComObject(svr);

IlDD% v 4 »

This code obtains a temporary reference to the Server object, retrieves a reference to
its Session object, and releases the Server object. At this point, you now have a
reference to the Session object stored in the global variable, session.

B.18.3 Modifying the Interface

Now we want to add a method to the interface of our service object. This will be a
function that will receive one argument that specifies the type of information
requested and will return the requested information as a string. Return to the code
editor and add the following public function at the end as shown:
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Dq DemoService - DemoService2.cs

~ || ¥z DemosService.DemoService2 [ ® mit)

= public string GetInfo(int infoType)
{

DemoService2.cs + X

4

| [c#| DemoService

r Bk

string info = H
info = _session.CallRPCText("CIANBRPC GETINFO", 2);

return info;

¥

005 |4 )

B.18.4 Registering the Service

Now we need to register the service. First, let us compile the project by selecting
Build | Build DemoService from the menu. It should compile without errors. Next,
we need to register our service to the VueCentric Framework. This is done in the
same way we registered our visual component - using the VueCentric System
Management Utility. Run the tool and login to the remote host. Select the Object
Registry tab and in the Restrict List To box, check Local Registry (this allows us to
see local COM objects that are not yet registered to the Framework). The list of
objects will refresh. Now search the list for the programmatic identifier of our newly
created service, DemoService.DemoService2, and select that entry. In the upper right
pane, click Copy to copy the local COM registration information into the VueCentric
Settings pane. In that pane, fill in the Name field with the display name for the
control. The choice of name is arbitrary. We’ll call it “Demo Service 2.” Now switch
to the special settings tab and check the box labeled Service. Now click Apply at the
bottom. This completes the Framework registration process.

B.18.5 Accessing the Service

Now we need to provide a means to test the GetInfo method of our service object. To
do this, we will modify the DemoControl we created in the earlier tutorial. Open the
DemoControl project now (be sure to save any changes to the existing one). Add a
reference to our service object by selecting Project | References... from the main
menu. Find the entry “DemoService” in the list, check it, and click OK to close the
dialog.

Next, create a global variable to hold the reference to our service object in the
(General) section as shown:

private DemoService?.DemoService _demoservice = null;
int Handle = 0;

private CSS_Session _session;

private readonly CSS_Patient.ICSS_Patient _patient;
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Now initialize the demoservice variable in the Initialize method of the UserControl:

public CCDACt1()
{
InitializeComponent(};
var svr = new (55 Server();
_session = svr.Session;
Marshal.ReleaseComObject(svr);
_patient = _session.FindServiceByProgID("(CSS_Patient.Patient”) as ICSS_Patient;
_service = _session.FindServiceByProgID("DemcService.DemoService2™);
¥
Finally, add a fifth button to the form and position it as desired. Rename the caption
to “Demo Service.” Double-click the button and complete its Click event handler as
shown:
private void command5_ Click(object sender, E*..fentﬂr“gls e)
{
textBoxl.Text = demoservice.GetInfo(2);
¥
Compile the project by selecting File | Build DemoControl.dll... and load it in the
Visual Interface Manager as before. Now click the Demo Service button. You should
see something similar to this:
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B.18.6

B.19
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Figure B-58: VueCentric pane

Summary

You have learned how to create a service object and access that service within
another component. The techniques for performing other programming tasks, such as
making synchronous and asynchronous remote procedure calls and firing and
receiving events, are identical to those used in creating visual components.

Deploying Components

Successful deployment of a component relies on a thorough understanding of version
control and dependency control as implemented by the VueCentric Framework. In
addition, the VueCentric SDK can greatly facilitate the task of creating server-side
builds for your components.

Version Control

Proper version control is essential to ensuring that your components are updated
properly and that the correct version of your component is loaded at run-time. The
VueCentric Framework (specifically, the CMS) automatically recognizes that a
newer version of a requested component is available and retrieves and installs it (so-
called, just-in-time update). For this to work properly, a basic understanding of how
this is done is necessary.
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B.20.1 Version Numbers

Version numbers consist of up to four numbers separated by periods. These numbers
represent, from left to right, the major, minor, release, and build versions. These
numbers have a hierarchical relationship, so whenever a number is incremented, all
numbers below it (i.e., to the right) should be reset to 0. Build numbers should be
incremented every time a component is recompiled (most compilers can be
configured to do this automatically). The guidelines for when to increment the major,
minor, and release numbers are less clear. We typically increment the release number
whenever we add or change functionality, but do not break compatibility with a
previous version. We increment the minor version number when we break
compatibility with a previous version. We increment the major version number when
there is a major change to the functionality.

B.20.2 Which Version

COM allows associating version numbers with the type library and each imbedded
interface and object. While this has certain advantages, COM makes no provision for
supporting multiple versions of an object on a given machine. In addition, COM
versioning has no applicability to files that are not COM objects. Therefore, a version
control mechanism independent of COM is necessary. The CMS uses two different
mechanisms for file versioning. For binary files that have an imbedded version
resource, the CMS uses this information to determine the file version. Version
resources are a standard means for imbedding version information within binary files.
You may examine this resource in Windows by viewing a binary file’s properties. If
the binary file has a version resource, you will see a tab labeled Version and on that
tab you will find the file version. Most compilers can be configured to include version
information.

For non-binary files, the CMS uses the file’s modification timestamp to generate a
pseudo-version number. Like standard version numbers, this version number consists
of four hierarchically arranged numbers. From left to right, these numbers are the
year, month, day, and time. Because the timestamp uses universal time format, the
version number generated in this manner is not sensitive to varying time zones.

B.20.3 Registering Version Information

When a component is requested, the CMS searches the application directory of the
local machine to determine the version of the component currently residing there. It
does this by directly examining the component’s imbedded version resource. It then
compares the local version number to the version number specified for the component
in its VUECENTRIC OBJECT REGISTRY file entry. If the local version number is
less than the one specified in the VUECENTRIC OBJECT REGISTRY file, or if the
component was not found in the application directory, it is retrieved from the object
repository and installed in the application directory.
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Note that the CMS does not directly examine the file in the object repository to
determine its version. This means that the version entered in the VUECENTRIC
OBJECT REGISTRY file must truly reflect the version residing in the object
repository for the update mechanism to work. The reason the CMS does not directly
examine files in the object repository is twofold. First, if the repository resides on a
remote share, examining a file’s version resource can be very time consuming (in
fact, Windows makes a local copy of the file to do this). Second, if the repository
resides on a web or ftp server, there is no means to examine the file directly without
downloading it first. Therefore, be certain that you correctly update the version
information for your components.

Side-by-Side Versioning

Side-by-side versioning refers to the ability to have multiple versions of the same
component residing on a machine at the same time. When most COM objects are
registered, the full path to the executable is included in the Windows registry.
Because this registration overwrites any previous entry, it is not possible to register
more than one version at a time. Thus, the default behavior of COM is to share a
single copy of an object across all applications. This is rarely desirable, especially in
the situation where an object is not backward-compatible with previous versions. To
overcome this limitation, Microsoft has offered three possible solutions:

e Store only the object’s file name, not its path information, in the Windows
registry. In the absence of path information, Windows will search for the file in
the application directory first, then in the System and Windows directories. In this
manner, one can partition different object versions in the respective application
directories and be certain that the correct one is loaded. Modifying the default
COM registration behavior can be done in one of two ways. Since COM objects
register themselves through the DLLRegisterServer method, one can override the
default implementation of this method and modify the registration process. A
second option is to set the SIDE-BY-SIDE field of the corresponding
VUECENTRIC OBJECT REGISTRY file entry to true. When this field is true,
the CMS inspects the Windows registry entry for the COM object and removes
path information if it exists. This allows forcing side-by-side versioning on an
object-by-object basis.

e Microsoft offers a second solution to the versioning problem. If the COM
subsystem detects a file with the same name as the main application with “.local”
appended to it, it will ignore all path information in the Windows registry. For
example, if the file VIM.exe.local is placed in the application directory, all objects
loaded by the VIM application will be treated as if they had been registered
without path information. This option has three disadvantages. First, it is all-or-
nothing as far as the application is concerned. Second, this capability only applies
to versions of Windows including and subsequent to Windows 98 SE. Third, in
the presence of an application manifest (see below), this feature is disabled.
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e The third, and most recent, solution to versioning is in the form of an application
manifest, which may either be imbedded in the application or present in the form
of a file with the same name as the application with a “.manifest” appended to it.
The purpose of the manifest is to allow the application developer to specify which
version of a particular component is to be used. In contrast to the “.local” file
described above which affects the search behavior for all components, the
manifest affects search behavior only for those components listed. Furthermore,
the use of a manifest precludes the use of the “.local” file (except in Windows
2000 environments where the manifest is not supported). The EHR uses a
manifest to enable theme support for the application.

The choice of versioning techniques depends on many factors. Because of the
multiple run-time environments supported by the EHR, all three techniques are
utilized to ensure the correct components are used for a given application instance.

For a detailed treatment of this subject, see the MSDN article titled /mplementing
Side-by-Side Component Sharing in Applications
(http://msdn.microsoft.com/library/default.asp?url=/library/en-
us/dnsetup/html/sidebyside.asp).

Imbedding Version Information

Both Delphi and Visual Basic can imbed version information in the binary files they
generate.

To include version information in Delphi projects, choose the Project | Options
menu. From the Project Options dialog that appears, select the Version Info tab.
Select the Include version information in project and Auto-increment build
number check boxes. You may optionally fill in other information located at the
bottom of the dialog.
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Figure B-59: Project Options dialog

To imbed version information using Visual Basic, select the Project | Properties
menu. From the Project Properties dialog that appears, select the Make tab. Select
the Auto Increment check box. You may optionally fill in other version information

as desired.
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B.21 Handling Dependencies

It is not at all uncommon that a component depends upon the presence of other
components or files to function. So how does one insure that all of the necessary
pieces are in place when a component is executed? There are several possible

approaches to this problem.

If a given file is required by many components, it may make sense to deploy that file
using the same mechanism to deploy the core Framework. VueCentric provides a
configurable installer utility that installs and updates core components from a shared
directory, independent of the Framework. Alternatively, if the core files are installed
using a third-party installer, one could add the required file(s) to the installation.

The VUECENTRIC OBJECT REGISTRY file provides two options for handling
dependent files. Using the VueCentric System Management Utility, one can register
dependencies between entries in this file in the Dependencies section of the Object
Registry tab. When an object is requested, all listed dependencies are requested
automatically. This method has the advantage of applying version control over each
dependency. In addition, if a dependent file is marked as a service, the service is
automatically started. Dependencies are recursive so that any dependencies listed for

a dependent file are also requested.
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The Required Files section of the Object Registry tab provides an alternate means for
declaring dependencies. Whenever an object is installed or updated, any required files
listed here are also retrieved. This has the advantage of not requiring that these
dependent files be entered into the VUECENTRIC OBJECT REGISTRY file. The
main disadvantage is that no version control is applied to these files. They are only
retrieved when the object needs to be installed or updated.

Generating KIDS Builds

All components require some kind of installation on the remote host. At a minimum,
a component requires registration information to be entered into the VUECENTRIC
OBJECT REGISTRY file. Most will also require supporting code and remote
procedure declarations. Some will also define events and parameters. To facilitate the
delivery of these required elements to the remote host, the VueCentric SDK augments
the KIDS system by providing a means to easily package these elements into the
build and also provides support for common tasks such as registering remote
procedures.

The VueCentric SDK is delivered as a KIDS build. Once installed, the SDK provides
a template for creating component builds and a configuration file for controlling the
behavior of the build. The template is a KIDS build called VUECENTRIC DUMMY.
Do not modify this build directly. Rather, create a copy of the build and modify it.
This build is delivered with pre-installation, post-installation, and pre-transportation
methods that should be modified. In addition, it is also configured to deliver entries
from several key files based on information in the configuration file. You may add
additional files to the build, but you should not remove the existing entries. You may
also add any additional elements that are to be delivered (e.g., remote procedures,
options, etc.).

The configuration file delivered with the SDK is called the VUECENTRIC
DISTRIBUTION file. By associating an entry with your component build created
from the VUECENTRIC DUMMY template, you may control the elements delivered
with your build. The VUECENTRIC DISTRIBUTION file has the following fields:

Field

# Datatype Description

NAME

.01 Text This is typically the display name given to
the component.

BUILD

5 Pointer (#9.6) This is the build with which this entry is to be
associated.

OBJECT (multiple) 1 Pointer (#19930.2) | Any VUECENTRIC OBJECT REGISTRY

entries to be included in the build.

PARAMETER 2 Pointer (#8989.51) | Any parameter definitions to be included in
DEFINITION (multiple) the build. The subfile also has fields for

initializing parameter values.
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Field # Datatype Description
PARAMETER 3 Pointer (#8989.52) | Any parameter templates to be included in
TEMPLATE (multiple) the build.

TEMPLATE (multiple) 4 Pointer (#19930.3) Any VUECENTRIC TEMPLATE REGISTRY
entries to be included in the build.

EVENT(multiple) 5 Pointer (#19941.21) | Any CIA EVENT TYPE entries to be
included in the build.

PREINIT CODE 50 M Code Any code to be executed during the pre-
installation phase.

POSTINIT CODE 51 M Code Any code to be executed during the post-
installation phase.

PRETRANS CODE 52 M Code Any additional pretransportation code to be

executed when generating the build.

COMMENTS 99 Word Processing Used for documentation purposes.

When you generate your build, you will see the message “Target distribution:
<name>" where <name> is the name of the associated entry in the VUECENTRIC
DISTRIBUTION file. If more than one entry is associated with the build, you will be
prompted to select the one to use.

B.23 Pitfalls and Special Techniques

This section discusses potential pitfalls that the component developer may encounter
and special techniques that will facilitate component development.

B.23.1 Component Initialization

Both Delphi and Visual Basic define an Initialize method for its ActiveX controls.
This method is executed when an object is first created and should be used to perform
any necessary initializations. In Delphi, this is preferred over overriding the object’s
constructor since ActiveX objects typically have more than one constructor and the
Initialize method is guaranteed to be executed regardless of which constructor is
invoked.

B.23.2 Component Destruction

Under Delphi, accessing a component’s COM interface within the destructor may
cause a stack overflow. This happens because the destructor has been invoked
because the object’s reference count has reached zero. When the object’s COM
interface is referenced, the reference count increments and then decrements back to
zero, causing re-entry of the destructor. If there is a need to access an object’s COM
interface in its destructor, first make a call to the object’s AddRef method. This
increments the reference count and ensures that it will not return to zero. Do not call
the Release method since the object is already in the process of being released and
doing so would cause the reference count to return to zero.
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B.23.3 Other Containers

Because visual components are ActiveX-compliant, any visual component can
potentially be hosted in any ActiveX-compliant container (e.g., Internet Explorer).
Any component used in this manner should register itself with the CSS by calling the
Session object’s RegisterObject method. If this is not done, the component will not be
notified of context changes nor will it be accessible to other components.

B.23.4 Focus Issues

ActiveX controls created with Visual Basic have one anomaly associated with control
focus. The first mouse click on a Visual Basic ActiveX control sets focus to the
control. Once the control has focus, subsequent mouse clicks perform as expected.
This means, for example, that if you click a button on a Visual Basic ActiveX control
that does not yet have focus, the click will not generate a button press event.
Subsequent clicks will.

One solution to this anomaly is to implement the MouseMove method for the
UserControl and make a call to SetFocus in the implementation. This causes the
control to automatically receive focus when the mouse moves over it.

B.23.5 Deferring Data Fetches

Retrieving data from the remote host can be time consuming and hamper application
performance. This burden can be lessened by devising intelligent strategies for
deferring data fetches until the data is actually needed. One common strategy is for a
component to defer populating its display until it becomes visible. For example, it
makes little sense to retrieve a patient’s problem list data into a component
immediately after a patient context change if the user never views that component. A
useful technique for deferring data fetches in this scenario would be to set a flag
indicating that a data fetch is required when the context change occurs and then
invalidate the component’s main window. In the component’s painting logic, one
could check for this flag and perform the fetch if it is set. By invalidating the
component’s main window, one insures that if the component is already visible, the
fetch will occur immediately. Otherwise, the fetch will occur only if the component
becomes visible.

B.23.6 Intercomponent Communication

Intercomponent communication refers to the technique of one component
communicating information to a second component in the application. This can be
very useful if the action of one component affects another or if one component needs
to make use of a service provided by another.
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The VueCentric Framework provides two methods for implementing intercomponent
communication. The first uses local events to send information to local subscribers.
This method is useful when a component wants to communicate information to
multiple targets. It has the disadvantage of being unidirectional and anonymous.

A second method provides a much more tightly coupled communication link between
components. This method utilizes a technique called dynamic discovery to locate
other components in the environment and establish an interface reference to them.
The Session object provides a number of methods that support dynamic discovery.
They are divided into two groups, one for discovering visual components and another
for discovering services. Each returns a reference to the [lUnknown interface of the
requested object which may then be cast to the desired interface. Using this reference,
an object can then invoke any method or property on the interface. The methods are:

FindObjectByCLSID — This function searches the list of registered objects to find
one that implements the class identified by CLSID. If the Last parameter is not nil
(Nothing), the search begins following that object’s entry in the list. In this manner,
one can iterate through multiple object instances of the same class.

FindObjectByIID — This function searches the list of registered objects to find one
that implements the interface identified by IID. If the Last parameter is not nil
(Nothing), the search begins following that object’s entry in the list. In this manner,
one can iterate through all objects implementing a particular interface.

FindObjectByProgID — This function searches the list of registered objects to find
one that possesses the programmatic identifier specified by ProgID. If the Last
parameter is not nil (Nothing), the search begins following that object’s entry in the
list. In this manner, one can iterate multiple object instances of the same class.

FindServiceByCLSID — Request a reference to the service identified by CLSID. If
the service is not already running, the CSS starts the service. If the service is not
located, a nil (Nothing) value is returned. Otherwise, the return value is a reference to
the service’s default interface.

FindServiceByProgID — Request a reference to the service identified by ProgID. If
the service is not already running, the CSS starts the service. If the service is not
located, a nil (Nothing) value is returned. Otherwise, the return value is a reference to
the service’s default interface.

B.23.7 Creating Trace Log Entries

Component authors may create entries in the trace log for debugging purposes using
the API suite provided by the session object of the CSS. This suite consists of the
following:
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Method or Property

Return Type

Description

TraceMode

Boolean

This property indicates whether or not trace mode is
active. If trace mode is not active, calling any of the trace
methods will have no effect. While it is not required to
check the state of trace mode before invoking one of the
trace methods, it is generally advisable to do so to avoid
the overhead of sending trace information when trace
mode is inactive.

TraceBegin(TraceClass,
TraceType)

Integer

Call this method to initiate a trace log entry. TraceClass
and TraceType determine how the entry is displayed in
the trace log viewer. TraceClass defines an overall
category for the log entry and TraceType defines a
subcategory within the TraceClass. This method returns
a handle that uniquely identifies the log entry being
created.

TraceAdd(Handle,Value,
IsHeader)

none

Call this method to add to the newly created log entry.
Handle refers to the unique handle returned by the
TraceBegin method. Value is the text to be added to the
entry. If IsHeader is true, this indicates that the Value
represents header information. When displayed in the log
viewer, headers are centered, underlined, and red in
color.

TraceEnd(Handle)

none

Call this method to complete the entry. Once this is done,
the CSS fires a TRACE event which is intercepted by the
log viewer and entered into the trace log.

Consider the following Delphi code example:

var
Handle:
begin

end;

Integer;

if vcSession.TraceMode
then begin
Handle :
vcSession.
vcSession.
vcSession.TraceAdd
vcSession.TraceAdd
vcSession

(
(
(
(

vcSession.TraceBegin ("RPC', 'BEHOPTCX LAST');
TraceAdd (Handle, 'Parameters', True):;
TraceAdd (Handle, '#1 : 733', False):;

Handle, 'Results', True):;

Handle, '733', False);

.TraceEnd (Handle) ;

This code would generate a trace log entry that would appear as follows in the trace

log viewer:
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£ Trace Log

EEX

Al Logged at 12-Sep-03 09:29:44.590

10 RPC ClAVCHPT PTINFO .

11 RPC DG SENSITVE RECORL | RPC: CIAWCHKPT LAST

12 RPC DG CHE BSE =REF /M ] Parameters

13 RPC DG CHE PAT/DIY MEAR | [#1 = 732

14  RPC CIAVCHPT LEGALCY ; Results

15  COMTEXT Patient Bk

16 CONTEXT  Encounter :

18 CONTEXT  Encounter

19 RPC ClAVC-US HASKEY'S

20 EVENT STATUS

21 STATUS  12-5ep-2003 03:34

22 EVEMT STATUS S

27 GTATIC  19.Can 2007 NG-25 |

£ > MBS >
[a] [ [+ | [m] i 3 By Pz Entrigs:
First | Previous| Mest Lazt Suzpend| Clear Hide Frirnt 1000 -

Current: 17 Tokal: 185 Maximun: 1000 Loggec: 185 Class Filters: none Tvpe Filters: none

Figure B-61: Trace Log pane

B.23.8

Embedding Licensed Controls

The use of licensed third-party controls in the development of a component
sometimes produces an unauthorized license exception when it is imbedded within
another component. This is a problem that has been reported with ActiveX controls
produced in Visual Basic that contain licensed controls on the primary form. It is
unclear whether this is a “feature” or a “bug,” but it has received much discussion in
the technical newsgroups. It is not a container issue, but rather a problem with the
way Visual Basic passes license information to the imbedded control. Evidently, for
the primary form this does not occur. Interestingly, for secondary forms it does.
Therefore, imbedding a licensed component on a secondary form causes no problems.
This phenomenon lends itself to an interesting, albeit somewhat inelegant,

workaround:

Create a dummy form in your Visual Basic project. Place one copy of each licensed
component that you will be imbedding in your primary form onto the dummy form.
Load the dummy form in the Initialize method of your control. This registers the
license information for the controls. Unload the dummy form in the very next
statement (it is no longer needed). The licensed components will now function

properly on the primary form.
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B.23.9 Forced Context Changes

While context changes are a mostly democratic process, there are two situations
where a context change may be forced even when one of the participants rejects the
request. The first situation occurs during a forced shutdown of the application when
the context of each context object is cleared. The second situation occurs when a
CCOW client requests a context change and elects to override a participant’s
objection. In either event, the programmer should be prepared to react to a forced
context change and not assume that a rejection of the request will always abort the
change.

B.23.10 Integrating Help Content

The Visual Interface Manager interrogates each visual component as it is loaded to
determine which ones provide on-line help. It then provides access to the help
documentation by means of the Help | Help On menu. The VIM attempts to acquire
three pieces of information when it interrogates a component: the help file name, the
display name of the component, and the help context identifier. It first examines the
type library to determine if a Help File attribute is defined for the type library and
Help String and Help Context attributes are defined for the component’s default
interface. If these attribute values are found, they are used for the help file name,
display name, and help context identifier, respectively.

For example, the type library shown below defines a Help File attribute of
“vcPatientID.chm,” a Help String attribute of “Patient Selection,” and a Help Context
attribute of 124.

¥ vePatientiD. tih

e XY LRS- T A E-

=y .
% glwpaamnx Altibutes | Uses | Flags | Tet |

& M hvoPatiandDEEvents

& Pty Hame: [vePatieniD
+ TrdsctiveFomBorderSivk GUID: |[W15FEEEEEE-4D T T TR
* TS cde
+ i TrvlouzeBution Weisian: [10
= T DiMode LaiD: |
Help
Helo Sting ||'H:I'.I‘“ |d=reheation Conbrol
Halp Corpest |

Hel String Context: |
Help SwingDLL: |

Jrradfied

Figure B-62: Type Library pane
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2 TDiMade PaientInteiface:  [IDispatch |
Help
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Figure B-63: Type Library pane

If the VIM does not obtain the required information from the type library, it then
examines the default interface of the component for a HelpFile and HelpContext
property. If it finds these, it uses those values for the help file name and help context
identifier, respectively, and uses the component’s Name property from the
VUECENTRIC OBJECT REGISTRY file as the display name.

If the VIM can obtain a value for the component’s help file name by one of these
methods, that component’s display name will appear as a submenu under the Help |
Help On menu. Invoking the submenu will load the specified help file (both
Windows and HTML help formats are supported) at the point referenced by the
context identifier (if found).

B.24 Delphi Helper Functions

unit vcWrappers;

Helper Functions

This unit contains wrappers for certain calls to the Session that
simplify the task of converting Delphi parameters to COM-compliant
parameters.

Declarations Description
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TMultList TStringList descendant that supports specifying
subscript values when storing data.
TWPList TStringList descendant that passes its subscripts

values in word processing format.

Modification History

Copyright © 2001-2003 by Clinical Informatics Associates, Inc. All
Rights Reserved.

interface

uses
Classes, SysUtils, ActiveX, Variants, CIA CSS TLB;

type
TMultList = class (TStringList) // Used to pass explicitly subscripted
data to broker
public
function Add(const Subscript, Data: String): Integer; reintroduce;
overload;

function Add(const Subscript: String; Data: Extended): Integer;
reintroduce; overload;

function Add(const Subscript: String; Data: Integer): Integer;
reintroduce; overload;

function Add(const Subscript: array of const; Data: String): Integer;
reintroduce; overload;
function Add(const Subscript: array of const; Data: Extended): Integer;
reintroduce; overload;
function Add(const Subscript: array of const; Data: Integer): Integer;
reintroduce; overload;
end;
TWPList = class (TStringList) ; // Used to force WP formatting of

broker data

function CallRPCList (const Session: ICSS Session; const RPCName: String;
const Args: array of const; Retlist: TStrings): TStrings; overload;
function CallRPCInt (const Session: ICSS Session; const RPCName: String;
const Args: array of const): Integer; overload;

function CallRPCStr (const Session: ICSS Session; const RPCName: String;
const Args: array of const): String; overload;

function CallRPCBool (const Session: ICSS Session; const RPCName: String;
const Args: array of const): Boolean; overload;

function CallRPCDate (const Session: ICSS Session; const RPCName: String;
const Args: array of const): TDateTime; overload;

function CallRPCAsync (const Session: ICSS Session; const RPCName: String;
const Args: array of const; const Callback: ICSS SessionEvents): Integer;
overload;

procedure CallRPC(const Session: ICSS Session; const RPCName: String; const
Args: array of const); overload;

function ConstToVar (const Args: array of const): OleVariant;
function ListToVar (Strings: TStrings): OleVariant;

implementation

uses
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MFunctions, Utility;

const
SUBSCRIPT DELIMITER = #1;

function CallRPCList (const Session: ICSS Session; const RPCName: String;
const Args: array of const; Retlist: TStrings): TStrings;
var
DidCreate: Boolean;
begin
try
ShowBusy;
DidCreate:=RetList=nil;
if DidCreate
then RetList:=TStringlList.Create;

try
Retlist.CommaText:=Session.CallRPCList (RPCName, ConstToVar (Args)) ;
except
if DidCreate
then FreeAndNil (RetList);
raise;
end;

finally
Result:=RetlList;
ShowBusy (False) ;
end;
end;

function CallRPCInt (const Session: ICSS Session; const RPCName: String;
const Args: array of const): integer;
begin
try
ShowBusy;
Result:=Session.CallRPCInt (RPCName, ConstToVar (Args)) ;
finally
ShowBusy (False) ;
end;
end;

function CallRPCStr (const Session: ICSS Session; const RPCName: String;
const Args: array of const): String;
begin
try
ShowBusy;
Result:=Session.CallRPCStr (RPCName, ConstToVar (Args)) ;
finally
ShowBusy (False) ;
end;
end;

function CallRPCBool (const Session: ICSS Session; const RPCName: String;
const Args: array of const): Boolean;
begin
try
ShowBusy;
Result:=Session.CallRPCBool (RPCName, ConstToVar (Args)) ;
finally
ShowBusy (False) ;
end;
end;

Version 1.1
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function CallRPCDate (const Session: ICSS Session; const RPCName: String;
const Args: array of const): TDateTime;
begin
try
ShowBusy;
Result:=Session.CallRPCDate (RPCName, ConstToVar (Args)) ;
finally
ShowBusy (False) ;
end;
end;

function CallRPCAsync (const Session: ICSS Session; const RPCName: String;
const Args: array of const; const CallBack: ICSS SessionEvents): Integer;
begin
try
ShowBusy;
Result:=Session.CallRPCAsync (RPCName, ConstToVar (Args),CallBack,False) ;
finally
ShowBusy (False) ;
end;
end;

procedure CallRPC(const Session: ICSS Session; const RPCName: String; const
Args: array of const);
begin
try
ShowBusy;
Session.CallRPCStr (RPCName, ConstToVar (Args)) ;
finally
ShowBusy (False) ;
end;
end;

function ConstToVar (const Args: array of const): OleVariant;
{ This converts an array of constants to a variant array of variants
suitable
for passing to a COM object. Note that the variant array is locked and
referenced via a pointer to improve performance.
}
type
TVarArray = array [0..SFFFFFF] of OleVariant;
PVarArray = "“TVarArray;
var
i: integer;
p: PVarArray;
begin
if High (Args)=-1
then begin
Result:=Unassigned;
exit;
end;

Result:=VarArrayCreate ([0,High (Args) ], varVariant) ;
p:=VarArrayLock (Result) ;

try
for i:=0 to High (Args) do
with Args[i] do begin
p”[1i] :=Unassigned;
case VType of
vtInteger: p~[i] :=VInteger;
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vtBoolean: p”[i] :=0rd(VBoolean) ;
vtChar: p”[i] :=VChar;
vtExtended: p”[i] :=VExtended”;
vtString: p~[i]:=VString”;
vtPChar: p”[i] :=VPChar”;
vtObject: if VObject is TStrings
then p”[i]:=ListToVar (TStrings (VObject)) ;
vtWideChar: p”[1i] :=VWideChar;
vtPWideChar: p”[i]:=VPWideChar”";

vtAnsiString: p”[1i
vtCurrency: p" i
vtVariant: p" i
vtInterface: p”"[1i
vtWideString: p"[i
vtIntod: p" i
end;
if VarIsEmpty (p~[i])
then raise Exception.Create ('Unrecognized datatype'):;
end;
finally
VarArrayUnlock (Result) ;
end;
end;

:=AnsiString (VAnsiString) ;
:=VCurrency”;

:=VVariant”;

:=IUnknown (VInterface) ;
:=WideString (VWideString) ;

]
1
]
1
]
]
1
] :=IntToStr (VInte4d") ;

function ListToVar (Strings: TStrings): OleVariant;
{ Convert a TStrings to a variant array with base subscript starting at
one.
Passes data in format <subscript>~<value>.
If the TStrings list is empty, returns a null string instead.
If the TStrings is a TMultList, this call assumes the entries are already
formatted. Otherwise, the data are automatically formatted.
}
type
TListType = (ltMult, 1tWP, 1tOther);
TVarArray = array [0..SFFFFFF] of WideString;
PVarArray = "“TVarArray;
var
i: Integer;
p: PVarArray;
ListType: TListType;
begin
if Strings.Count=0
then Result:=""
else try
if Strings is TMultList
then ListType:=1tMult
else if Strings is TWPList
then ListType:=1tWP
else ListType:=1tOther;

Result:=VarArrayCreate ([1l,Strings.Count],varOleStr) ;
p:=VarArrayLock (Result) ;
for i:=0 to Strings.Count-1 do
case ListType of
1tMult: p"[i] :=WideString(Strings([i]) ;
1tWP:
p"[i] :=WideString (IntToStr (i+l)+',0'+SUBSCRIPT DELIMITER+Strings([i]);
1tOther:
p"[i] :=WideString (IntToStr (i+1)+SUBSCRIPT DELIMITER+Strings[i]);
end;
finally
VarArrayUnlock (Result) ;
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end;
end;

{ TMultList is used to pass explicitly subscripted data to the broker as a
string

list. Entries in the string list should be of the format:
<subscript>~<data>

}

function TMultList.Add(const Subscript, Data: String): Integer;
{ This is an overloaded version of the TStrings Add function which is
provided

to hide the underlying representation of the subscripted data and to
perform

validity checks on the subscript. An exception is raised if the
subscript is

null or contains the subscript delimiter.
}
begin

if Subscript=""

then raise Exception.Create('Null subscript in RPC call')

else if Pos(SUBSCRIPTiDELIMITER,Subscript)<>O

then raise Exception.Create('Invalid subscript in RPC call: '+Subscript);

Result::Add(Subscript+SUBSCRIPT_DELIMITER+Data);
end;

function TMultList.Add(const Subscript: String; Data: Integer): Integer;
{ Overloaded form of above to support integer datatypes.
}
begin
Result:=Add (Subscript, IntToStr (Data)) ;
end;

function TMultList.Add(const Subscript: String; Data: Extended): Integer;
{ Overloaded form of above to support floating point datatypes.
}
begin
Result:=Add (Subscript, FloatToStr (Data)) ;
end;

function TMultList.Add(const Subscript: array of const; Data: String):
Integer;
{ Overloaded form of above to support string datatypes and subscript passed
as array.
}
begin
Result:=Add (BuildSubscript (Subscript),Data) ;
end;

function TMultList.Add (const Subscript: array of const; Data: Extended) :
Integer;
{ Overloaded form of above to support floating point datatypes and
subscript passed as array.
}
begin
Result:=Add (BuildSubscript (Subscript),Data) ;
end;

function TMultList.Add (const Subscript: array of const; Data: Integer):
Integer;
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passed as array.

}
begin

Result:=Add (BuildSubscript (Subscript),Data) ;
end;

end.

{ Overloaded form of above to support integer datatypes and subscript

B.25 Visual Basic Helper Functions

Attribute VB Name = "RPCUtilities"
Option Explicit

This function creates an RPC parameter list (variant array)
from any number of arguments or data types passed to it.

For example, the following code creates an RPC parameter
list from 5 totally different data types, then calls

' CallRPCList.

dim params as variant

params = CreateRPCParamlList ("abc", 1, today, 4/5, x)
result = gSession.CallRPCText ("Some RPC Name", params)

Variant
T
members
CreateRPCParamList = params
End Function

' For example:

dim params as string
params = CreateRPCParamString("abc", 1, today, 4/5, x)
result = gSession.CallRPCText ("Some RPC Name", params)

String
Dim i As Integer, result As String

result = ""

For 1 = 0 To UBound (params)
If i > 0 Then result = result & "|"
result = result & params (i)

Next i

CreateRPCParamString = result
End Function

string using the appropriate delimiter, producing a string
array that can then be accessed directly.

Public Function CreateRPCParamlList (ParamArray params () As Variant)

This function creates a single, pipe-delimited RPC parameter
string from any number of arguments or data types passed to it.

These helper functions makes it easier to parse data that is
passed back from CallRPCText and CallRPCList. It parses the

As

Passed parameters are automatically converted to variants array

Public Function CreateRPCParamString (ParamArray params () As Variant) As
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' For Example:

! dim result as string, ResultArray() as string

' result = gSession.CallRPCText ("Some RPC Name", params)
' ResultArray=ParseRPCText (result)

' msg = UBound(ResultArray) + 1 & " results returned:" & vbCrLf
' For i = LBound(ResultArray) To UBound(ResultArray)

! msg = msg & vbCrLf & ResultArray (i)

' Next i

Public Function ParseRPCText (str As String) As String()
ParseRPCText = Split(str, vbCrLf)
End Function

Public Function ParseRPCList (str As String) As String()
Dim QuoteChar As String, tmp As String
Dim quote As Integer, quote2 As Integer, comma As Integer
Dim count As Integer, ResultArray() As String
Dim piece As String, index As Integer

tmp = str & ","
QuoteChar = Chr(34)
count = 0

Do Until tmp = ""

comma = InStr(l, tmp, ",")

quote = InStr(l, tmp, QuoteChar)

If quote = 0 And comma = 0 Then
piece = tmp
tmp = ""

ElseIf quote < comma Then
quote2 = InStr(quote + 1, tmp, QuoteChar)
If quote2 = 0 Then quote2 = Len (tmp) + 1
piece = Mid(tmp, quote + 1, quote2 - quote - 1)
If Mid(tmp, quote2 + 1, 1) = "," Then quote2 = quote2 + 1
tmp = Mid(tmp, quote2 + 1)

Else
piece = Left (tmp, comma - 1)
tmp = Mid(tmp, comma + 1)

End If

index = count

count = count + 1

ReDim Preserve ResultArray (index)

ResultArray(index) = Trim(piece)

Loop

ParseRPCList = ResultArray
End Function

Public Function ParseRPCResult (str As String, delim As String) As String()
' This function is an expanded version of the previous ParseRPC

routines
' and allows the developer to specify the delimiting character.
ParseRPCResult = Split(str, delim)

End Function
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Glossary

Application Context

This is an entry in the Option file that provides access control at the client
application level. The Broker passes this information on the initial connection
request. A user must have access to the given option to establish a broker
connection.

Broker

Software that marshals remote procedure requests between a client application
and a remote host. Also known as RPC Broker.

Common Context Object Workgroup

An HL7-sponsored workgroup responsible for specifying standards for
context exchange among applications.

Context Object

A specialized service that maintains a common context for a specific entity
(e.g., patient or encounter) and supports the context change event interface.

Daemon
A background process that performs a specified service.

GPRA
Government Performance and Results Act.

Listener

A daemon that monitors a specified TCP port and handles communications
between the client and remote host.

Primary Listener Daemon

The daemon that listens for the initial connection request. The primary listener
daemon immediately passes the connection to a secondary listener daemon.

Remote Procedure

A procedure residing on a remote host that may be invoked by a client process
through a broker intermediary.

Remote Procedure Call

The act of invoking a remote procedure. This is often used interchangeably
with the term “Remote Procedure,” especially using its abbreviated form
CCRPC.D,
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RPC Context
This is an entry in the Option file that provides access control at the remote
procedure level. The Broker passes this information with each remote
procedure request. A user must have access to the given option to invoke the
associated remote procedure.

Secondary Listener Daemon
The daemon that handles communication interchange between the client and
remote host processes.

Session Context
This refers to the persistent state information associated with an establish
session.
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Acronym List

Acronym Meaning

API Application Programming Interface
CCOwW Clinical Context Object Workgroup
CMS Component Management Service
CSL Communication Service Layer
CSS Component Support Services
GUID Global Unique Identifier

IHS Indian Health Service

RPC Remote Procedure Call

RPMS Resource and Patient Management System
VIM Visual Interface Manager
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Contact Information

If you have any questions or comments regarding this distribution, please contact the
IHS IT Service Desk.

Phone: (888) 830-7280 (toll free)
Web: https://www.ihs.gov/helpdesk/

Email: itsupport@ihs.gov
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